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**Исключения**

В нашем разговоре о потоке исполнения команд различными подсистемами пришло время поговорить про исключения или, скорее, исключительные ситуации. И прежде чем продолжить стоит совсем немного остановиться именно на самом определении. Что такое исключительная ситуация?

Исключительной называют такую ситуацию, которая делает исполнение дальнейшего или текущего кода абсолютно не корректным. Не таким как задумывалось, проектировалось. Переводит состояние приложения в целом или же его отдельной части (например, объекта) в состояние нарушенной целостности. Т.е. что-то экстраординарное, исключительное.

Почему же это так важно - определить терминологию? Работа с терминологией очень важна, т.к. она держит нас в рамках. Если не следовать терминологии можно уйти далеко от созданного проектировщиками концепта и получить множество неоднозначных ситуаций. А чтобы закрепить понимание вопроса давайте обратимся к примерам:

struct Number

{

public static Number Parse(string source)

{

// ...

if(!parsed)

{

throw new ParsingException();

}

// ...

}

public static bool TryParse(string source, out Number result)

{

// ..

return parsed;

}

}

Этот пример кажется немного странным: и это не просто так. Для того чтобы показать исключительность проблем, возникающих в данном коде я сделал его несколько утрированным. Для начала посмотрим на метод Parse. Почему он должен выбрасывать исключение?

Он принимает в качестве параметра строку, а в качестве результата - некоторое число, которое является значимым типом. По этому числу мы никак не можем определить, является ли оно результатом корректных вычислений или же нет: оно просто есть. Другими словами, в интерфейсе метода отсутствует возможность сообщить о проблеме;

* С другой стороны метод, принимая строку подразумевает что ее для него корректно подготовили: там нет лишних символов и строка содержит некоторое число. Если это не так, то возникает проблема предусловий к методу: тот код, который вызвал наш метод отдал не корректные данные.

Получается, что для данного метода ситуация получения строки с не корректными данными является исключительной: метод не может вернуть корректного значения, но и вернуть абы что он не может. А потому единственный выход - бросить исключение.

Второй вариант метода обладает каналом сигнализации о наличии проблем с входными данными: возвращаемое значение тут boolean и является признаком успешности выполнения метода. Сигнализировать о каких-либо проблемах при помощи механизма исключений данный метод не имеет ни малейшего повода: все виды проблем легко уместятся в возвращаемое значение false.

**Общая картина**

Обработка исключительных ситуаций может показаться вопросом достаточно элементарным: ведь все что нам необходимо сделать - это установить try-catch блоки и ждать соответствующего события. Однако вопрос кажется элементарным только благодаря огромной работе, проделанной командами CLR и CoreCLR чтобы унифицировать все ошибки, которые лезут в CLR со всех щелей - из самых разных источников. Чтобы иметь представление, о чем мы будем далее вести беседу, давайте взглянем на диаграмму:
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На этой схеме мы видим, что в большом .NET Framework существует по сути два мира: все что относится к CLR и все, что находится за ней: все возможные ошибки, возникающие в Windows и прочем unsafe мире:

* Structured Exception Handling (SEH) - структурированная обработка исключений - стандарт платформы Windows для обработки исключений. Во время вызовов unsafe методов и последующем выбросе исключений происходит конвертация исключений unsafe <-> CLR в обе стороны: из unsafe в CLR и обратно, т.к. CLR может вызвать unsafe метод, а тот в свою очередь - CLR метод.
* Vectored Exception Handling (VEH) - по своей сути является корнем SEH, позволяя вставлять свои обработчики в точку выброса исключения. Используется в частности для установки FirstChanceException.
* COM+ исключения - когда источником проблемы является некоторый COM компонент, то прослойка между COM и .NET методом должна сконвертировать COM ошибку в исключение .NET
* И, наконец, обёртки для HRESULT. Введены для конвертации модели WinAPI (код ошибки - в возвращаемом значении, а возвращаемые значения - через параметры метода) в модель исключений: для .NET стардартом является именно исключительная ситуация

С другой стороны, поверх CLI располагаются языки программирования, каждый из которых частично или же полностью - предлагает функционал по обработке исключений конечному пользователю языка. Так, например, языки VB.NET и F# до недавнего времени обладали более богатым функционалом по части обработки исключительных ситуаций, предлагая функционал фильтров, которых не существовало в языке C#.

**Коды возврата vs. исключение**

Стоит отдельно отметить модель работы с ошибками в приложении через коды возврата. Эта идея - просто вернуть ошибку - очень проста и понятна. Мало того, если отталкиваться от отношения к исключениям как к оператору goto, то коды возврата становятся намного более корректной реализацией: ведь в этом случае пользователь метода видит и возможность самой ошибки, а также может сразу понять, какие ошибки возможны. Но давайте не будет гадать на кофейной гуще, что лучше и для чего, а лучше обсудим проблематику выбора академически.

Представим, что все методы обладают интерфейсом для получения ошибки. Тогда все наши методы выглядели бы как-то так:

public bool TryParseInteger(string source, out int result);

public DialogBoxResult OpenDialogBox(...);

public WebServiceResult IWebService.GetClientsList(...);

public class DialogBoxResult : ResultBase { ... }

public class WebServiceResult : ResultBase { ... }

А их использование выглядело бы как-то так:

public ShowClientsResult ShowClients(string group)

{

if(!TryParseInteger(group, out var clientsGroupId))

return new ShowClientsResult

{ Reason = ShowClientsResult.Reason.ParsingFailed };

var webResult = \_service.GetClientsList(clientsGroupId);

if(!webResult.Successful)

{

return new ShowClientsResult {

Reason = ShowClientsResult.Reason.ServiceFailed,

WebServiceResult = webResult

};

}

var dialogResult = \_dialogsService.OpenDialogBox(webResult.Result);

if(!dialogResult.Successful)

{

return new ShowClientsResult {

Reason = ShowClientsResult.Reason.DialogOpeningFailed,

DialogServiceResult = dialogResult

};

}

return ShowClientsResult.Success();

}

Возможно, вам покажется что этот код перегружен обработкой ошибок. Однако я попрошу вас не согласиться с такой позицией: все что здесь происходит - это эмуляция работы механизма выброса и обработки исключений.

Как любой метод может сообщить о возникшей проблеме? Посредством некоторого интерфейса сообщения об ошибки. Например, в методе TryParseInteger интерфейсом является возвращаемое значение: если все хорошо, метод вернет true. Если все плохо, вернет false. Однако данный способ обладает и минусом: реальное значение возвращается через out int result параметр. Минус подхода с одной стороны состоит в том что возвращаемое значение чисто логически и по восприятию является более "возвращаемым значением" чем out параметр. А с другой - сам факт ошибки нам не всегда интересен. Ведь если строка для парсинга пришла из сервиса, который сгенерировал эту строку, значит проверять на ошибки парсинг нет необходимости: там всегда будет лежать правильная, пригодная для разбора строка. С другой стороны, если взять другую реализацию метода:

public int ParseInt(string source);

То возникает резонный вопрос: если парсинг все-таки будет содержать ошибку по неизвестной нам причине, что делать методу тогда? Вернуть ноль? Будет не корректно: нуля в строке не было. Тогда становится ясно что мы имеем конфликт интересов: первый вариант многословен, а второй - не содержит канала сигнализации об ошибках. Однако, можно легко прийти к выводу, когда надо работать с кодами возвратов, а когда - с исключениями:

Код возврата необходимо внедрять тогда, кода факт ошибки является нормой поведения. Например, в алгоритме парсинга текста ошибки в тексте являются нормой поведения тогда как в алгоритме работы с разобранной строкой получение от парсера ошибки может являться критичным или, другими словами, чем-то исключительным.

**Блоки Try-Catch-Finally коротко**

Блок try создает секцию, от которой программист ожидает возникновения критических ситуаций, которые с точки зрения внешнего кода являются нормой поведения. Т.е. другими словами если мы работаем с некоторым кодом, который в рамках своих правил считает внутреннее состояние более не консистентным и в связи с этим выбрасывает исключение, то внешняя система, которая обладает более широким видением той же ситуации возникшее исключение может перехватить блоком catch тем самым нормализовав исполнение кода приложения. А потому, *перехватом исключений вы легализуете их наличие на данном участке кода*. Это, на мой взгляд, очень важная мысль, которая обосновывает запрет на перехват всех типов исключений try-catch(Exception ex){ ... } *на всякий случай*.

Это вовсе не означает что перехватывать исключения идеологически плохо: я всего лишь хочу сказать о необходимости перехватывать то и только то, что вы ожидаете от конкретного участка кода и ничего больше. Например, вы не можете ожидать все типы исключений, которые наследуется от ArgumentException или же получение NullReferenceException поскольку это означает что проблема чаще всего не в вызываемом коде, а *в вашем*. Зато вполне корректно ожидать что желаемый файл открыть вы не сможете. Даже если на 200% уверены, что сможете, не забудьте сделать проверку.

Третий блок - finally - также не должен нуждаться в представлении. Этот блок срабатывает для всех случаев работы блоков try-catch. Кроме некоторых достаточно редких *особых* ситуаций, этот блок отрабатывает *всегда*. Для чего введена такая гарантия исполнения? Для зачистки тех ресурсов и тех групп объектов, которые были выделены или же захвачены в блоке try и при этом являются зоной его ответственности.

Этот блок очень часто используется без блока catch, когда нам не важно, какая ошибка уронила алгоритм, но важно очистить все выделенные для этого конкретно алгоритма ресурсы. Простой пример: для алгоритма копирования файла необходимо: два открытых файла и участок памяти под кэш-буфер копирования. Память мы выделить смогли, один файл открыть смогли, а вот со вторым возникли какие-то проблемы. Чтобы запечатать все в одну "транзакцию", мы помещаем все три операции в единый try блок (как вариант реализации), с очисткой ресурсов - в finally. Пример может показаться упрощенным, но тут главное - показать суть.

Чего не хватает в языке программирования C#, так это блока fault, суть которого - срабатывать всегда, когда произошла любая ошибка. Т.е. тот же finally, только на стероидах. Если бы такое было, мы бы смогли как классический пример делать единую точку входа в логгирование исключительных ситуаций:

try {

//...

} fault exception

{

\_logger.Warn(exception);

}

Также, о чем хотелось бы упомянуть во вводной части - это фильтры исключительных ситуаций. Для платформы .NET это новшеством не является, однако является таковым для разработчиков на языке программирования C#: фильтрация исключительных ситуаций появилась у нас только в шестой версии языка. Фильтры призваны нормализовать ситуацию, когда есть единый тип исключения, который объединяет в себе несколько видов ошибок. И в то время как мы хотим отрабатывать на конкретный сценарий, вынуждены перехватывать всю группу и фильтровать её - уже после перехвата. Я, конечно же, имею ввиду код следующего вида:

try {

//...

}

catch (ParserException exception)

{

switch(exception.ErrorCode)

{

case ErrorCode.MissingModifier:

// ...

break;

case ErrorCode.MissingBracket:

// ...

break;

default:

throw;

}

}

Так вот теперь мы можем переписать этот код нормально:

try {

//...

}

catch (ParserException exception) when (exception.ErrorCode == ErrorCode.MissingModifier)

{

// ...

}

catch (ParserException exception) when (exception.ErrorCode == ErrorCode.MissingBracket)

{

// ...

}

И вопрос улучшения тут вовсе не в отсутствии конструкции switch. Новая конструкция как по мне лучше по нескольким пунктам:

* фильтруя по when мы перехватываем ровно то что хотим поймать и не более того. Это правильно идеологически;
* в новом виде код стал более читаем. Просматривая взглядом, мозг более легко находит определения ошибок, т.к. изначально он их ищет не в switch-case, а в catch;
* и менее явное, но также очень важное: предварительное сравнение идет ДО входа в catch блок. А это значит, что работа такой конструкции для случая промаха мимо всех условий будет идти намного быстрее чем switch с перевыбросом исключения.

Особенностью исполнения кода по уверениям многих источников является то, что код фильтрации происходит *до* того как произойдет развертка стека. Это можно наблюдать в ситуациях, когда между местом выброса исключения и местом проверки на фильтрацию нет никаких других вызовов кроме обычных:

static void Main()

{

try

{

Foo();

}

catch (Exception ex) when (Check(ex))

{

;

}

}

static void Foo()

{

Boo();

}

static void Boo()

{

throw new Exception("1");

}

static bool Check(Exception ex)

{

return ex.Message == "1";

}
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Как видно на изображении трассировка стека содержит не только первый вызов Main как место отлова исключительной ситуации, но и весь стек до точки выброса исключения плюс повторный вход в Main через некоторый неуправляемый код. Можно предположить, что этот код и есть код выброса исключений, который просто находится в стадии фильтрации и выбора конечного обработчика. Однако стоит отметить что *не все вызовы позволяют работать без раскрутки стека*. На мой скромный взгляд, внешняя унифицированность платформы порождает излишнее к ней доверие. Например, вызов методов между доменами с точки зрения кода выглядит абсолютно прозрачно. Тем не менее работа вызовов методов происходит совсем по другим законам. О них мы и поговорим в следующей части.

**Сериализация**

Давайте начнем несколько издалека и посмотрим на результаты работы следующего кода (я добавил проброс вызова через границу между доменами приложения):

class Program

{

static void Main()

{

try

{

ProxyRunner.Go();

}

catch (Exception ex) when (Check(ex))

{

;

}

}

static bool Check(Exception ex)

{

var domain = AppDomain.CurrentDomain.FriendlyName; // -> TestApp.exe

return ex.Message == "1";

}

public class ProxyRunner : MarshalByRefObject

{

private void MethodInsideAppDomain()

{

throw new Exception("1");

}

public static void Go()

{

var dom = AppDomain.CreateDomain("PseudoIsolated", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory

});

var proxy = (ProxyRunner) dom.CreateInstanceAndUnwrap(typeof(ProxyRunner).Assembly.FullName, typeof(ProxyRunner).FullName);

proxy.MethodInsideAppDomain();

}

}

}

Если обратить внимание на размотку стека, то станет ясно что в данном случае она происходит еще до того, как мы попадаем в фильтр. Взглянем на скриншоты. Первый взят до того, как генерируется исключение:
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А второй - после:

[![StackUnroll2](data:image/png;base64,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)](https://github.com/sidristij/dotnetbook/blob/master/ExceptionalFlow/imgs/StackUnroll2.png)

Изучим трассировку вызовов до и после попадания в фильтр исключений. Что же здесь происходит? Здесь мы видим, что разработчики платформы сделали некоторую с первого взгляда защиту дочернего домена. Трассировка обрезана по крайний метод в цепочке вызовов, после которого идет переход в другой домен. Но на самом деле, как по мне так это выглядит несколько странно. Чтобы понять, почему так происходит, вспомним основное правило для типов, организующих взаимодействие между доменами. Эти типы должны наследовать MarshalByRefObject плюс - быть сериализуемыми. Однако, как бы ни был строг C#, типы исключений могут быть какими угодно. А что это значит? Это значит, что могут быть ситуации, когда исключительная ситуация внутри дочернего домена может привести к ее перехвату в родительском домене. И если у объекта данных исключительной ситуации есть какие-либо опасные методы с точки зрения безопасности, они могут быть вызваны в родительском домене. Чтобы такого избежать, исключение сериализуется, проходит через границу доменов приложений и возникает вновь - с новым стеком. Давайте проверим эту стройную теорию:

[StructLayout(LayoutKind.Explicit)]

class Cast

{

[FieldOffset(0)]

public Exception Exception;

[FieldOffset(0)]

public object obj;

}

static void Main()

{

try

{

ProxyRunner.Go();

Console.ReadKey();

}

catch (RuntimeWrappedException ex) when (ex.WrappedException is Program)

{

;

}

}

static bool Check(Exception ex)

{

var domain = AppDomain.CurrentDomain.FriendlyName; // -> TestApp.exe

return ex.Message == "1";

}

public class ProxyRunner : MarshalByRefObject

{

private void MethodInsideAppDomain()

{

var x = new Cast {obj = new Program()};

throw x.Exception;

}

public static void Go()

{

var dom = AppDomain.CreateDomain("PseudoIsolated", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory

});

var proxy = (ProxyRunner)dom.CreateInstanceAndUnwrap(typeof(ProxyRunner).Assembly.FullName, typeof(ProxyRunner).FullName);

proxy.MethodInsideAppDomain();

}

}

В данном примере для того чтобы выбросить исключение любого типа из C# кода (я не хочу никого мучать вставками на MSIL) был проделан трюк с приведением типа к не сопоставимому: чтобы мы бросили исключение любого типа, а транслятор C# думал бы что мы используем тип Exception. Мы создаем экземпляр типа Program - гарантированно не сериализуемого и бросаем исключение с ним в виде полезной нагрузки. Хорошие новости заключаются в том, что вы получите обертку над не-Exception исключениями RuntimeWrappedException, который внутри себя сохранит экземпляр нашего объекта типа Program и в C# перехватить такое исключение мы сможем. Однако есть и плохая новость, которая подтверждает наше предположение: вызов proxy.MethodInsideAppDomain(); приведет к исключению SerializationException:
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Т.е. проброс между доменами такого исключения не возможен, т.к. его нет возможности сериализовать. А это в свою очередь значит, что оборачивание вызовов методов, находящихся в других доменах фильтрами исключений все равно приведет к развертке стека несмотря на то что при FullTrust настройках дочернего домена сериализация казалось бы не нужна.

Стоит дополнительно обратить внимание на причину, по которой сериализация между доменами так необходима. В нашем синтетическом примере мы создаем дочерний домен, который не имеет никаких настроек. А это значит, что он работает в FullTrust. Т.е. CLR полностью доверяет его содержимому как себе и никаких дополнительных проверок делать не будет. Но как только вы выставите хоть одну настройку безопасности, полная доверенность пропадет и CLR начнет контролировать все что происходит внутри этого дочернего домена. Так вот когда домен полностью доверенный, сериализация по идее не нужна. Нам нет необходимости как-то защищаться, согласитесь. Но сериализация создана не только для защиты. Каждый домен грузит в себя все необходимые собрки по второму разу, создавая их копии. Тем самым создавая копии всех типов и всех таблиц виртуальных методов. Передавая объект по ссылке из домена в домен вы получите, конечно, тот же объект. Но у него будут чужие таблицы виртуальных методов и как результат - этот объект не сможет быть приведен к другому типу. Другими словами, если вы создали экземпляр типа Boo, то получив его в другом домене приведение типа (Boo)boo не сработает. А сериализация и десериализация решает проблему: объект будет существовать одновременно в двух доменах. Там где он был создан - со всеми своими данными и в доменах использования - в виде прокси-объекта, обеспечивающего вызов методов оригинального объекта.

Передавая серализуемый объект между доменами, вы получите в другом домене полную копию объекта из первого сохранив некоторую разграниченность по памяти. Разграниченность тоже мнимая. Она - только для тех типов, которые не находятся в Shared AppDomain. Т.е., например, если в качестве исключения бросить что-нибудь несериализуемое, но из Shared AppDomain, то ошибки сериализации не будет (можно попробовать вместо Programбросить Action). Однако раскрутка стека при этом все равно произойдет: оба случая должны работать стандартно. Чтобы никого не путать.

## Архитектура исключительной ситуации

Наверное, один из самых важных вопросов, который касается нашей темы - это вопрос построения архитектуры исключений в вашем приложении. Этот вопрос интересен по многим причинам. Как по мне так основная - это видимая простота, с которой не всегда очевидно, что делать. Это свойство присуще всем базовым конструкциям, которые используются повсеместно: это и IEnumerable, и IDisposable и IObservable и прочие-прочие. С одной стороны, своей простотой они манят, вовлекают в использование себя в самых разных ситуациях. А с другой стороны, они полны омутов и бродов, из которых, не зная, как иной раз и не выбраться вовсе. И, возможно, глядя на будущий объем у вас созрел вопрос: так что же такого в исключительных ситуациях?

Но для того чтобы прийти к каким-то выводам относительно построения архитектуры классов исключительных ситуаций мы должны с вами скопить некоторый опыт относительно их классификации. Ведь только поняв, с чем мы будем иметь дело, как и в каких ситуациях программист должен выбирать тип ошибки, а в каких - делать выбор относительно перехвата или пропуска исключений, можно понять как можно построить систему типов таким образом чтобы это стало очевидно для пользователя вашего кода. А потому, попробуем классифицировать исключительные ситуации (не сами типы исключений, а именно ситуации) по различным признакам.

### По теоретической возможности перехвата проектируемого исключения

По теоретическому перехвату исключения можно легко поделить на два вида: на те, которые перехватывать будут точно и на те, которые с высокой степенью вероятности перехватывать не будут. Почему с высокой степенью вероятности? Потому что всегда найдется тот, кто попробует перехватить, хотя это и не нужно было совершенно делать.

Давайте для начала раскроем особенности первой группы: исключения, которые должны и будут перехватывать.

Когда мы вводим исключение такого типа, то одной стороны мы сообщаем внешней подсистеме что мы вошли в положение, когда дальнейшие действия в рамках наших данных не имеют смысла. А с другой имеем в виду, что ничего глобального сломано не было и если нас убрать, то ничего не поменяется, а потому это исключение может быть легко перехвачено чтобы поправить ситуацию. Это свойство очень важно: именно оно определяет критичность ошибки и уверенность в том что если перехватить исключение и просто очистить ресурсы, то можно спокойно выполнять код дальше.

Вторая группа как бы это ни звучало странно - отвечает за исключения, которые перехватывать не нужно. Они могут быть использованы только для записи в журнал ошибок, но не для того чтобы можно было как-то поправить ситуацию. Самый простой пример - это исключения группы ArgumentException и NullReferenceException. Ведь в нормальной ситуации вы не должны, например, перехватывать исключение ArgumentNullException потому что источником проблемы тут будете являться именно вы, а не кто либо еще. Если вы перехватываете данное исключение, то тем самым вы допускаете что вы ошиблись и отдали методу то, что отдавать ему было нельзя:

void SomeMethod(object argument)

{

try {

AnotherMethod(argument);

} catch (ArgumentNullException exception)

{

// Log it

}

}

В этом методе мы пробуем перехватить ArgumentNullException. Но на мой взгляд его перехват выглядит очень странным: прокинуть корректные аргументы методу - полностью наша забота. Было бы не корректно среагировать постфактум: в такой ситуации самое правильное что только можно сделать - это проверить передаваемые данные заранее, до вызова метода или же что еще лучше - построить код таким образом чтобы получение неправильных параметров было бы попросту не возможным.

Еще одна группа - это исключения фатальных ошибок. Если сломан некий кэш и работа подсистемы в любом случае будет не корректной? Тогда это - фатальная ошибка и ближайший по стеку код ее перехватывать гарантированно не станет:

T GetFromCacheOrCalculate()

{

try {

if(\_cache.TryGetValue(Key, out var result))

{

return result;

} else {

T res = Strategy(Key);

\_cache[Key] = res;

return res;

}

} cache (CacheCorreptedException exception)

{

RecreateCache();

return GetFromCacheOrCalculate();

}

}

И пусть CacheCorreptedException - это исключение, означающее "кэш на жестком диске не консистентен". Тогда получается, что если причина такой ошибки фатальна для подсистемы кэширования (например, отсутствуют права доступа к файлу кэша), то дальнейший код если не сможет пересоздать кэш командой RecreateCache, а потому факт перехвата этого исключения является ошибкой сам по себе.

### По фактическому перехвату исключительной ситуации

Еще один вопрос, который останавливает наш полет мысли в программировании алгоритмов - это понимание: стоит ли перехватывать те или иные исключения или же стоит пропустить их сквозь себя кому-то более понимающему. Переводя на язык терминов вопрос, который нам надо решить - разграничить зоны ответственности. Давайте рассмотрим следующий код:

namespace JetFinance.Strategies

{

public class WildStrategy : StrategyBase

{

private Random random = new Random();

public void PlayRussianRoulette()

{

if(DateTime.Now.Second == (random.Next() % 60))

{

throw new StrategyException();

}

}

}

public class StrategyException : Exception { /\* .. \*/ }

}

namespace JetFinance.Investments

{

public class WildInvestment

{

WildStrategy \_strategy;

public WildInvestment(WildStrategy strategy)

{

\_strategy = strategy;

}

public void DoSomethingWild()

{

?try?

{

\_strategy.PlayRussianRoulette();

}

catch(StrategyException exception)

{

}

}

}

}

using JetFinance.Strategies;

using JetFinance.Investments;

void Main()

{

var foo = new WildStrategy();

var boo = new WildInvestment(foo);

?try?

{

boo.DoSomethingWild();

}

catch(StrategyException exception)

{

}

}

Какая из двух предложенных стратегий является более корректной? Зона ответственности - это очень важно. Изначально может показаться, что поскольку работа WildInvestment и его консистентность целиком и полностью зависит от WildStrategy, то если WildInvestment просто проигнорирует данное исключение, оно уйдет в уровень повыше и делать ничего более не надо. Однако, прошу заметить что существует чисто архитектурная проблема: метод Main ловит исключение из архитектурно одного слоя, вызывая метод архитектурно - другого. Как это выглядит с точки зрения использования? Да в общем так и выглядит:

* заботу об этом исключении просто перевесили на нас;
* у пользователя данного класса нет уверенности что это исключение прокинуто через ряд методов до нас специально
* мы начинаем тянуть лишние зависимости, от которых мы избавились, вызывая промежуточный слой.

Однако, из данного вывода следует другой: catch мы должны ставить в методе DoSomethingWild. И это для нас несколько странно: WildInvestment вроде как жестко зависим от кого-то. Т.е. если PlayRussianRoulette отработать не смог, то и DoSomethingWild тоже: кодов возврата тот не имеет, а сыграть в рулетку он обязан. Что же делать в такой казалось бы безвыходной ситуации? Ответ на самом деле прост: находясь в другом слое, DoSomethingWild должен выбросить собственное исключение, которое относится к этому слою и обернуть исходное как оригинальный источник проблемы - в InnerException:

namespace JetFinance.Strategies

{

pubilc class WildStrategy

{

private Random random = new Random();

public void PlayRussianRoulette()

{

if(DateTime.Now.Second == (random.Next() % 60))

{

throw new StrategyException();

}

}

}

public class StrategyException : Exception { /\* .. \*/ }

}

namespace JetFinance.Investments

{

public class WildInvestment

{

WildStrategy \_strategy;

public WildInvestment(WildStrategy strategy)

{

\_strategy = strategy;

}

public void DoSomethingWild()

{

try

{

\_strategy.PlayRussianRoulette();

}

catch(StrategyException exception)

{

throw new FailedInvestmentException("Oops", exception);

}

}

}

public class InvestmentException : Exception { /\* .. \*/ }

public class FailedInvestmentException : Exception { /\* .. \*/ }

}

using JetFinance.Investments;

void Main()

{

var foo = new WildStrategy();

var boo = new WildInvestment(foo);

try

{

boo.DoSomethingWild();

}

catch(FailedInvestmentException exception)

{

}

}

Обернув исключение другим мы по сути переводим проблематику из одного слоя приложения в другой, сделав его работу более предсказуемой с точки зрения пользователя этого класса: метода Main.

### По вопросам переиспользования

Очень часто перед нами встает непростая задача: с одной стороны нам лень создавать новый тип исключения, а когда мы все-таки решаемся, не всегда ясно от чего отталкиваться: какой тип взять за основу как базовый. А ведь именно эти решения и определяют всю архитектуру исключительных ситуаций. Давайте пробежимся по популярым решениям и сделаем некоторые выводы.

При выборе типа исключений можно попробовать взять уже существующее решение: найти исключение с похожим смыслом в названии и использовать его. Например, если нам отдали через параметр какую-либо сущность, которая нас почему-то не устраивает, мы можем выбросить InvalidArgumentException, указав причину ошибки - в Message. Этот сценарий выглядит хорошо, особенно с учетом того что InvalidArgumentException находится в группе исключений, которые не подлежат обязательному перехвату. Но плохим будет выбор InvalidDataException если вы работаете с какими-либо данными. Просто потому что этот тип находится в зоне System.IO, а это врядли то, чем вы занимаетесь. Т.е. получается что найти существующий тип потому что лениво делать свой - практически всегда будет не правильным подходом. Исключений, которые созданы для общего круга задач почти не существует. Практически все из них созданы под конкретные ситуации и их переиспользование будет грубым нарушением архитектуры исключительных ситуаций. Мало того, получив исключение определенного типа (например, тот же System.IO.InvalidDataException), пользователь будет запутан: с одной стороны он увидит источник проблемы в System.IO как пространство имен исключения, а с другой - совершенно другое пространство имен точки выброса. Плюс ко всему, задумавшись о правилах выброса этого исключения зайдет на [referencesource.microsoft.com](https://referencesource.microsoft.com/) и найдет [все места его выброса](https://referencesource.microsoft.com/#System/sys/System/IO/compression/InvalidDataException.cs,2b389f14fb01ad1b,references):

* internal class System.IO.Compression.Inflater

И поймет что  выбор типа исключения его запутал, поскольку метод, выбросивший исключение компрессией не занимался.

Также в целях упрощения переиспользования можно просто взять и создать какое-то одно исключение, объявив у него поле ErrorCode с кодом ошибки и жить себе припеваючи. Казалось бы: хорошее решение. Бросаете везде одно и то же исключение, выставив код, ловите всего-навсего одним catch повышая тем самым стабильность приложения: и делать более ничего не надо. Однако, прошу не согласиться с такой позицией. Действуя таким образом по всему приложению вы с одной стороны, конечно, упрощаете себе жизнь. Но с другой - вы отбрасываете возможность ловить подгруппу исключений, объединенных некоторой общей особенностью. Как это сделано, например, с ArgumentException, который под собой объединяет целую группу исключений путем наследования. Второй серьезный минус - чрезмерно большие и нечитаемые простыни кода, который будет организовывать фильтрацию по коду ошибки. А вот если взять другую ситуацию: когда конечному пользователю конкретизация ошибки не должна быть важна, введение обобщающего типа плюс код ошибки выглядит уже куда более правильным применением:

public class ParserException

{

public ParserError ErrorCode { get; }

public ParserException(ParserError errorCode)

{

ErrorCode = errorCode;

}

public override string Message

{

get {

return Resources.GetResource($"{nameof(ParserException)}{Enum.GetName(typeof(ParserError), ErrorCode)}");

}

}

}

public enum ParserError

{

MissingModifier,

MissingBracket,

// ...

}

// Usage

throw new ParserException(ParserError.MissingModifier);

Коду, который защищает вызов парсера почти всегда безразлично, по какой причине был завален парсинг: ему важен сам факт ошибки. Однако, если это все-таки станет важно, пользователь всегда сможет вычленить код ошибки из свойства ErrorCode. Для этого вовсе не обязательно искать нужные слова по подстроке в Message.

Если отталкиваться от игнорирования вопросов переиспользования, то можно создать по типу исключения под каждую ситуацию. С одной стороны это выглядит логично: один тип ошибки - один тип исключения. Однако, тут, как и во всем, главное не переусердствовать: имея по типу исключительных операций на каждую точку выброса вы порождаете тем самым проблемы для перехвата: код вызывающего метода будет перегружен блоками catch. Ведь ему надо обработать все типы исключений, которые вы хотите ему отдать. Другой минус - чисто архитектурный. Если вы не используете наследования, то тем самым дезориентируете пользователя этих исключений: между ними может быть много общего, а перехватывать их приходится по отдельности.

Тем не менее существуют хорошие сценарии для введения отдельных типов для конкретных ситуаций. Например, когда поломка происходит не для всей сущности в целом, а для конкретного метода. Тогда этот тип должен быть в иерархии наследования находиться в таком месте чтобы не возникало мысли его перехватить заодно с чем-то еще: например, выделив его через отдельную ветвь наследования.

Дополнительно, если объединить эти два подхода, можно получить очень мощный инструментарий по работе с группой ошибок: можно ввести обобщающий абстрактный тип, от которого унаследовать конкретные частные ситуации. Базовый класс (наш обобщающий тип) необходимо снабдить абстрактным свойством, хранящем код ошибки, а наследники переопределяя это свойство будут этот код ошибки уточнять:

public abstract class ParserException

{

public abstract ParserError ErrorCode { get; }

public override string Message

{

get {

return Resources.GetResource($"{nameof(ParserException)}{Enum.GetName(typeof(ParserError), ErrorCode)}");

}

}

}

public enum ParserError

{

MissingModifier,

MissingBracket

}

public class MissingModifierParserException : ParserException

{

public override ParserError ErrorCode { get; } => ParserError.MissingModifier;

}

public class MissingBracketParserException : ParserException

{

public override ParserError ErrorCode { get; } => ParserError.MissingBracket;

}

// Usage

throw new MissingModifierParserException(ParserError.MissingModifier);

Какие замечательные свойства мы получим при таком подходе?

* с одной стороны мы сохранили перехват исключения по базовому типу;
* с другой стороны, перехватив исключение по базовому типу сохранилась возможность узнать конкретную ситуацию;
* и плюс ко всему можно перехватить по конкретному типу, а не по базовому, не пользуясь плоской структурой классов.

Как по мне так очень удобный вариант.

### По отношению к единой группе поведенческих ситуаций

Какие же выводы можно сделать, основываясь на ранее описанных рассуждениях? Давайте попробуем их сформулировать:

Для начала давайте определимся, что имеется ввиду под ситуациями. Когда мы говорим про классы и объекты, то мы привыкли в первую очередь оперировать сущностями с некоторым внутренним состоянием над которыми можно осуществлять действия. Получается, что тем самым мы нашли первый тип поведенческой ситуации: действия над некоторой сущностью. Далее, если посмотреть на граф объектов как-бы со стороны, можно заметить, что он логически объединен в функциональные группы: первая занимается кэшированием, вторая - работа с базами данных, третья осуществляет математические расчеты. Через все эти функциональные группы могут идти слои: слой логгирования различных внутренних состояний, журналирование процессов, трассировка вызовов методов. Слои могут быть более охватывающие: объединяющие в себе несколько функциональных групп. Например, слой модели, слой контроллеров, слой представления. Эти группы могут находиться как в одной сборке, так и в совершенно разных, но каждая из них может создавать свои исключительные ситуации.

Получается, что если рассуждать таким образом, то можно построить некоторую иерархию типов исключительных ситуаций, основываясь на принадлежности типа той или иной группе или слою создавая тем самым возможность перехватывающему исключения коду легкую смысловую навигацию в этой иерархии типов.

Давайте рассмотрим код:

namespace JetFinance

{

namespace FinancialPipe

{

namespace Services

{

namespace XmlParserService

{

}

namespace JsonCompilerService

{

}

namespace TransactionalPostman

{

}

}

}

namespace Accounting

{

/\* ... \*/

}

}

На что это похоже? Как по мне, пространства имен - прекрасная возможность естественной группировки типов исключений по их поведенческим ситуациям: все, что принадлежит определенным группам там и должно находиться, включая исключения. Мало того, когда вы получите определенное исключение, то помимо названия его типа вы увидете и его пространство имен, что четко определит его принадлежность. Помните пример плохого переиспользования типа InvalidDataException, который на самом деле определен в пространстве имен System.IO? Его принадлежность данному пространству имен означает что по сути исключение этого типа может быть выброшено из классов, находящихся в пространстве имен System.IO либо в более вложенном. Но само исключение при этом было выброшено совершенно из другого места, запутывая исследователя возникшей проблемы. Сосредотачивая типы исключений по тем же пространствам имен, что и типы, эти исключения выбрасывающие, вы с одной стороны сохраняете архитектуру типов консистентной, а с другой - облегчаете понимание причин произошедшего конечным разработчиком.

Каков второй путь группировки на уровне кода? Наследование:

public abstract class LoggerExceptionBase : Exception

{

protected LoggerException(..);

}

public class IOLoggerException : LoggerExceptionBase

{

internal IOLoggerException(..);

}

public class ConfigLoggerException : LoggerExceptionBase

{

internal ConfigLoggerException(..);

}

Причем, если в случае с обычными сущностями приложения наследование означает наследование поведения и данных, объединяя типы по принадлежности к единой группе сущностей, то в случае исключений наследование означает принадлежность к единой группе ситуаций, поскольку суть исключения - не сущность, а проблематика.

Объединяя оба метода группировки, можно сделать некоторые выводы:

* внутри сборки (Assembly) должен присутствовать базовый тип исключений, которые данная сборка выбрасывает. Этот тип исключений должен находиться в корневом для сборки пространстве имен. Это будет первый слой группировки;
* далее внутри самой сборки может быть одно или несколько различных пространств имен. Каждое из них делит сборку на некоторые функциональные зоны, тем самым определяя группы ситуаций, которые в данной сборке возникают. Это могут быть зоны контроллеров, сущностей баз данных, алгоритмов обработки данных и прочих. Для нас эти пространства имен - группировка типов по функциональной принадлежности, а с точки зрения исключений - группировка по проблемным зонам этой же сборки;
* наследование исключений может идти только от типов в этом же пространстве имен либо в более корневом. Это гарантирует однозначное понимание ситуации конечным пользователем и отсутствие перехвата левыхисключений при перехвате по базовому типу. Согласитесь: было бы странно получить global::Finiki.Logistics.OhMyException, имея catch(global::Legacy.LoggerExeption exception), зато абсолютно гармонично выглядит следующий код:

namespace JetFinance.FinancialPipe

{

namespace Services.XmlParserService

{

public class XmlParserServiceException : FinancialPipeExceptionBase

{

// ..

}

public class Parser

{

public void Parse(string input)

{

// ..

}

}

}

public abstract class FinancialPipeExceptionBase : Exception

{

}

}

using JetFinance.FinancialPipe;

using JetFinance.FinancialPipe.Services.XmlParserService;

var parser = new Parser();

try {

parser.Parse();

}

catch (XmlParserServiceException exception)

{

// Something wrong in parser

}

catch (FinancialPipeExceptionBase exception)

{

// Something else wrong. Looks critical because we don't know real reason

}

Заметьте, что тут происходит: мы как пользовательский код вызываем некий библиотечный метод, который, насколько мы знаем, может при некоторых обстоятельствах выбросить исключение XmlParserServiceException. И, насколько мы знаем, это исключение находится в пространстве имен, наследуя JetFinance.FinancialPipe.FinancialPipeExceptionBase, что говорит о возможном упущении других исключений: это сейчас микросервис XmlParserService создает только одно исключение, но в будущем могут появиться и другие. И поскольку у нас есть конвенция в создании типов исключений, мы точно знаем от кого это новое исключение будет наследоваться и заранее ставим обобщающий catch не затрагивая при этом ничего лишнего: то что не попало в зону нашей ответственности пролетит мимо.

Как же построить иерархию типов?

* Для начала необходимо сделать базовый класс для домена. Назовем его доменным базовым классом. Домен в данном случае - это обобщающее некоторое количество сборок слово, которое объединяет их по некоторому глобальному признаку: логгирование, бизнес-логика, UI. Т.е. максимально крупные функциональные зоны приложения;
* Далее необходимо ввести дополнительный базовый класс для исключений, которые перехватывать необходимо: от него будут наследоваться все исключение, которые будут перехватываться ключевым словом catch;
* Все исключения которые обозначают фатальные ошибки – наследовать напрямую от доменного базового класса. Тем самым вы отделили их от перехватываемых архитектурно;
* Разделить домен на функциональные зоны по пространствам имен и объявить базовый тип исключений, которые будут выбрасываться из каждой функциональной зоны. Тут стоит дополнительно орудовать здравым смыслом: если приложение имеет большую вложенность пространств имен, то делать по базовому типу для каждого уровня вложенности, конечно, не стоит. Однако, если на каком-то уровне вложенности происходит ветвление: одна группа исключений ушла в одно подпространство имен, а другая - в другое, то тут, конечно, стоит ввести два базовых типа для каждой подгруппы;
* Частные исключения наследовать от типов исключений функциональных зон
* Если группа частных исключений может быть объединена, объединить их еще одним базовым типом: так вы упрощаете их перехват;
* Если предполагается что группа будет чаще перехватываться по своему базовому классу, ввести Mixed Mode c ErrorCode.

### По источнику ошибки

Еще одним поводом для объединения исключений в некоторую группу может выступать источник ошибки. Например, если вы разрабатываете библиотеку классов, то группами источников могут стать:

* Вызов unsafe кода, который отработал с ошибкой. Данную ситуацию следует обработать следующим образом: обернуть исключение либо код ошибки в собственный тип исключения, а полученные данные об ошибке (например, оригинальный код ошибки) сохранить в публичном свойстве исключения;
* Вызов кода из внешних зависимостей, который вызвал исключения, которые наша библиотека перехватить не может, т.к. они не входят в ее зону ответственности. Сюда могут входить исключения из методов тех сущностей, которые были приняты в качестве параметров текущего метода или же конструктора того класса, метод которого вызвал внешнюю зависимость. Как пример, метод нашего класса вызвал метод другого класса, экземпляр которого был получен через параметры метода. Если исключение говорит о том что источником проблемы были мы сами - генерируем наше собственное исключение с сохранением оригинального - в InnerExcepton. Если же мы понимаем что проблема именно в работе внешней зависимости - пропускаем исключение насквозь как принадлежащее к группе внешних непоконтрольных зависимостей;
* Наш собственный код, который был случайным образом введен в не консистентное состояние. Хорошим примером может стать парсинг текста. Внешних зависимостей нет, ухода в unsafe нет, а ошибка парсинга есть.

## События об исключительных ситуациях

В общем случае мы не всегда знаем о тех исключениях, которые произойдут в наших программах потому что практически всегда мы используем что-то, что написано другими людьми и что находится в других подсистемах и библиотеках. Мало того что возможны самые разные ситуации в вашем собственном коде, в коде других библиотек, так еще и существует множество проблем, связанных с исполнением кода в изолированных доменах. И как раз в этом случае было бы крайне полезно уметь получать данные о работе изолированного кода. Ведь вполне реальной может быть ситуация, когда сторонний код перехватывает все без исключения ошибки, заглушив их fault блоком:

try {

// ...

} catch {

// do nothing, just to make code call more safe

}

В такой ситуации может оказаться что выполнение кода уже не так безопасно как выглядит, но сообщений о том что произошли какие-то проблемы мы не имеем. Второй вариант - когда приложение глушит некоторое, пусть даже легальное, исключение. А результат - следующее исключение в случайном месте вызовет падение приложения в некотором будущем от случайной казалось бы ошибки. Тут хотелось бы иметь представление, какая была предыстория этой ошибки. Каков ход событий привел к такой ситуации. И один из способов сделать это возможным - использовать дополнительные события, которые относятся к исключительным ситуациям: AppDomain.FirstChanceException и AppDomain.UnhandledException.

Фактически, когда вы "бросаете исключение", то вызывается обычный метод некоторой внутренней подсистемы Throw, который внутри себя проделывает следующие операции:

* Вызывает AppDomain.FirstChanceException
* Ищет в цепочке обработчиков подходящий по фильтрам
* Вызывает обработчик предварительно откатив стек на нужный кадр
* Если обработчик найден не был, вызывается AppDomain.UnhandledException, обрушивая поток, в котором произошло исключение.

Сразу следует оговориться, ответив на мучающий многие умы вопрос: есть ли возможность как-то отменить исключение, возникшее в неконтролируемом коде, который исполняется в изолированном домене, не обрушивая тем самым поток, в котором это исключение было выброшено? Ответ лаконичен и прост: нет. Если исключение не перехватывается на всем диапазоне вызванных методов, оно не может быть обработано в принципе. Иначе возникает странная ситуация: если мы при помощи AppDomain.FirstChanceException обрабатываем (некий синтетический catch) исключение, то на какой кадр должен откатиться стек потока? Как это задать в рамках правил .NET CLR? Никак. Это просто не возможно. Единственное что мы можем сделать - запротоколировать полученную информацию для будущих исследований.

Второе, о чем следует рассказать "на берегу" - это почему эти события введены не у Thread, а у AppDomain. Ведь если следовать логике, исключения возникают где? В потоке исполнения команд. Т.е. фактически у Thread. Так почему же проблемы возникают у домена? Ответ очень прост: для каких ситуаций создавались AppDomain.FirstChanceException и AppDomain.UnhandledException? Помимо всего прочего - для создания песочниц для плагинов. Т.е. для ситуаций, когда есть некий AppDomain, который настроен на PartialTrust. Внутри этого AppDomain может происходить что угодно: там в любой момент могут создаваться потоки, или использоваться уже существующие из ThreadPool. Тогда получается что мы, будучи находясь снаружи от этого процесса (не мы писали тот код) не можем никак подписаться на события внутренних потоков. Просто потому что мы понятия не имеем что там за потоки были созданы. Зато мы гарантированно имеем AppDomain, который организует песочницу и ссылка на который у нас есть.

Итак, по факту нам предоставляется два краевых события: что-то произошло, чего не предполагалось (FirstChanceExecption) и "все плохо", никто не обработал исключительную ситуацию: она оказалась не предусмотренной. А потому поток исполнения команд не имеет смысла и он (Thread) будет отгружен.

Что можно получить, имея данные события и почему плохо что разработчики обходят эти события стороной?

### AppDomain.FirstChanceException

Это событие по своей сути носит чисто информационный характер и не может быть "обработано". Его задача - уведомить вас что в рамках данного домена произошло исключение и оно после обработки события начнет обрабатываться кодом приложения. Его исполнение несет за собой пару особенностей, о которых необходимо помнить во время проектирования обработчика.

Но давайте для начала посмотрим на простой синтетический пример его обработки:

void Main()

{

var counter = 0;

AppDomain.CurrentDomain.FirstChanceException += (\_, args) => {

Console.WriteLine(args.Exception.Message);

if(++counter == 1) {

throw new ArgumentOutOfRangeException();

}

};

throw new Exception("Hello!");

}

Чем примечателен данный код? Где бы некий код ни сгенерировал бы исключение первое что произойдет - это его логгирование в консоль. Т.е. даже если вы забудете или не сможете предусмотреть обработку некоторого типа исключения оно все равно появится в журнале событий, которое вы организуете. Второе - несколько странное условие выброса внутреннего исключения. Все дело в том что внутри обработчика FirstChanceException вы не можете просто взять и бросить еще одно исключение. Скорее даже так: внутри обработчика FirstChanceException вы не имеете возможности бросить хоть какое-либо исключение. Если вы так сделаете, возможны два варианта событий. При первом, если бы не было условия if(++counter == 1), мы бы получили бесконечный выброс FirstChanceException для все новых и новых ArgumentOutOfRangeException. А что это значит? Это значит, что на определенном этапе мы бы получили StackOverflowException: throw new Exception("Hello!") вызывает CLR метод Throw, который вызывает FirstChanceException, который вызывает Throw уже для ArgumentOutOfRangeException и далее - по рекурсии. Второй вариант - мы защитились по глубине рекурсии при помощи условия по counter. Т.е. в данном случае мы бросаем исключение только один раз. Результат более чем неожиданный: мы получим исключительную ситуацию, которая фактически отрабатывает внутри инструкции Throw. А что подходит более всего для данного типа ошибки? Согласно ECMA-335 если инструкция была введена в исключительное положение, должно быть выброшено ExecutionEngineException! А эту исключительную ситуацию мы обработать никак не в состоянии. Она приводит к полному вылету из приложения. Какие же варианты безопасной обработки у нас есть?

Первое, что приходит в голову - это выставить try-catch блок на весь код обработчика FirstChanceException:

void Main()

{

var fceStarted = false;

var sync = new object();

EventHandler<FirstChanceExceptionEventArgs> handler;

handler = new EventHandler<FirstChanceExceptionEventArgs>((\_, args) =>

{

lock (sync)

{

if (fceStarted)

{

// Этот код по сути - заглушка, призванная уведомить что исключение по своей сути - родилось не в основном коде приложения,

// а в try блоке ниже.

Console.WriteLine($"FirstChanceException inside FirstChanceException ({args.Exception.GetType().FullName})");

return;

}

fceStarted = true;

try

{

// не безопасное логгирование куда угодно. Например, в БД

Console.WriteLine(args.Exception.Message);

throw new ArgumentOutOfRangeException();

}

catch (Exception exception)

{

// это логгирование должно быть максимально безопасным

Console.WriteLine("Success");

}

finally

{

fceStarted = false;

}

}

});

AppDomain.CurrentDomain.FirstChanceException += handler;

try

{

throw new Exception("Hello!");

} finally {

AppDomain.CurrentDomain.FirstChanceException -= handler;

}

}

OUTPUT:

Hello!

Specified argument was out of the range of valid values.

FirstChanceException inside FirstChanceException (System.ArgumentOutOfRangeException)

Success

!Exception: Hello!

Т.е. с одной стороны у нас есть код обработки события FirstChanceException, а с другой - дополнительный код обработки исключений в самом FirstChanceException. Однако методики логгирования обоих ситуаций должны отличаться. Если логгирование обработки события может идти как угодно, то обработка ошибки логики обработки FirstChanceException должно идти без исключительных ситуаций в принципе. Второе, что вы наверняка заметили - это синхронизация между потоками. Тут может возникнуть вопрос: зачем она тут если любое исключение рождено в каком-либо потоке а значит FirstChanceException по идее должен быть потокобезопасным. Однако, все не так жизнерадостно. FirstChanceException у нас возникает у AppDomain. А это значит, что он возникает для любого потока, стартованного в определенном домене. Т.е. если у нас есть домен, внутри которого стартовано несколько потоков, то FirstChanceException могут идти в параллель. А это значит, что нам необходимо как-то защитить себя синхронизацией: например при помощи lock.

Второй способ - попробовать увести обработку в соседний поток, принадлежащий другому домену приложений. Однако тут стоит оговориться что при такой реализации мы должны построить выделенный домен именно под эту задачу чтобы не получилось так что этот домен могут положить другие потоки, которые являются рабочими:

static void Main()

{

using (ApplicationLogger.Go(AppDomain.CurrentDomain))

{

throw new Exception("Hello!");

}

}

public class ApplicationLogger : MarshalByRefObject

{

ConcurrentQueue<Exception> queue = new ConcurrentQueue<Exception>();

CancellationTokenSource cancellation;

ManualResetEvent @event;

public void LogFCE(Exception message)

{

queue.Enqueue(message);

}

private void StartThread()

{

cancellation = new CancellationTokenSource();

@event = new ManualResetEvent(false);

var thread = new Thread(() =>

{

while (!cancellation.IsCancellationRequested)

{

if (queue.TryDequeue(out var exception))

{

Console.WriteLine(exception.Message);

}

Thread.Yield();

}

@event.Set();

});

thread.Start();

}

private void StopAndWait()

{

cancellation.Cancel();

@event.WaitOne();

}

public static IDisposable Go(AppDomain observable)

{

var dom = AppDomain.CreateDomain("ApplicationLogger", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory,

});

var proxy = (ApplicationLogger)dom.CreateInstanceAndUnwrap(typeof(ApplicationLogger).Assembly.FullName, typeof(ApplicationLogger).FullName);

proxy.StartThread();

var subscription = new EventHandler<FirstChanceExceptionEventArgs>((\_, args) =>

{

proxy.LogFCE(args.Exception);

});

observable.FirstChanceException += subscription;

return new Subscription(() => {

observable.FirstChanceException -= subscription;

proxy.StopAndWait();

});

}

private class Subscription : IDisposable

{

Action act;

public Subscription (Action act) {

this.act = act;

}

public void Dispose()

{

act();

}

}

}

В данном случае обработка FirstChanceException происходит максимально безопасно: в соседнем потоке, принадлежащим соседнему домену. Ошибки обработки сообщения при этом не могут обрушить рабочие потоки приложения. Плюс отдельно можно послушать UnhandledException домена логгирования сообщений: фатальные ошибки при логгировании не обрушат все приложение.

### AppDomain.UnhandledException

Второе сообщение, которое мы можем перехватить и которое касается обработки исключительных ситуаций - это AppDomain.UnhandledException. Это сообщение - очень плохая новость для нас поскольку обозначает что не нашлось никого кто смог бы найти способ обработки возникшей ошибки в некотором потоке. Также, если произошла такая ситуация, все что мы можем сделать - это "разгрести" последствия такой ошибки. Т.е. каким-либо образом зачистить ресурсы, принадлежащие только этому потоку если таковые создавались. Однако, еще более лучшая ситуация - обрабатывать исключения, находясь в "корне" потоков не заваливая поток. Т.е. по сути ставить try-catch. Давайте попробуем рассмотреть целесообразность такого поведения.

Пусть мы имеем библиотеку, которой необходимо создавать потоки и осуществлять какую-то логику в этих потоках. Мы, как пользователи этой библиотеки интересуемся только гарантией вызовов API а также получением сообщений об ошибках. Если библиотека будет рушить потоки не нотифицируя об этом, нам это мало чем может помочь. Мало того обрушение потока приведет к сообщению AppDomain.UnhandledException, в котором нет информации о том, какой конкретно поток лег на бок. Если же речь идет о нашем коде, обрушивающийся поток нам тоже вряд-ли будет полезным. Во всяком случае необходимости в этом я не встречал. Наша задача - обработать ошибки правильно, отдать информацию об их возникновении в журнал ошибок и корректно завершить работу потока. Т.е. по сути обернуть метод, с которого стартует поток в try-catch:

ThreadPool.QueueUserWorkitem(\_ => {

using(Disposables aggregator = ...){

try {

// do work here, plus:

aggregator.Add(subscriptions);

aggregator.Add(dependantResources);

} catch (Exception ex)

{

logger.Error(ex, "Unhandled exception");

}

}

});

В такой схеме мы получим то что надо: с одной стороны мы не обрушим поток. С другой - корректно очистим локальные ресурсы если они были созданы. Ну и в довесок - организуем журналирование полученной ошибки. Но постойте, скажете вы. Как-то вы лихо соскочили с вопроса события AppDomain.UnhandledException. Неужели оно совсем не нужно? Нужно. Но только для того чтобы сообщить что мы забыли обернуть какие-то потоки в try-catch со всей необходимой логикой. Именно со всей: с логгированием и очисткой ресурсов. Иначе это будет совершенно не правильно: брать и гасить все исключения, как будто их и не было вовсе.

### CLR Exceptions

Существует ряд исключительных ситуаций, которые скажем так... Несколько более исключительны чем другие. Причем если попытаться их классифицировать, то как и было сказано в самом начале главы, есть исключения родом из самого .NET приложения, а есть исключения родом из unsafe мира. Их в свою очередь можно разделить на две подкатегории: иcключительные ситуации ядра CLR (которое по своей сути - unsafe) и любой unsafe код внешних библиотек.

[todo]

#### ThreadAbortException

Вообще, это может показаться не очевидным, но существует четыре типа Thread Abort.

* Грубый вариант ThreadAbort, который, отрабатывая не может быть никак остановлен и который не запускает обработчиков исключительных ситуаций вообще включая секции finally
* Вызов метода Thread.Abort() на текущем потоке
* Асинхронное исключение ThreadAbortException, вызванное из другого потока
* Если во время выгрузки AppDomain существуют потоки, в рамках которых запущены методы, скомпилированные для этого домена, будет произведен ThreadAbort тех потоков, в которых эти методы запущены

Стоит заметить что ThreadAbortException довольно часто используется в большом .NET Framework, однако его не существует на CoreCLR, .NET Core или же под Windows 8 "Modern app profile". Попробуем узнать, почему.

Итак, если мы имеем дело с не принципиальным типом обрыва потока, когда мы еще можем с ним что-то сделать (т.е. второй, третий и четвертый вариант), виртуальная машина при возникновении такого исключения начинает идти по всем обработчикам исключительных ситуаций и искать как обычно те, тип исключения которых является тем, что было выброшено либо более базовым. В нашем случае это три типа: ThreadAbortException, Exception и object(помним что Exception - это по своей сути - хранилище данных и тип исключения может быть любым. Даже int). Отрабатывая все подходящие catch блоки виртуальная машина пробрасыват ThreadAbortException дальше по цепочке обработки исключений попутно входя во все finally блоки. В целом, ситуации в двух примерах, описанных ниже абсолютно одинаковые:

var thread = new Thread(() =>

{

try {

// ...

} catch (Exception ex)

{

// ...

}

});

thread.Start();

//...

thread.Abort();

var thread = new Thread(() =>

{

try {

// ...

} catch (Exception ex)

{

// ...

if(ex is ThreadAbortException)

{

throw;

}

}

});

thread.Start();

//...

thread.Abort();

Конечно же, всегда возникнет ситуация, когда возникающий ThreadAbort может быть нами вполне ожидаем. Тогда может возникнуть понятное желание его все-таки обработать. Как раз для таких случаев был разработан и открыт метод Thread.ResetAbort(), который делает именно то, что нам нужно: останавливает сквозной проброс исключения через всю цепочку обработчиков, делая его обработанным:

void Main()

{

var barrier = new Barrier(2);

var thread = new Thread(() =>

{

try {

barrier.SignalAndWait(); // Breakpoint #1

Thread.Sleep(TimeSpan.FromSeconds(30));

}

catch (ThreadAbortException exception)

{

"Resetting abort".Dump();

Thread.ResetAbort();

}

"Catched successfully".Dump();

barrier.SignalAndWait(); // Breakpoint #2

});

thread.Start();

barrier.SignalAndWait(); // Breakpoint #1

thread.Abort();

barrier.SignalAndWait(); // Breakpoint #2

}

Output:

Resetting abort

Catched successfully

Однако реально ли стоит этим пользоваться? И стоит ли обижаться на разработчиков CoreCLR что там этот код попросту выпилен? Представьте что вы - пользователь кода, который по вашему мнению "повис" и у вас возникло непреодолимое желание вызвать для него ThreadAbortException. Когда вы хотите оборвать жизнь потока все чего вы хотите - чтобы он действительно завершил свою работу. Мало того, редкий алгоритм просто обрывает поток и бросает его, уходя к своим делам. Обычно внешний алгоритм решает дождаться корректного завершения операций. Или же наоборот: может решить что поток более уже ничего делать не будет, декрементирует некие внутренние счетчики и более не будет завязываться на то что есть какая-то многопоточная обработка какого-либо кода. Тут в общем не скажешь, что хуже. Я даже так вам скажу: отработав много лет программистом я до сих пор не могу вам дать прекрасный способ его вызова и обработки. Сами посудите: вы бросаете ThreadAbort не прямо сейчас а в любом случае спустя некоторое время после осознания безвыходности ситуации. Т.е. вы можете как попасть по обработчику ThreadAbortException так и промахнуться мимо него: "зависший код" мог оказаться вовсе не зависшим, а попросту долго работающим. И как раз в тот момент, когда вы хотели оборвать его жизнь, он мог вырваться из ожидания и корректно продолжить работу. Т.е. без лишней лирики выйти из блока try-catch(ThreadAbortException) { Thread.ResetAbort(); }. Что мы получим? Оборванный поток, который ни в чем не виноват. Шла уборщица, выдернула провод, сеть пропала. Метод ожидал таймаута, уборщица вернула провод, все заработало, но ваш контролирующий код не дождался и убил поток. Хорошо? Нет. Как-то можно защититься? Нет. Но вернемся к навящивой идее легализации Thread.Abort(): мы кинули кувалдой в поток и ожидаем что он с вероятностью 100% оборвется, но этого может не произойти. Во-первых становится не понятно как его оборвать в таком случае. Ведь тут все может быть намного сложнее: в подвисшем потоке может быть такая логика, которая перехватывает ThreadAbortException, останавливает его при помощи ResetAbort, однако продолжает висеть из-за сломанной логики. Что тогда? Делать безусловный thread.Interrupt()? Попахивает попыткой обойти ошибку в логике программы грубыми методами. Плюс, я вам гарантирую что у вас поплывут утечки: thread.Interrupt() не будет заниматься вызовом catch и finally, а это значит что при всем опыте и сноровке очистить ресурсы вы не сможете: ваш поток просто исчезнет, а находясь в соседнем потоке вы можете не знать ссылок на все ресурсы, которые были заняты умирающим потоком. Также прошу заметить что в случае промаха ThreadAbortException мимо catch(ThreadAbortException) { Thread.ResetAbort(); } у вас точно также потекут ресурсы.

После того что вы прочитали чуть выше я надеюсь, вы остались в некотором состоянии запутанности и желания перечитать абзац. И это будет совершенно правильная мысль: это будет доказательством того что пользоваться Thread.Abort() попросту нельзя. Как и нельзя пользоваться thread.Interrupt();. Оба метода приводят к неконтролируемому поведению вашего приложения. По своей сути они нарушают принцип целостности: основной принцип .NET Framework.

Однако, чтобы понять для каких целей этот метод введен в эксплуатацию достаточно посмотреть исходные коды .NET Framework и найти места использования Thread.ResetAbort(). Ведь именно его наличие по сути легализует thread.Abort().

**Класс ISAPIRuntime** [ISAPIRuntime.cs](https://referencesource.microsoft.com/#System.Web/Hosting/ISAPIRuntime.cs,192)

try {

// ...

}

catch(Exception e) {

try {

WebBaseEvent.RaiseRuntimeError(e, this);

} catch {}

// Have we called HSE\_REQ\_DONE\_WITH\_SESSION? If so, don't re-throw.

if (wr != null && wr.Ecb == IntPtr.Zero) {

if (pHttpCompletion != IntPtr.Zero) {

UnsafeNativeMethods.SetDoneWithSessionCalled(pHttpCompletion);

}

// if this is a thread abort exception, cancel the abort

if (e is ThreadAbortException) {

Thread.ResetAbort();

}

// IMPORTANT: if this thread is being aborted because of an AppDomain.Unload,

// the CLR will still throw an AppDomainUnloadedException. The native caller

// must special case COR\_E\_APPDOMAINUNLOADED(0x80131014) and not

// call HSE\_REQ\_DONE\_WITH\_SESSION more than once.

return 0;

}

// re-throw if we have not called HSE\_REQ\_DONE\_WITH\_SESSION

throw;

}

В данном примере происходит вызов некоторого внешнего кода и если тот был завершен не корректно: с ThreadAbortException, то при определенных условиях помечаем поток как более не прерываемый. Т.е. по сути обрабатываем ThreadAbort. Почему в данном конкретно случае мы обрываем Thread.Abort? Потому что в данном случае мы имеем дело с серверным кодом, а он в свою очередь вне зависимости от наших ошибок вернуть корректные коды ошибок вызывающей стороне. Обрыв потока привел бы к тому что сервер не смог бы вернуть нужный код ошибки пользователю, а это совершенно не правильно. Также оставлен комментарий о Thread.Abort()во время AppDomin.Unload(), что является экстримальной ситуацией для ThreadAbort поскольку такой процесс не остановить и даже если вы сделаете Thread.ResetAbort. Это хоть и остановит сам Abortion, но не остановит выгрузку потока с доменом, в котором он находится: поток же не может исполнять инструкции кода, загруженного в домен, который отгружен.

**Класс HttpContext** [HttpContext.cs](https://referencesource.microsoft.com/#System.Web/HttpContext.cs,1864)

internal void InvokeCancellableCallback(WaitCallback callback, Object state) {

// ...

try {

BeginCancellablePeriod(); // request can be cancelled from this point

try {

callback(state);

}

finally {

EndCancellablePeriod(); // request can be cancelled until this point

}

WaitForExceptionIfCancelled(); // wait outside of finally

}

catch (ThreadAbortException e) {

if (e.ExceptionState != null &&

e.ExceptionState is HttpApplication.CancelModuleException &&

((HttpApplication.CancelModuleException)e.ExceptionState).Timeout) {

Thread.ResetAbort();

PerfCounters.IncrementCounter(AppPerfCounter.REQUESTS\_TIMED\_OUT);

throw new HttpException(SR.GetString(SR.Request\_timed\_out),

null, WebEventCodes.RuntimeErrorRequestAbort);

}

}

}

Здесь приведен прекрасный пример перехода от неуправляемого асинхронного исключения ThreadAbortException к управляемому HttpException с логгированием ситуации в журнал счетчиков производительности.

**Класс HttpApplication** [HttpApplication.cs](https://referencesource.microsoft.com/#System.Web/HttpApplication.cs,2270)

internal Exception ExecuteStep(IExecutionStep step, ref bool completedSynchronously)

{

Exception error = null;

try {

try {

// ...

}

catch (Exception e) {

error = e;

// ...

// This might force ThreadAbortException to be thrown

// automatically, because we consumed an exception that was

// hiding ThreadAbortException behind it

if (e is ThreadAbortException &&

((Thread.CurrentThread.ThreadState & ThreadState.AbortRequested) == 0)) {

// Response.End from a COM+ component that re-throws ThreadAbortException

// It is not a real ThreadAbort

// VSWhidbey 178556

error = null;

\_stepManager.CompleteRequest();

}

}

catch {

// ignore non-Exception objects that could be thrown

}

}

catch (ThreadAbortException e) {

// ThreadAbortException could be masked as another one

// the try-catch above consumes all exceptions, only

// ThreadAbortException can filter up here because it gets

// auto rethrown if no other exception is thrown on catch

if (e.ExceptionState != null && e.ExceptionState is CancelModuleException) {

// one of ours (Response.End or timeout) -- cancel abort

// ...

Thread.ResetAbort();

}

}

}

Здесь описывается очень интересный случай: когда мы ждем не настоящий ThreadAbort (мне вот в некотором смысле жалко команду CLR и .NET Framework. Сколько не стандартных ситуаций им приходится обрабатывать, подумать страшно). Обработка ситуации идет в два этапа: внутренним обработчиком мы ловим ThreadAbortException но при этом проверяем наш поток на флаг реальной прерываемости. Если поток не помечен как прерывающийся, то на самом деле это не настоящий ThreadAbortException. Такие ситуации мы должны обработать соответствующим образом: спокойно поймать исключение и обработать его. Если же мы получаем настоящий ThreadAbort, то он уйдет во внешний catch поскольку ThreadAbortException должен войти во все подходящие обработчики. Если он удовлетворяет необходимым условиям, он также будет обработан путем очистки флага ThreadState.AbortRequestedметодом Thread.ResetAbort().

Если говорить про примеры самого вызова Thread.Abort(), то все примеры кода в .NET Framework написаны так что могут быть переписаны без его использования. Для наглядности приведу только один:

**Класс QueuePathDialog** [QueuePathDialog.cs](https://referencesource.microsoft.com/#System.Messaging/System/Messaging/Design/QueuePathDialog.cs,364)

protected override void OnHandleCreated(EventArgs e)

{

if (!populateThreadRan)

{

populateThreadRan = true;

populateThread = new Thread(new ThreadStart(this.PopulateThread));

populateThread.Start();

}

base.OnHandleCreated(e);

}

protected override void OnFormClosing(FormClosingEventArgs e)

{

this.closed = true;

if (populateThread != null)

{

populateThread.Abort();

}

base.OnFormClosing(e);

}

private void PopulateThread()

{

try

{

IEnumerator messageQueues = MessageQueue.GetMessageQueueEnumerator();

bool locate = true;

while (locate)

{

// ...

this.BeginInvoke(new FinishPopulateDelegate(this.OnPopulateTreeview), new object[] { queues });

}

}

catch

{

if (!this.closed)

this.BeginInvoke(new ShowErrorDelegate(this.OnShowError), null);

}

if (!this.closed)

this.BeginInvoke(new SelectQueueDelegate(this.OnSelectQueue), new object[] { this.selectedQueue, 0 });

}

##### TheradAbortException во время AppDomain.Unload

Попробуем отгрузить AppDomain во время исполнения кода, который в него загружен. Для этого искусственно создадим не вполне нормальную ситуацию, но достаточно интересную с точки зрения исполнения кода. В данном примере у нас два потока: один создан для того чтобы получить в нем ThreadAbortException, а другой - основной. В основном мы создаем новый домен, в котором запускаем новый поток. Задача этого потока - уйти в основной домен. Чтобы методы дочернего домена осталиcь бы только в Stack Trace. После этого основной домен отгружает дочерний:

class Program : MarshalByRefObject

{

static void Main()

{

try

{

var domain = ApplicationLogger.Go(new Program());

Thread.Sleep(300);

AppDomain.Unload(domain);

} catch (ThreadAbortException exception)

{

Console.WriteLine("Main AppDomain aborted too, {0}", exception.Message);

}

}

public void InsideMainAppDomain()

{

try

{

Console.WriteLine($"InsideMainAppDomain() called inside {AppDomain.CurrentDomain.FriendlyName} domain");

// AppDomain.Unload will be called while this Sleep

Thread.Sleep(-1);

}

catch (ThreadAbortException exception)

{

Console.WriteLine("Subdomain aborted, {0}", exception.Message);

// This sleep to allow user to see console contents

Thread.Sleep(-1);

}

}

public class ApplicationLogger : MarshalByRefObject

{

private void StartThread(Program pro)

{

var thread = new Thread(() =>

{

pro.InsideMainAppDomain();

});

thread.Start();

}

public static AppDomain Go(Program pro)

{

var dom = AppDomain.CreateDomain("ApplicationLogger", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory,

});

var proxy = (ApplicationLogger)dom.CreateInstanceAndUnwrap(typeof(ApplicationLogger).Assembly.FullName, typeof(ApplicationLogger).FullName);

proxy.StartThread(pro);

return dom;

}

}

}

Происходит крайне интересная вещь. Код выгрузки домена помимо самой выгрузки ищет вызванные в этом домене методы, которые еще не завершили работу в том числе в глубине стека вызова методов и вызывает ThreadAbortException в этих потоках. Это важно, хоть и не очевидно: если домен отгружен, нельзя осуществить возврат в метод, из которого был вызван метод основного домена, но который находится в отгружаемом. Т.е. другими словами AppDomain.Unload может выбрасывать потоки, исполняющие в данный момент код из других доменов. Прервать Thread.Abort в таком случае не получится: исполнять код выгруженного домена вы не сможете, а значит Thread.Abort завершит свое дело, даже если вы вызовите Thread.ResetAbort.

##### Выводы по ThreadAbortException

* Это - асинхронное исключение, а значит оно может возникнуть в любой точке вашего кода (но, стоит отметить, что для этого надо постараться);
* Обычно код обрабатывает только те ошибки, которые ждет: нет доступа к файлу, ошибка парсинга строки и прочие подобные. Наличие асинхронного (в плане возникновения в любом месте кода) исключения создает ситуацию, когда try-catch могут быть не обработаны: вы же не можете быть готовым к ThreadAbort в любом месте приложения. И получается, что это исключение в любом случае породит утечки;
* Обрыв потока может также происходить из-за выгрузки какого-либо домена. Если в Stack Trace потока существуют вызовы методов отгружаемого домена, поток получит ThreadAbortException без возможности ResetAbort;
* В общем случае не должно возникать ситуаций, когда вам нужно вызвать Thread.Abort(), поскольку результат практически всегда - не предсказуем.
* CoreCLR более не содержит ручной вызов Thread.Abort(): он просто удален из класса. Но это не означает что его нет возможности получить.

#### ExecutionEngineException

В комментарии к этому исключению стоит атрибут Obsolete с комментарием:

This type previously indicated an unspecified fatal error in the runtime. The runtime no longer raises this exception so this type is obsolete

И вообще-то это - неправда. Возможно, автору комментария очень бы хотелось чтобы это когда-либо стало правдой, однако чтобы продемонстрировать что это не так, достаточно вернуться к примеру исключения в FirstChanceException:

void Main()

{

var counter = 0;

AppDomain.CurrentDomain.FirstChanceException += (\_, args) => {

Console.WriteLine(args.Exception.Message);

if(++counter == 1) {

throw new ArgumentOutOfRangeException();

}

};

throw new Exception("Hello!");

}

Результатом данного кода будет ExecutionEngineException, хотя ожидаемое мной поведение Unhandled Exception ArgumentOutOfRangeException из инструкции throw new Exception("Hello!"). Возможно это показалось страным разработчикам ядра и они посчитали что корректнее выбросить ExecutionEngineException.

Второй вполне простой путь получить ExecutionEngineException - это не корректно настроить маршаллинг в мир unsafe. Если вы напутаете с размерами типов, передадите больше чем надо, чем испортите, например, стек потока, ждите ExecutionEngineException. И это будет логичный, правильный результат: ведь в данной ситуации CLR вошла в состояние, которое она нашла не консистентным. Не понятным, как его восстанавливать. И как результат, ExecutionEngineException.

Отдельно стоит поговорить про диагностику ExecutionEngineException. Каковы могут быть причины его возникновения? Если исключение вдруг возникло в вашем коде, необходимо ответить на несколько вопросов:

* Используются ли в вашем приложении unsafe библиотеки? Вами или же может сторонними библиотеками. Попробуйте для начала выяснить, где конкретно приложение получает данную ошибку. Если код уходит в unsafe мир и получает ExecutionEngineException там, тогда необходимо тщательно проверить сходимость сигнатур методов: в нашем коде и в импортируемом. Помните, что если импортируются модули написанные на Delphi и прочих вариациях языка Pascal, то аргументы должны идти в обратном порядке (настройка производится в DllImport: CallingConvention.StdCall);
* Подписаны ли вы на FirstChanceException? Возможно его код вызвал исключение. В таком случае просто оберните обработчик в try-catch(Exception) и обязательно сохраните в журнал ошибок происходящее;
* Может быть ваше приложение частично собрано под одну платформу, а частично - под другую. Попробуйте очистить кэш nuget пакетов, полностью пересобрать приложение с нуля: с очищенными вручную папками obj/bin
* Проблема иногда бывает в самом фреймворке. Например, в ранних версиях .NET Framework 4.0. В этом случае стоит протестировать отдельный участок кода, который вызывает ошибку - на более новой версии фреймворка;

В целом бояться этого исключения не стоит: оно возникает достаточно редко чтобы позабыть о нем до следующей радостной с ним встречи.

### Corrupted State Exceptions

После становления платформы и ее популяризации, после того как огромная масса програмистов начала мигрировать с C/C++ и MFC (Microsoft Foundation Classes) на более приятные мозгу среды разработки: сюда помимо .NET Framework можно отнести в первую очередь Qt, Java и С++ Builder, нам был дан вектор на виртуализацию исполнения кода приложения от окружающей среды. Со временем, удачно сверстанный архитектурно, .NET Framework начал занимать свою нишу. С годами, окрепнув и набирая массу, можно начинать рассуждать не с точки зрения приспособленца, а с точки зрения силы. И если раньше мы в большинстве случаев были вынуждены работать с феерическим пластом компонентов, написанных на COM/ATL/ActiveX (вы помните перетаскивание на формочки иконок COM/ActiveX компонент в Borland C++ Builder?), то теперь всем нам стало сильно легче жить. Ведь теперь соответствующие технологии достаточно редки чтобы волноваться и появилась возможность сделать их несколько неудобными чтобы от них начали отказываться полностью, переходя на современный и ладный .NET Framework. Старые технологии, которые не то что существовали 5-10 лет назад, а на самом деле существуют и здравствуют и ныне, кажется нам чем-то архаичным, забытым, "кривым" и допотопным. А потому можно сделать еще один шаг к закрытию песочницы: сделать её ещё более непробиваемой, сделать её ещё более managed.

И один из этих шагов - введение понятия Corrupted State Exceptions, что по сути ставит ряд исключительных ситуаций вне закона. Давайте разберемся, что это за исключительные ситуации, а саму историю еще раз проследим на одной из них - AccessViolationException:

**Файл util.cpp** [util.cpp](https://github.com/dotnet/coreclr/blob/479b1e654cd5a13bb1ce47288cf78776b858bced/src/utilcode/util.cpp#L3163-L3197)

BOOL IsProcessCorruptedStateException(DWORD dwExceptionCode, BOOL fCheckForSO /\*=TRUE\*/)

{

// ...

// If we have been asked not to include SO in the CSE check

// and the code represent SO, then exit now.

if ((fCheckForSO == FALSE) && (dwExceptionCode == STATUS\_STACK\_OVERFLOW))

{

return fIsCorruptedStateException;

}

switch(dwExceptionCode)

{

case STATUS\_ACCESS\_VIOLATION:

case STATUS\_STACK\_OVERFLOW:

case EXCEPTION\_ILLEGAL\_INSTRUCTION:

case EXCEPTION\_IN\_PAGE\_ERROR:

case EXCEPTION\_INVALID\_DISPOSITION:

case EXCEPTION\_NONCONTINUABLE\_EXCEPTION:

case EXCEPTION\_PRIV\_INSTRUCTION:

case STATUS\_UNWIND\_CONSOLIDATE:

fIsCorruptedStateException = TRUE;

break;

}

return fIsCorruptedStateException;

}

Рассмотрим описания наших исключительных ситуаций:

| **Код ошибки** | **Описание** |
| --- | --- |
| STATUS\_ACCESS\_VIOLATION | Достаточно частая ошибка попытки работы с участком памяти, на который нет прав. Память с точки зрения процесса линейная, но работать можно далеко не со всем диапазоном: только с теми "островками", которые были выделены операционной системой, а также с теми, на которые хватает прав (например, есть диапазоны, которыми владеет только операционная система или же можно только исполнять код но не читать как данные) |
| STATUS\_STACK\_OVERFLOW | Эта ошибка известна всем: ошибка нехватки памяти в стеке потока под вызов очередного метода |
| EXCEPTION\_ILLEGAL\_INSTRUCTION | Очередной код, считанный процессором из тела метода не был распознан как инструкция |
| EXCEPTION\_IN\_PAGE\_ERROR | Поток предпринял попытку работы со страницей памяти, которой не существует |
| EXCEPTION\_INVALID\_DISPOSITION | Механизм обработки исключений вернул не правильный обработчик. Такое исключение никогда не должно возникать в программах, написанных на высокоуровневых языках (например, С++) |
| EXCEPTION\_NONCONTINUABLE\_EXCEPTION | Поток сделал попытку продолжить исполнение программы после возникновения исключения, продолжить исполнение кода после которого не возможно. Тут имеется ввиду не блоки catch/fault/finally, а подобие фильтров исключений, которые позволяют исправить ошибку, которая привела к исключению и предпринять еще одну попытку выполнить код, приведший к ошибке |
| EXCEPTION\_PRIV\_INSTRUCTION | Попытка выполнить привилегированную инструкцию процессора |
| STATUS\_UNWIND\_CONSOLIDATE | Исключение, относящееся к размотке стека и не являющееся предметом наших обсуждений |

Прошу заметить, что по своей сути только два из них достойны перехвата: это STATUS\_ACCESS\_VIOLATION и STATUS\_STACK\_OVERFLOW. Остальные ошибки исключительны даже для исключительных ситуаций. Они скорее относятся к классу фатальных ошибок и нами рассматриваться не могут. А потому, давайте остановимся на этих двух более подробно:

#### AccessViolationException

Получение этого исключения - одна из тех новостей, которые не хотелось бы никому получить. А когда получаешь, становится совсем не ясно что с этим делать. AccessViolationException - это исключение "промаха" мимо выделенного для приложения участка памяти и по своей сути выбрасывается при попытке чтения или записи в защищенную область памяти. Здесь под словом "защита" лучше понимать именно попытку работы с еще не выделенным участком памяти или же уже освобожденным. Тут, заметьте не имеется ввиду процесс выделения и освобождения памяти сборщиком мусора. Тот просто размечает уже выделенную память под свои и ваши нужды. Память - она имеет в некоторой степени слоистую структуру. Когда после слоя управления памятью сборщиком мусора идет слой управления выделением памяти библиотеками ядра CLR, а за ними - операционной системой - из пула доступных фрагментов линейного адресного пространства. Так вот когда приложение промахивается мимо своей памяти и пытается работать с невыделенным участком либо с участком, приложению не предназначенному, тогда и возникает это исключение. Когда оно возникает, вам доступно не так много вариантов для анализа:

* Если StackTrace уходит в недра CLR, вам сильно не повезло: это скорее всего ошибка ядра. Однако этот случай почти никогда не срабатывает. Из вариантов обхода - либо действовать как-то иначе либо обновить версию ядра если возможно;
* Если же StackTrace уходит в unsafe код некоторой библиотеки, тут доступны такие варианты: либо вы напутали с настройкой маршаллинга либо же в unsafe библиотеке закралась серьезная ошибка. Тщательно проверьте аргументы метода: возможно аргументы нативного метода имеют другую разрядность или же другой порядок или попросту размер. Проверьте что структуры передаются там где надо - по ссылке, а там, где надо - по значению

Чтобы перехватить такое исключение на данный момент необходимо показать JIT компилятору что это реально необходимо. В противном случае оно перехвачено никак не будет и вы получите упавшее приложение. Однако, конечно же, его стоит перехватывать только тогда, когда вы понимаете что вы сможете его правильно обработать: его наличие может свидетельствовать о произошедшей утечке памяти если она была выделена unsafe методом между точкой его вызова и точкой выброса AccessViolationException и тогда хоть приложение и не будет "завалено", но его работа возможно станет не корректной: ведь перехватив поломку вызова метода вы наверняка попробуете вызвать этот метод еще раз, в будущем. А в этом случае что может пойти не так не известно никому: вы не можете знать каким образом было нарушено состояние приложения в прошлый раз. Однако, если желание перехватить такое исключение у вас сохранилось, прошу посмотреть на таблицу возможности перехвата этого исключения в различных версиях .NET Framework:

| **Версия .NET Framework** | **AccessViolationExeception** |
| --- | --- |
| 1.0 | NullReferenceException |
| 2.0, 3.5 | AccessViolation перехватить можно |
| 4.0+ | AccessViolation перехватить можно, но необходима настройка |
| .NET Core | AccessViolation перехватить нельзя |

Т.е. другими словами, если вам попалоось очень старое приложение на .NET Framework 1.0,  вы получите NRE, что будет в некоторой степени обманом: вы отдали указатель со значением больше нуля, а получили NullReferenceException. Однако, на мой взгляд, такое поведение обосновано: находясь в мире управляемого кода вам меньше всего должно хотеться изучать типы ошибок неуправляемого кода и NRE - что по сути и есть "плохой указатель на объект" в мире .NET - тут вполне подходит. Однако, мир был бы прекрасен если бы все так было просто. В реальных ситуациях пользователям решительно не хватало этого типа исключений и потому - достаточно скоро - его ввели в версии 2.0. Просуществовав несколько лет в перехватываемом варианте, исключение перестало быть перехватываемым, однако появилась специальная настройка, которая позволяет включить перехват. Такой порядок выбора в команде CLR в целом на каждом этапе выглядит достаточно обоснованным. Посудите сами:

* 1.0 Ошибка промаха мимо выделенных участков памяти должна быть именно исключительной ситуацией потому как если приложение работает с каким-либо адресом, оно его откуда-то получило. В managed мире этим местом является оператор new. В unmanaged мире - в целом любой участок кода может выступать точкой для возникновения такой ошибки. И хотя с точки зрения философии смысл обоих исключений диаметрально противоположен (NRE - работа с не проинициализированным указателем, AVE - работа с некорректно проинициализированным указателем), с точки зрения идеологии .NET некорректно проинициализированных указателей быть не может. Оба случая можно свести к одному и придать философский смысл: не корректно заданный указатель. А потому давайте так и сделаем: в обоих случаях будем выбрасывать NullReferenceException.
* 2.0 На ранних этапах существования .NET Framework оказалось что кода, который наследуется через COM библиотеки больше собственного: существует огромная кодовая база коммерческих компонент для взаимодействия с сетью, UI, БД и прочими подсистемами. А значит, вопрос получения именно AccessViolationException все-таки стоит: неверная диагностика проблем может сделать процесс поимки проблемы более дорогим. В .NET Framework введено исключение AccessViolationException.
* 4.0 .NET Framework укоренился, потеснив традиционную разработку на низкоуровневых языках программирования. Резко сокращено количество COM компонент: практически все основные задачи уже решаются в рамках самого фреймворка, а работа в unsafe кодом начинает считаться чем-то странным, неправильным. В этих условиях можно вернуться к идеологии, введенной в фреймворк с самого начала: .NET - он только для .NET. Unsafe код - это не норма, а вынужденное состояние, а потому идеологичность наличия перехвата AccessViolationException идет вразрез с идеологией понятия фреймворк - как платформа (т.е. имитация полной песочницы со своими законами). Однако мы все еще находимся в реалиях платформы, на которой работаем и во многих ситуациях перехватывать это исключение все еще необходимо: вводим специальный режим перехвата: только если введена соответствующая конфигурация;
* .NET Core Наконец, сбылась мечта команды CLR: .NET более не предполагает законности работы с unsafe кодом, а потому существование AccessViolationException теперь вне закона даже на уровне конфигурации. .NET вырос настолько чтобы самостоятельно устанавливать правила. Теперь существование этого исключения в приложении приведет его к гибели, а потому любой unsafe код (т.е. сам CLR) обязан быть безопасным с точки зрения этого исключения. Если оно появляется в unsafe библиотеке, с ней просто не будут работать, а значит разработчики сторонних компонент на unsafe языках будут более аккуратными и обрабатывать его - у себя.

Вот так, на примере одного исключения можно проследить историю становления .NET Framework как платформы: от неуверенного подчинения внешним правилам до самостоятельного установления правил самой платформой.

После всего сказанного осталось раскрыть последнюю тему: как включить обработку данного исключения в 4.0+. Итак, чтобы включить обработку исключения данного типа в конкретном методе, необходимо:

* Добавить в секцию configuration/runtime следующий код: <legacyCorruptedStateExceptionsPolicy enabled="true|false"/>
* Для каждого метода, где необходимо обработать AccessViolationException, надо добавить два атрибута: HandleProcessCorruptedStateExceptions и SecurityCritical. Эти атрибуты позволяют включить обработку Corrupted State Exceptions, для конкретных методов, а не для всех вообще. Эта схема очень правильная, поскольку вы должны быть точно уверены что хотите их обрабатывать и знать, где: иногда более правильный вариант - просто завалить приложение на бок.

Для примера включения обработчика CSE и их примитивной обработки рассмотрим следующий код:

[HandleProcessCorruptedStateExceptions, SecurityCritical]

public bool TryCallNativeApi()

{

try

{

// Запуск метода, который может выбросить AccessViolationException

}

catch (Exception e)

{

// Журналирование, выход

System.Console.WriteLine(e.Message);

return false;

}

return true;

}

#### StackOverflowException

Последний тип исключений, о котором стоит поговорить - это ошибка переполнения стека. Она возникает тогда, когда по сути в массиве, выделенном под стек кончается память. Само строение стека мы подробно обсудили в соответствующей главе ([Стек потока](https://github.com/sidristij/dotnetbook/blob/master/ExceptionalFlow/ThreadStack.md)), а здесь без сильного углубления остановимся на самой ошибке.

Итак, когда наступает нехватка памяти под стек потока (либо уперлись в следующий занятый участок памяти и нет возможности выделить следующую страницу виртуальной памяти) или же поток уперся в разрешенный диапазон памяти, происходит попытка доступа к адресному пространству, которое называется Guard page. По сути этот диапазон - ловушка и не занимает никакой физической памяти. Вместо реального чтения или записи процессор вызывает специализированное прерывание, которое должно запросить у операционной системы новый участок памяти под рост стека потока. В случае достижения максимально-разрешенных значений операционная система вместо выделения нового участка генерирует исключительную ситуацию с кодом STATUS\_STACK\_OVERFLOW, которая будучи проброшенной через Structured Exception Handling механизм в .NET обрушивает текущий поток исполнения как более не корректный.

Прошу заметить что хоть данное исключение и является Corrupted State Exception, перехватить его при помощи HandleProcessCorruptedStateExceptions не представляется возможным. Т.е. следующий код не отработает:

// Main.cs

[HandleProcessCorruptedStateExceptions, SecurityCritical]

static void Main()

{

try

{

Recursive();

} catch (Exception exception)

{

Console.WriteLine("Catched Stack Overflow!");

}

}

static void Recursive()

{

Recursive();

}

// app.config:

<configuration>

<runtime>

<legacyCorruptedStateExceptionsPolicy enabled="true"/>

</runtime>

</configuration>

А не представляется возможным потому что переполнение стека может быть вызвано двумя путями: первый - это намеренный вызов рекурсивного метода, который не слишком аккуратен чтобы контролировать собственную глубину. Тут может возникнуть желание исправить ситуацию, перехватив выброс исключения. Однако, если подумать, мы тем самым легализуем данную ситуацию, позволяя ей случиться вновь, что выглядит скорее не дальновидным чем случаем проявления заботы. И вторая - случайность - получение StackOverflowException при вполне себе обычном вызове. Просто в данный момент глубина стека вызовов оказалась слишком критичной. В данном примере перехватывать исключение выглядит как что-то совсем дикое: приложение работало штатно, все шло хорошо как вдруг легальный вызов метода при корректно работающих алгоритмах вызвал выброс исключения с дальнейшей разверткой стека до ожидающего такого поведения участка кода. Хм... Еще раз: мы ждем, что на следующем участке ничего не отработает потому что в стеке кончится память. Как по мне, это полный абсурд

# Основы управления памятью [В процессе]

Если статья находится в процессе, это значит, что прямо в эти минуты я ее правлю и возможно, часть информации не является достоверной

# Обзор

Когда вы думаете о разработке любого .NET приложения до недавних пор можно было себе позволить считать, что приложение, которое вы делаете будет всегда работать на одной и той же платформе: это операционная система Windows, запущенная поверх технологического стека Intel. Сейчас же с каждым прожитым днем мы входим в новую эпоху: платформа .NET стала поистине кроссплатформенной, пустив новые корни в сторону всех доступных настольных операционных систем. Это - прекрасное время и наш долг сейчас не потерять нить и остаться востребованными специалистами. Ведь когда toolset становится кроссплатформенным это означает что мы обязаны начать смотреть внутрь. Изучать, как работает двигатель нашей платформы. Чтобы понимать, почему тот ведет себя так или иначе на различных системах.

Подсистему управления памятью мы будем изучать по слоям. Начнем от слоя, близкого к пониманию ее работы "на пальцах" и закончим - слоем архитектуры на самом низком уровне - процессорном. Ведь чтобы до конца понимать всю проблематику работы с памятью - надо знать все, начиная от процессорных кэшей заканчивая оптимизациями работы в кучами .NET.

## Основы основ

Если взять любое приложение и попробовать грубо разделить его на две части, то получится, что любое приложение состоит фактически из двух самых важных вещей: кода, который исполняется процессором, и данных, которыми этот код оперирует в своей работе. При чем если с кодом все более-менее ясно, то данные можно поделить на несколько больших секций:

* **Thread stack** - это область памяти, которая есть у любого потока и через которую работают все вызовы всех методов, плюс там же организовано хранилище для локальных переменных методов;
* **Code Heap** - это область памяти, куда JITter складывает результаты компиляции MSIL;
* **Small Objects Heap** - это куча маленьких объектов. Как бы это не звучало, именно так это и называется. По своей сути это - хранилище объектов, размер которых не превышает 85К байт;
* **Large Objects Heap** - это куча больших объектов. Сюда попадают объекты, размеры которых превышают 85K байт;
* **TypeRefs Heap** - куча Type References - описателей типов .NET - со стороны подсистемы CLR (со стороны .NET типов выступает подсистема Reflection)
* **MethodRefs Heap** - куча Methods References - описателей методов .NET - со стороны подсистемы CLR (со стороны .NET типов выступает подсистема Reflection)
* И многие другие

# Стек потока

## Базовая структура, платформа x86

Существует область памяти, про которую редко заходит разговор. Однако эта область является, возможно, основной в работе приложения. Самой часто используемой, достаточно ограниченной с моментальным выделением и освобождением памяти. Область эта называется "стек потока". Причем поскольку указатель на него кодируется по своей сути регистрами процессора, которые входят в контекст потока, то в рамках исполнения любого потока стек потока свой. Зачем он необходим?

Итак, разберем элементарный пример кода:

void Method1()

{

Method2(123);

}

void Method2(int arg)

{

// ...

}

В данном коде не происходит ничего примечательного, однако не будем его пропускать, а наоборот: посмотрим на него максимально внимательно. Когда любой Method1 вызывает любой Method2, то абсолютно любой такой вызов (и не только в .NET, но и в других платформах) осуществляет следующие операции:

1. Первое, что делает код, скомпилированный JIT'ом: он сохраняет параметры метода в стек (начиная с третьего). При этом первые два передаются через регистры. Тут важно помнить, что первым параметром экземплярных методов передается указатель на тот объект, с которым работает метод. Т.е. указатель this. Так что в этих (почти всех) случаях для регистров остается всего один параметр, а для всех остальных - стек;
2. Далее компилятор ставит инструкцию вызова метода call, которая помещает в стек адрес возврата из метода: адрес следующей за call инструкцией. Таким образом любой метод знает, куда ему необходимо вернуться, чтобы вызывающий код смог продолжить работу;
3. После того как все параметры переданы, а метод вызван, нам надо как-то понять, как стек восстановить в случае выхода из метода, если мы не хотим заботиться о подсчете занимаемых нами в стеке байтов. Для этого мы сохраняем значение регистра EBP, который всегда хранит указатель на начало текущего кадра стека (т.е. участка, где хранится информация для конкретного вызванного метода). Сохраняя при каждом вызове значение этого регистра, мы тем самым фактически создаем односвязный список стековых кадров. Но прошу заметить, что по факту они идут чётко друг за другом, без каких-либо пробелов. Однако для упрощения освобождения памяти из-под кадра и для отладки приложения (отладчик использует эти указатели чтобы отобразить Stack Trace) строится односвязный список;
4. Последнее, что надо сделать при вызове метода, - выделить участок памяти под локальные переменные. Поскольку компилятор заранее знает сколько ее понадобится, то делает он это сразу, сдвигая указатель на вершину стека (SP/ESP/RSP) на необходимое количество байт;
5. И наконец, на пятом этапе выполняется код метода, полезные операции;
6. Когда происходит выход из метода, то вершина стека восстанавливается из EBP - места, где хранится начало текущего стекового кадра;
7. Далее, последним этапом осуществляется выход из метода через инструкцию ret. Она забирает со стека адрес возврата, заботливо оставленный ранее инструкцией call и делает jmp по этому адресу.

Те же самые процессы можно посмотреть на изображении:
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Также замечу, что стек "растет", начиная со старших адресов и заканчивая младшими, т.е. в обратную сторону.

Глядя на все это, невольно приходишь к выводу, что если не большинство, то минимум половина всех операций, которыми занимается процессор - это обслуживание структуры программы, а не ее полезной нагрузки. Т.е. обслуживание вызовов методов, проверки типов на возможность привести один к другому, компиляцию Generic вариаций, поиск методов в таблицах интерфейсов... Особенно если мы вспомним, что большинство современного кода написано с подходом работы через интерфейсы, разбивку на множество пусть маленьких, но выполняющих каждый - свое - методов.. А работа при этом часто идет с базовыми типами и приведением типов то к интерфейсу, то к наследнику. При всех таких входящих условиях вывод о расточительности инфраструктурного кода вполне может назреть. Единственное, что я могу вам на это все сказать: компиляторы, в том числе и JIT, обладают множеством техник, позволяющим им делать более продуктивный код. Где можно - вместо вызова метода вставляется его тело целиком, а где возможно вместо поиска метода в VSD интерфейса осуществляется его прямой вызов. Что самое грустное, инфраструктурную нагрузку очень сложно замерить: надо чтобы JITter либо какой-либо компилятор вставлял бы какие-то метрики до и после мест работы инфраструктурного кода. Т.е. до вызова метода, а внутри метода - после инициализации кадра стека. До выхода из метода, после выхода из метода. До компиляции, после компиляции. И так далее. Однако, давайте не будем о грустном, а поговорим лучше о том, что мы можем с вами сделать с полученной информацией.

## Немного про исключения на платформе x86

Если мы посмотрим внутрь кода методов, то мы заметим еще одну структуру, работающую со стеком потока. Посудите сами:

void Method1()

{

try

{

Method2(123);

} catch {

// ...

}

}

void Method2(int arg)

{

Method3();

}

void Method3()

{

try

{

//...

} catch {

//...

}

}

Если исключение возникнет в любом из методов, вызванных из Method3, то управление будет возвращено в блок catch метода Method3. При этом если исключение обработано не будет, то его обработка начнется в методе Method1. Однако если ничего не случится, то Method3 завершит свою работу, управление перейдет в метод Method2, где также может возникнуть исключение. Однако по естественным причинам обработано оно будет не в Method3, а в Method1. Вопрос такого удобного автоматизма заключается в том, что структуры данных, образующие цепочки обработчиков исключений, также находятся в стековом кадре метода, где они объявлены. Про сами исключения мы поговорим отдельно, а здесь скажу только, что модель исключений в .NET Framework CLR и в Core CLR отличается. CoreCLR вынуждена быть разной на разных платформах, а потому модель исключений там другая и представляется в зависимости от платформы через прослойку PAL (Platform Adaption Layer) различными имплементациями. Большому .NET Framework CLR это не нужно: он живет в экосистеме платформы Windows, в которой есть уже много лет общеизвестный механизм обработки исключений, который называется SEH (Structured Exception Handling). Этот механизм используется практически всеми языками программирования (при конечной компиляции), потому что обеспечивает сквозную обработку исключений между модулями, написанными на различных языках программирования. Работает это примерно так:

1. При вхождении в блок try на стек кладется структура, которая первым полем указывает на предыдущий блок обработки исключений (например, вызывающий метод, у которого также есть try-catch), тип блока, код исключения и адрес обработчика;
2. В TEB потока (Thread Environment Block, по сути - контекст потока) меняется адрес текущей вершины цепочки обработчиков исключений на тот, что мы создали. Таким образом мы добавили в цепочку наш блок.
3. Когда try закончился, производится обратная операция: в TEB записывается старая вершина, снимая таким образом наш обработчик из цепочки;
4. Если возникает исключение, то из TEB забирается вершина и по очереди по цепочке вызываются обработчики, которые проверяют, подходит ли исключение конкретно им. Если да, выполняется блок обработки (например, catch).
5. В TEB восстанавливается тот адрес структуры SEH, который находится в стеке ДО метода, обработавшего исключение.

Как видите, совсем не сложно. Однако вся эта информация также находится в стеке.

## Совсем немного про несовершенство стека потока

Давайте немного подумаем о вопросе безопасности и возможных проблемах, которые чисто теоретически могут возникнуть. Для этого давайте еще раз глянем на структуру стека потока, которая по своей сути - обычный массив. Диапазон памяти, в котором строятся фреймы, организован так, что он растет с конца в начало. Т.е. более поздние фреймы располагаются по более ранним адресам. Также, как уже было сказано, фреймы связаны односвязным списком. Это сделано потому, что размер фрейма не является фиксированным и должен быть "считан" любым отладчиком. Процессор при этом не разграничивает фреймы между собой: любой метод по своему желанию может считать всю область памяти целиком. А если учесть при этом, что мы находимся в виртуальной памяти, которая поделена на участки, являющиеся реально выделенной памятью, то можно при помощи специальной функции WinAPI по любому адресу со стека получить диапазон выделенной памяти, в которой этот адрес находится. Ну а разобрать односвязный список - дело техники:

// переменная находится в стеке

int x;

// Забрать информацию об участке памяти, выделенной под стек

MEMORY\_BASIC\_INFORMATION \*stackData = new MEMORY\_BASIC\_INFORMATION();

VirtualQuery((void \*)&x, stackData, sizeof(MEMORY\_BASIC\_INFORMATION));

Это дает нам возможность получить и модифицировать все данные, которые находятся в качестве локальных переменных у методов, которые нас вызвали. Если приложение никак не настраивает песочницу, в рамках которой вызываются сторонние библиотеки, расширяющие функционал приложения, то сторонняя библиотека сможет утащить данные даже если тот API, который вы ей отдаете, этого не предполагает. Методика эта может показаться вам надуманной, однако в мире C/C++, где нет такой прекрасной вещи как AppDomain с настроенными правами атака по стеку - это самое типичное, что только можно встретить из взлома приложений. Мало того, можно через рефлексию посмотреть на тип, который нам необходим, повторить его структуру у себя, и, пройдя по ссылке со стека на объект, заменить адрес VMT на наш, перенаправив таким образом всю работу с конкретным экземпляром к нам. SEH, кстати говоря, также вовсю используется для взлома приложений. Через него вы также можете, меняя адрес обработчика исключения, заставлять ОС выполнить вредоносный код. Но вывод из всего этого очень простой: всегда настраивайте песочницу, когда хотите работать с библиотеками, расширяющими функционал вашего приложения. Я, конечно же, имею ввиду всяческие плагины, аддоны и прочие расширения.

## Большой пример: клонирование потока на платформе х86

Чтобы запомнить все, что мы прочитали до мельчайших подробностей, надо зайти к вопросу освещения какой-либо темы с нескольких сторон. Казалось бы, какой пример можно построить для стека потока? Вызвать метод из другого? Магия... Конечно же нет: это мы делаем ежедневно по много раз. Вместо этого мы склонируем поток исполнения. Т.е. сделаем так, чтобы после вызова определенного метода у нас вместо одного потока оказалось бы два: наш и новый, но продолжающий выполнять код с точки вызова метода клонирования так, как будто он сам туда дошел. А выглядеть это будет так:

void MakeFork()

{

// Для уверенности что все склонировалось мы делаем локальные переменные:

// В новом потоке их значения обязаны быть такими же как и в родительском

var sameLocalVariable = 123;

var sync = new object();

// Замеряем время

var stopwatch = Stopwatch.StartNew();

// Клонируем поток

var forked = Fork.CloneThread();

// С этой точки код исполняется двумя потоками.

// forked = true для дочернего потока, false для родительского

lock(sync)

{

Console.WriteLine("in {0} thread: {1}, local value: {2}, time to enter = {3} ms",

forked ? "forked" : "parent",

Thread.CurrentThread.ManagedThreadId,

sameLocalVariable,

stopwatch.ElapsedMilliseconds);

}

// При выходе из метода родительский вернет управления в метод,

// который вызвал MakeFork(), т.е. продолжит работу как ни в чем ни бывало,

// а дочерний завершит исполнение.

}

// Примерный вывод:

// in forked thread: 2, local value: 123, time to enter = 2 ms

// in parent thread: 1, local value: 123, time to enter = 2 ms

Согласитесь, концепт интересный. Конечно же, тут можно много спорить про целесообразность таких действий, но задача этого примера - поставить жирную точку в понимании работы этой структуры данных. Как же сделать клонирование? Для ответа на данный вопрос надо ответить на другой вопрос: что вообще определяет поток? А поток определяют следующие структуры и области данных:

* Набор регистров процессора. Все регистры определяют состояние потока исполнения инструкций: от адреса текущей инструкции исполнения до адресов стека потока и данных, которыми он оперирует;
* [Thread Environment Block](https://en.wikipedia.org/wiki/Win32_Thread_Information_Block) или TIB/TEB, который хранит системную информацию по потоку, включая адреса обработчиков исключений;
* Стек потока, адрес которого определяется регистрами SS:ESP;
* Платформенный контекст потока, который содержит локальные для потока данные (ссылка идет из TIB)

Ну и наверняка что-то еще, о чем мы можем не знать. Да и знать нам всего для примера нет никакой надобности: в промышленное использование данный код не пойдет, а скорее будет служить нам отличным примером, который поможет разобраться в теме. А потому он не будет учитывать всего, а только самое основное. А для того чтобы он заработал в базовом виде, нам понадобится скопировать в новый поток набор регистров (исправив SS:ESP, т.к. стек будет новым), а также подредактировать сам стек, чтобы он содержал ровно то что нам надо.

Итак. Если стек потока определяет по сути, какие методы были вызваны и какими данными они оперируют, то получается что по-идее, меняя эти структуры, можно поменять как локальные переменные методов, так и вырезать из стека вызов какого-то метода, поменять метод на другой или же добавить в любое место цепочки свой. Хорошо, с этим определились. Теперь давайте посмотрим на некий псевдокод:

void RootMethod()

{

MakeFork();

}

Когда вызовется MakeFork(), что мы ожидаем с точки зрения стек трейсов? Что в родительском потоке все останется без изменений, а дочерний будет взят из пула потоков (для скорости), в нем будет сымитирован вызов метода MakeFork вместе с его локальными переменными, а код продолжит выполнение не с начала метода, а с точки, следующей после вызова CloneThread. Т.е. стек трейс в наших фантазиях будет выглядеть примерно так:

// Parent Thread

RootMethod -> MakeFork

// Child Thread

ThreadPool -> MakeFork

Что у нас есть изначально? Есть наш поток. Также есть возможность создать новый поток либо запланировать задачу в пул потоков, выполнив там свой код. Также мы понимаем, что информация по вложенным вызовам хранится в стеке вызовов и что при желании мы можем ею манипулировать (например, используя C++/CLI). Причем, если следовать соглашениям и вписать в верхушку стека адрес возврата для инструкции ret, значение регистра EBP и выделить место под локальные (если необходимо), то можно имитировать вызов метода. Ручную запись в стек потока возможно сделать из C#, однако нам понадобятся регистры и их очень аккуратное использование, а потому без ухода в C++ нам не обойтись. Тут к нам на помощь впервые в жизни (лично у меня) приходит CLI/C++, который позволяет писать смешанный код: часть инструкций - на .NET, часть - на C++, а иногда даже уходить на уровень ассемблера. Именно то, что нам надо.

Итак, как будет выглядеть стек потока, когда наш код вызовет MakeFork, который вызовет CloneThread, который уйдет в unmanaged мир CLI/C++ и вызовет метод клонирование (саму реализацию) - там? Давайте посмотрим на схему (еще раз напомню, что стек растет от старших адресов к младшим. Справа налево):
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Ну а для того чтобы не тащить всю простыню со схемы на схему, упростим, отбросив то, что нам не нужно:
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Когда мы создадим поток либо возьмем готовый из пула потоков, в нашей схеме появляется еще один стек, пока еще ничем не проинициализированный:
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Теперь наша задача - сымитировать запуск метода Fork.CloneThread() в новом потоке. Для этого мы должны в конец его стека потока дописать серию кадров: как будто из делегата, переданного ThreadPool'у был вызван Fork.CloneThread(), из которого через враппер C++ кода managed оберткой был вызван CLI/C++ метод. Для этого мы просто скопируем необходимый участок стека в массив (замечу, что со склонированного участка на старый "смотрят" копии регистров EBP, обеспечивающих построение цепочки кадров):
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Далее чтобы обеспечить целостность стека после операции копирования склонированного на предыдущем шаге участка мы заранее рассчитываем, по каким адресам будут находиться поля EBP на новом месте, и сразу же исправляем их, прямо на копии:
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Последним шагом, очень аккуратно, задействуя минимальное количество регистров, копируем наш массив в конец стека дочернего потока, после чего сдвигаем регистры ESP и EBP на новые места. С точки зрения стека мы сымитировали вызов всех этих методов:
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Но пока не с точки зрения кода. С точки зрения кода нам надо попасть в те методы, которые только что создали. Самое простое - просто сымитировать выход из метода: восстановить ESP до EBP, в EBP положить то, на что он указывает и вызвать инструкцию ret, инициировав выход из якобы вызванного C++ метода клонирования потока, что приведет к возврату в реальный wrapper CLI/C++ вызова, который вернет управление в MakeFork(), но в дочернем потоке. Техника сработала.

Теперь давайте взглянем на код. Первое что мы сделаем - это возможность для CLI/C++ кода создать .NET поток. Для этого мы его должны создать в .NET:

extern "C" \_\_declspec(dllexport)

void \_\_stdcall MakeManagedThread(AdvancedThreading\_Unmanaged \*helper, StackInfo \*stackCopy)

{

AdvancedThreading::Fork::MakeThread(helper, stackCopy);

}

На типы параметров пока не обращайте внимания. Они нужны для передачи информации о том, какой участок чтека необходимо у себя рисовать из родительского потока в дочерний. Метод создания потока оборачивает в делегает вызов unmanaged метода, передает данные и ставит делегат в очередь на обработку пулом потоков.

[MethodImpl(MethodImplOptions::NoInlining | MethodImplOptions::NoOptimization | MethodImplOptions::PreserveSig)]

static void MakeThread(AdvancedThreading\_Unmanaged \*helper, StackInfo \*stackCopy)

{

ForkData^ data = gcnew ForkData();

data->helper = helper;

data->info = stackCopy;

ThreadPool::QueueUserWorkItem(gcnew WaitCallback(&InForkedThread), data);

}

[MethodImpl(MethodImplOptions::NoInlining | MethodImplOptions::NoOptimization | MethodImplOptions::PreserveSig)]

static void InForkedThread(Object^ state)

{

ForkData^ data = (ForkData^)state;

data->helper->InForkedThread(data->info);

}

И, наконец, сам метод клонирования (вернее, его .NET часть):

[MethodImpl(MethodImplOptions::NoInlining | MethodImplOptions::NoOptimization | MethodImplOptions::PreserveSig)]

static bool CloneThread()

{

ManualResetEvent^ resetEvent = gcnew ManualResetEvent(false);

AdvancedThreading\_Unmanaged \*helper = new AdvancedThreading\_Unmanaged();

int somevalue;

// \*

helper->stacktop = (int)(int \*)&somevalue;

int forked = helper->ForkImpl();

if (!forked)

{

resetEvent->WaitOne();

}

else

{

resetEvent->Set();

}

return forked;

}

Чтобы понимать, где в цепочке кадров стека находится данный метод, мы сохраняем себе адрес стековой переменной (\*). Использовать этот адрес мы будем в методе клонирования, речь о котором пойдет чуть ниже. Также, чтобы вы понимали, о чем идет речь, приведу код структуры, необходимой для хранения информации о копии стека:

public class StackInfo

{

public:

// Копия значений регистров

int EAX, EBX, ECX, EDX;

int EDI, ESI;

int ESP;

int EBP;

int EIP;

short CS;

// Адрес копии стека

void \*frame;

// Размер копии

int size;

// Диапазоны адресов оригинального стека нужны,

// чтобы поправить адреса на стеке если они есть на новые

int origStackStart, origStackSize;

};

Работа же самого алгоритма разделена на две части: в родительском потоке мы подготавливаем данные для того, чтобы в дочернем потоке отрисовать нужные кадры стека. Вторым же этапом восстанавливаются данные в дочернем потоке, накладываясь на свой собственный стек потока исполнения, имитируя таким образом вызовы методов, которые в реальности вызваны не были.

### Метод подготовки к копированию

Описание кода я буду делать блоками. Т.е. единый код будет разбит на части, и каждая из частей будет отдельно прокомментирована. Итак, приступим. Когда внешний код вызывает Fork.CloneThread(), то через внутреннюю обертку над неуправляемым кодом и через ряд дополнительных методов если код работает под отладкой (так называемые debugger assistants). Именно поэтому мы в .NET части запомнили адрес переменной в стеке: для C++ метода этот адрес является своеобразной меткой: теперь мы точно знаем, какой участок стека мы можем спокойно копировать.

int AdvancedThreading\_Unmanaged::ForkImpl()

{

StackInfo copy;

StackInfo\* info;

Первым делом, до того, как произойдет хоть какая-то операция, чтобы не получить запорченные регистры, мы их копируем локально. Также дополнительно необходимо сохранить адрес кода, куда будет сделан goto, когда в дочернем потоке стек будет сымитирован, и необходимо будет произвести процеруду выхода из CloneThread из дочернего потока. В качестве "точки выхода" мы выбираем JmpPointOnMethodsChainCallEmulation и не просто так: после операции сохранения этого адреса "на будущее" мы дополнительно закладываем в стек число 0.

// Save ALL registers

\_asm

{

mov copy.EAX, EAX

mov copy.EBX, EBX

mov copy.ECX, ECX

mov copy.EDX, EBX

mov copy.EDI, EDI

mov copy.ESI, ESI

mov copy.EBP, EBP

mov copy.ESP, ESP

// Save CS:EIP for far jmp

mov copy.CS, CS

mov copy.EIP, offset JmpPointOnMethodsChainCallEmulation

// Save mark for this method, from what place it was called

push 0

}

После чего, после JmpPointOnMethodsChainCallEmulation мы достаем это число из стека и проверяем: там лежит 0? Если да, мы находимся в том же самом потоке: а значит у нас еще много дел, и мы переходим на NonClonned. Если же там не 0, а по факту 1, это значит, что дочерний поток закончил "дорисовку" стека потока до необходимого состояния, положил на стек число 1 и сделал goto в эту точку (замечу, что goto он делает из другого метода). А это значит, что настало время для выхода из CloneThread в дочернем потоке, вызов которого был сымитирован.

JmpPointOnMethodsChainCallEmulation:

\_asm

{

pop EAX

cmp EAX, 0

je NonClonned

pop EBP

mov EAX, 1

ret

}

NonClonned:

Хорошо, мы убедились, что мы все еще мы, а значит надо подготовить данные для дочернего потока. Чтобы более не спускаться на уровень ассемблера, работать мы будем со структурой ранее сохраненных регистров. Достанем из нее значение регистра EBP: он по сути является полем "Next" в односвязном списке кадров стека. Перейдя по адресу, который там содержится, мы очутимся в кадре метода, который нас вызвал. Если и там возьмем первое поле и перейдем по тому адресу, то окажемся в еще более раннем кадре. Так мы сможем дойти до managed части CloneThread: ведь мы сохранили адрес переменной в ее стековом кадре, а значит прекрасно знаем, где остановиться. Этой задачей и занимается цикл, приведенный ниже.

int \*curptr = (int \*)copy.EBP;

int frames = 0;

//

// Calculate frames count between current call and Fork.CloneTherad() call

//

while ((int)curptr < stacktop)

{

curptr = (int\*)\*curptr;

frames++;

}

Получив адрес начала кадра managed метода CloneThread, мы теперь знаем, сколько надо копировать для имитации вызова CloneThread из MakeFork. Однако поскольку нам MakeFork также нужен (наша задача выйти именно в него), то мы делаем дополнительно еще один переход по односвязносу списку: \*(int \*)curptr. После чего создаем массив под сохранение стека и сохраняем его простым копированием.

//

// We need to copy stack part from our method to user code method including its locals in stack

//

int localsStart = copy.EBP; // our EBP points to EBP value for parent method + saved ESI, EDI

int localsEnd = \*(int \*)curptr; // points to end of user's method's locals (additional leave)

byte \*arr = new byte[localsEnd - localsStart];

memcpy(arr, (void\*)localsStart, localsEnd - localsStart);

Еще одна задача, которую надо будет решить, - это исправление адресов переменных, которые попали на стек и при этом указывающих на стек. Для решения этой проблемы мы получаем диапазон адресов, которые нам выделила операционная система под стек потока. Сохраняем полученную информацию и запукаем вторую часть процесса клонирования, запланировав делегат в пул потоков:

// Get information about stack pages

MEMORY\_BASIC\_INFORMATION \*stackData = new MEMORY\_BASIC\_INFORMATION();

VirtualQuery((void \*)copy.EBP, stackData, sizeof(MEMORY\_BASIC\_INFORMATION));

// fill StackInfo structure

info = new StackInfo(copy);

info->origStackStart = (int)stackData->BaseAddress;

info->origStackSize = (int)stackData->RegionSize;

info->frame = arr;

info->size = (localsEnd - localsStart);

// call managed ThreadPool.QueueUserWorkitem to make fork

MakeManagedThread(this, info);

return 0;

}

### Метод восстановления из копии

Этот метод вызывается как результат работы предыдущего: нам переданы копия участка стека родительского потока, а также полный набор его регистров. Наша задача в нашем потоке, взятом из пула потоков, дорисовать все вызовы, скопированные из родительского потока таким образом, как будто мы сами их осуществили. Завершив работу, MakeFork дочернего потока попадет обратно в этот метод, который, завершив работу, освободит поток и вернет его в пул потоков.

void AdvancedThreading\_Unmanaged::InForkedThread(StackInfo \* stackCopy)

{

StackInfo copy;

Первым делом мы сохраняем значения рабочих регистров, чтобы, когда MakeFork завершит свою работу, мы смогли их безболезненно восставновить. Чтобы в дальнейшем минимально влиять на регистры, мы выгружаем переданные нам параметры к себе на стек. Доступ к ним будет идти только через SS:ESP, что для нас будет предсказуемым.

short CS\_EIP[3];

// Save original registers to restore

\_\_asm pushad

// safe copy w-out changing registers

for(int i = 0; i < sizeof(StackInfo); i++)

((byte \*)&copy)[i] = ((byte \*)stackCopy)[i];

// Setup FWORD for far jmp

\*(int\*)CS\_EIP = copy.EIP;

CS\_EIP[2] = copy.CS;

Наша следующая задача - это исправить в копии стека значения EBP, которые образуют односвязный список кадров на их будущие новые положения. Для этого мы рассчитываем дельту между адресом нашего стека потока и родительского стека потока, дельту между копией диапазона стека родительского потока и самим родительским потоком.

// calculate ranges

int beg = (int)copy.frame;

int size = copy.size;

int baseFrom = (int) copy.origStackStart;

int baseTo = baseFrom + (int)copy.origStackSize;

int ESPr;

\_\_asm mov ESPr, ESP

// target = EBP[ - locals - EBP - ret - whole stack frames copy]

int targetToCopy = ESPr - 8 - size;

// offset between parent stack and current stack;

int delta\_to\_target = (int)targetToCopy - (int)copy.EBP;

// offset between parent stack start and its copy;

int delta\_to\_copy = (int)copy.frame - (int)copy.EBP;

Используя эти данные мы в цикле идем по копии стека и исправляем адреса на их будущие новые положения.

// In stack copy we have many saved EPBs, which where actually one-way linked list.

// we need to fix copy to make these pointers correct for our thread's stack.

int ebp\_cur = beg;

while(true)

{

int val = \*(int\*)ebp\_cur;

if(baseFrom <= val && val < baseTo)

{

int localOffset = val + delta\_to\_copy;

\*(int \*)ebp\_cur += delta\_to\_target;

ebp\_cur = localOffset;

}

else

break;

}

Когда правка односвязного списка завершена, мы должны исправить значения регистров в их копии, чтобы, если там присутствуют ссылки на стек, они были бы исправлены. Тут на самом деле алгоритм совсем не точен. Ведь если там по некоторой случайности окажется не удачное число из диапазона адресов стека, то оно будет исправлено по ошибке. Но наша задача не для продукта концепт написать, а просто понять работу стека потока. Потому для этих целей нам данная методика подойдет.

CHECKREF(EAX);

CHECKREF(EBX);

CHECKREF(ECX);

CHECKREF(EDX);

CHECKREF(ESI);

CHECKREF(EDI);

Теперь, основная и самая ответственная часть. Когда мы скопируем в конец нашего стека копию диапазона родительского, все будет хорошо до момента, когда MakeFork в дочернем потоке захочет выйти (сделать return). Нам надо указать ему куда он должен выйти. Для этого мы также имитируем вызов самого 'MakeFork' из этого метода. Мы закладываем в стек адрес метки RestorePointAfterClonnedExited, как будто инструкция процессора call заложила в стек адрес возврата, а также положили текущий EBP, сымитировав построение односвязного списка цепочек кадров методов. После чего закладываем в стек обычной операцией push копию родительского стека тем самым отрисовав все методы, которые были вызваны в родительском стеке из метода MakeFork, включая его самого. Стек готов!

// prepare for \_\_asm nret

\_\_asm push offset RestorePointAfterClonnedExited

\_\_asm push EBP

for(int i = (size >> 2) - 1; i >= 0; i--)

{

int val = ((int \*)beg)[i];

\_\_asm push val;

};

Далее поскольку мы также должны восстановить и регистры, восстанивливаем и их самих.

// restore registers, push 1 for Fork() and jmp

\_asm {

push copy.EAX

push copy.EBX

push copy.ECX

push copy.EDX

push copy.ESI

push copy.EDI

pop EDI

pop ESI

pop EDX

pop ECX

pop EBX

pop EAX

А вот теперь самое время вспомнить тот странный код с закладыванием 0 в стек и проверки на 0. В этом потоке мы закладываем 1 и делаем дальний jmp в код метода ForkImpl. Ведь по стеку мы находимся именно там, а реально все еще тут. Когда мы туда попадем, то ForkImpl распознает смену потока и осуществит выход в метод MakeFork, который, завершив работу, попадет в точку RestorePointAfterClonnedExited, т.к. немного ранее мы сымтировали вызов MakeFork из этой точки. Восстановив регистры до состояния "только что вызваны из TheadPool", мы завершаем работу, отдавая поток в пул потоков.

push 1

jmp fword ptr CS\_EIP

}

RestorePointAfterClonnedExited:

// Restore original registers

\_\_asm popad

return;

}

Проверим? Это - скриншот до вызова клонирования потока:

И после:

Как мы видим, теперь вместо одного потока внутри ForkImpl мы видим два. И оба - вышли из этого метода.

# Пара слов об уровне пониже

Если мы заглянем краем глаза на еще более низкий уровень, то узнаем или же вспомним, что память на самом деле является виртуальной и что она поделена на страницы объемом 8 или 4 Кб. Каждая такая страница может физически существовать или же нет. А если она существует, то может быть отображена на файл или же реальную оперативную память. Именно этот механизм виртуализации позволяет приложениям иметь раздельную друг от друга память и обеспечивает уровни безопасности между приложением и операционной системой. При чем же здесь стек потока? Как и любая другая оперативная память приложения стек потока является ее частью и также состоит из страниц объемом 4 или 8 Кб. По краям от выделенного для стека пространства находятся две страницы, доступ к которым приводит к системному исключению, нотифицирующему операционную систему о том, что приложение пытается обратиться в невыделенный участок памяти. Внутри этого региона реально выделенными участками являются только те страницы, к которым обратилось приложение: т.е. если приложение резервирует под поток 2Мб памяти, это не значит, что они будут выделены сразу же. Отнюдь, они будут выделены по требованию: если стек потока вырастет до 1 Мб, это будет означать, что приложение получило именно 1 Мб оперативной памяти под стек.

Когда приложение резервирует память под локальные переменные, то происходят две вещи: наращивается значение регистра ESP и зануляется память под сами переменные. Поэтому, когда вы напишете рекурсивный метод, который уходит в бесконечную рекурсию, вы получите StackOverflowException: заняв всю выделенную под стек память (весь доступный регион), вы напоритесь на специальную страницу, Guard Page, доступ к которой вызовет нотификацию операционной системы, которая инициирует StackOverflow уровня ОС, которое уйдет в .NET, будет перехвачено и выбросется исключение StackOverflowException для .NET приложения.

# Выделение памяти на стеке: stackalloc

В C# существует достаточно интересное и очень редко используемое ключевое слово stackalloc. Оно настолько редко встречается в коде (тут я даже со словом "немного" преуменьшил. Скорее, "никогда"), что найти подходящий пример его использования достаточно трудно, а уж придумать тем более трудно: ведь если что-то редко используется, то и опыт работы с ним слишком мал. А все почему? Потому что для тех, кто наконец решается выяснить, что делает эта команда, stackalloc становится более пугающим чем полезным: темная сторона stackalloc - unsafe код. Тот результат, что он возвращает не является managed указателем: значение - обычный указатель на участок не защищенной памяти. Причем если по этому адресу сделать запись уже после того, как метод завершил работу, вы начнете писать в локальные переменные некоторого метода или же вообще перетрете адрес возврата из метода, после чего приложение закончит работу с ошибкой. Однако наша задача - проникнуть в самые уголки и разобраться, что в них скрыто. И понять, в частности, что если нам дали этот инструмент, то не просто же так, чтобы мы смогли найти секретные грабли и наступить на них со всего маху. Наоборот: нам дали этот инструмент чтобы мы смогли им воспользоваться и делать поистине быстрый софт. Я, надеюсь, вдохновил вас? Тогда начнем.

Чтобы найти правильные примеры использования этого ключевого слова надо проследовать прежде всего к его авторам: компании Microsoft и посмотреть как его используют они. Сделать это можно поискав полнотекстовым поиском по репозиторию [coreclr](https://github.com/dotnet/coreclr). Помимо различных тестов самого ключевого слова мы найдем не более 25 использований этого ключевого слова по коду библиотеки. Я надеюсь что в предыдущем абзаце я достаточно сильно вас мотивировал чтобы вы не остановили чтение, увидев эту маленькую цифру, и не закрыли мой труд. Скажу честно: команда CLR куда более дальновидная и профессиональная чем команда .NET Framework. И если она что-то сделала, то это нам сильно в чем-то должно помочь. А если это не использовано в .NET Framework... Ну, тут можно предположить, что там не все инженеры в курсе, что есть такой мощный инструмент оптимизации. Иначе бы объемы его использования были бы гораздо больше.

**Класс Interop.ReadDir**

[/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs](https://github.com/dotnet/coreclr/blob/b29f6328510207970763580d6f4db864e4b198af/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs#L71-L83)

unsafe

{

// s\_readBufferSize is zero when the native implementation does not support reading into a buffer.

byte\* buffer = stackalloc byte[s\_readBufferSize];

InternalDirectoryEntry temp;

int ret = ReadDirR(dir.DangerousGetHandle(), buffer, s\_readBufferSize, out temp);

// We copy data into DirectoryEntry to ensure there are no dangling references.

outputEntry = ret == 0 ?

new DirectoryEntry() { InodeName = GetDirectoryEntryName(temp), InodeType = temp.InodeType } :

default(DirectoryEntry);

return ret;

}

Для чего здесь используется stackalloc? Как мы видим, после выделения памяти код уходит в unsafe метод для заполнения созданного буфера данными. Т.е. unsafe метод, которому необходим участок для записи, выделяется место прямо на стеке: динамически. Это отличная оптимизация, если учесть, что альтернативы: запросить участок памяти у Windows или fixed (pinned) массив .NET, который помимо нагрузки на кучу нагружает GC тем, что массив прибивается гвоздями, чтобы GC его не пододвинул во время доступа к его данным. Выделяя память на стеке мы не рискуем ничем: выделение происходит почти моментально, и мы можем совершенно спокойно заполнить его данными и выйти из метода. А вместе с выходом из метода исчезнет и stack frame метода. В общем, экономия времени значительнейшая.

Давайте рассмотрим еще один пример:

**Класс Number.Formatting::FormatDecimal**

[/src/mscorlib/shared/System/Number.Formatting.cs](https://github.com/dotnet/coreclr/blob/efebb38f3c18425c57f94ff910a50e038d13c848/src/mscorlib/shared/System/Number.Formatting.cs#L287-L311)

public static string FormatDecimal(decimal value, ReadOnlySpan<char> format, NumberFormatInfo info)

{

char fmt = ParseFormatSpecifier(format, out int digits);

NumberBuffer number = default;

DecimalToNumber(value, ref number);

ValueStringBuilder sb;

unsafe

{

char\* stackPtr = stackalloc char[CharStackBufferSize];

sb = new ValueStringBuilder(new Span<char>(stackPtr, CharStackBufferSize));

}

if (fmt != 0)

{

NumberToString(ref sb, ref number, fmt, digits, info, isDecimal:true);

}

else

{

NumberToStringFormat(ref sb, ref number, format, info);

}

return sb.ToString();

}

Это - пример форматирования чисел, опирающийся на еще более интересный пример класса [ValueStringBuilder](https://github.com/dotnet/coreclr/blob/efebb38f3c18425c57f94ff910a50e038d13c848/src/mscorlib/shared/System/Text/ValueStringBuilder.cs), работающий на основе Span<T>. Суть данного участка кода в том, что для того чтобы собрать текстовое представление форматированного числа максимально быстро, код не использует выделения памяти под буфер накопления символов. Этот прекрасный код выделяет память прямо в стековом кадре метода, обеспечивая тем самым отсутствие работы сборщика мусора по экземплярам StringBuilder, если бы метод работал на его основе. Плюс уменьшается время работы самого метода: выделение памяти в куче тоже время занимает. А использование типа Span<T> вместо голых указателей вносит чувство безопасности в работу кода, основанного на stackalloc.

Также, перед тем как перейти к выводам, стоит упомянуть, как делать нельзя. Другими словами, какой код может работать хорошо, но в один прекрасный момент выстрелит в самый не подходящий момент. Опять же, рассмотрим пример:

void GenerateNoise(int noiseLength)

{

var buf = new Span(stackalloc int[noiseLength]);

// generate noise

}

Код мал да удал: нельзя вот так брать и передавать размер для выделения памяти на стеке извне. Если вам так нужен заданный снаружи размер, примите сам буфер:

void GenerateNoise(Span<int> noiseBuf)

{

// generate noise

}

Этот код гораздо информативнее, т.к. заставляет пользователя задуматься и быть аккуратным при выборе чисел. Первый вариант при неудачно сложившихся обстоятельствах может выбросить StackOverflowException при достаточно неглубоком положении метода в стеке потока: достаточно передать большое число в качестве параметра. Второй вариант, когда размер принимать все-таки можно - это когда этот метод вызывается в конкретных случаях и при этом вызывающий код "знает" алгоритм работы этого метода. Без знания о внутреннем устройстве метода нет конкретного понимания возможного диапазона для noiseLength и как следствие - возможны ошибки

Вторая проблема, которую я вижу: если нам случайным образом не удалось попасть в размер того буфера, который мы сами себе выделили на стеке, а терять работоспособность мы не хотим, то, конечно, можно пойти несколькими путями: либо довыделить памяти, опять же на стеке, либо выделить ее в куче. Причем скорее всего второй вариант в большинстве случаев окажется более предпочтительным (так и поступили в случае ValueStringBuffer), т.к. более безопасен с точки зрения получения StackOverflowException.

## Выводы к stackalloc

Итак, для чего же лучше всего использовать stackalloc?

* Для работы с неуправляемым кодом, когда необходимо заполнить неуправляемым методом некоторый буфер данных или же принять от неуправляемого метода некий буфер данных, который будет использоваться в рамках жизни тела метода;
* Для методов, которым нужен массив, но опять же на время работы самого метода. Пример с форматированием очень хороший: этот метод может вызываться слишком часто чтобы он выделял временные массивы в куче;

Использование данного аллокатора может сильно повысить производительность ваших приложений.

# Выводы к разделу

Конечно же, в общем виде нам нет надобности редактировать стек в продуктовом коде: только если захочется занять свое свободное время интересной задачкой. Однако понимание его структуры дает нам видимость простоты задачи получения данных из него и его редактирования. Т.е. если вы разработаете API для расширения функционала вашего приложения и если это API не предоставляет доступа к каким-либо данным это не значит что эти данные невозможно получить. Потому всегда проверяйте ваше приложение на устойчивость к взломам.

# Memory<T> и Span<T>

Как язык, так и платформа существуют уже много лет: и все это время существовало множество средств для работы с неуправляемым кодом. Так почему же сейчас выходит очередной API для работы с неуправляемым кодом, если, по сути, он существовал уже много-много лет? Для того чтобы ответить на этот вопрос, достаточно понять, чего не хватало нам раньше.

Разработчики платформы и раньше пытались нам помочь скрасить будни разработки с использованием неуправляемых ресурсов: это и автоматические врапперы для импортируемых методов, и маршаллинг, который в большинстве случаев работает автоматически. Это также инструкция stackallloc, о которой говорится в главе про стек потока. Однако, как по мне если ранние разработчики с использованием языка C# приходили из мира C++ (как сделал это и я), то сейчас они приходят из более высокоуровневых языков (я, например, знаю разработчика, который пришел из JavaScript). Это означает, что люди со все большим подозрением начинают относиться к неуправляемым ресурсам и конструкциям, близким по духу к C/C++, и уж тем более - к языку Ассемблера.

Как результат такого отношения - все меньшее и меньшее содержание unsafe кода в проектах и все большее доверие к API самой платформы. Это легко проверяется, если поискать использование конструкции stackalloc по открытым репозиториям: оно ничтожно мало. Но если взять любой код, который его использует:

**Класс Interop.ReadDir**

[/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs](https://github.com/dotnet/coreclr/blob/b29f6328510207970763580d6f4db864e4b198af/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs#L71-L83)

unsafe

{

// s\_readBufferSize is zero when the native implementation does not support reading into a buffer.

byte\* buffer = stackalloc byte[s\_readBufferSize];

InternalDirectoryEntry temp;

int ret = ReadDirR(dir.DangerousGetHandle(), buffer, s\_readBufferSize, out temp);

// We copy data into DirectoryEntry to ensure there are no dangling references.

outputEntry = ret == 0 ?

new DirectoryEntry() { InodeName = GetDirectoryEntryName(temp), InodeType = temp.InodeType } :

default(DirectoryEntry);

return ret;

}

Становится понятна причина непопулярности. Посмотрите, не вчитываясь в код, и ответьте для себя на один вопрос: доверяете ли вы ему? Могу предположить что ответом будет "нет". Тогда ответьте на другой: почему? Ответ будет очевиден: помимо того что мы видим слово Dangerous, которое как-бы намекает, что что-то может пойти не так, второй фактор, влияющий на наше отношение, - это строчка byte\* buffer = stackalloc byte[s\_readBufferSize];, а если еще конкретнее - byte\*. Эта запись - триггер для любого, чтобы в голове появилась мысль: "а что, по-другому сделать нельзя было что-ли?". Тогда давайте еще чуть-чуть разберемся с психоанализом: отчего может возникнуть подобная мысль? С одной стороны мы пользуемся конструкциями языка и предложенный здесь синтаксис далек от, например, C++/CLI, который позволяет делать вообще все что угодно (в том числе делать вставки на чистом Assembler), а с другой он выглядит непривычно.

Так в чем же вопрос? Как вернуть разработчиков обратно в лоно неуправляемого кода? Необходимо дать им чувство спокойствия, что они не могут сделать ошибку случайно, по незнанию. Итак, для чего же введены типы Span<T> и Memory<T>?

## Span<T>, ReadOnlySpan<T>

Тип Span олицетворяет собой инструмент для работы с данными части некоторого массива данных либо поддиапазона его значений. При этом позволяя как и в случае массива работать с элементами этого диапазона как на запись, так и на чтение но с одним важным ограничением: Span<T> вы получеаете только для того чтобы временно поработать с массивом. В рамках вызова группы методов, но не более того. Однако, давайте для разгона и общего понимания сравним типы данных, для которых сделана реализация типа Span, и посмотрим на возможные сценарии для работы с ним.

Первый тип данных, о котором хочется завести речь - это обычный массив. Для массивов работа со Span будет выглядеть следующим образом:

var array = new [] {1,2,3,4,5,6};

var span = new Span<int>(array, 1, 3);

var position = span.BinarySearch(3);

Console.WriteLine(span[position]); // -> 3

Как мы видим в данном примере, для начала мы создаем некий массив данных. После этого мы создаем Span (или подмножество), который, ссылаясь на сам массив, разрешает доступ использующему его коду только в тот диапазон значений, который был указан при инициализации.

Тут мы видим первое свойство этого типа данных: это создание некоторого контекста. Давайте разовьем нашу идею с контекстами:

void Main()

{

var array = new [] {'1','2','3','4','5','6'};

var span = new Span<char>(array, 1, 3);

if(TryParseInt32(span, out var res))

{

Console.WriteLine(res);

}

else

{

Console.WriteLine("Failed to parse");

}

}

public bool TryParseInt32(Span<char> input, out int result)

{

result = 0;

for (int i = 0; i < input.Length; i++)

{

if(input[i] < '0' || input[i] > '9')

return false;

result = result \* 10 + ((int)input[i] - '0');

}

return true;

}

-----

234

Как мы видим, Span<T> вводит абстракцию доступа к некоторому участку памяти как на чтение, так и на запись. Что нам это дает? Если вспомнить, на основе чего еще может быть сделан Span, то мы вспомним как про неуправляемые ресурсы, так и про строки:

// Managed array

var array = new[] { '1', '2', '3', '4', '5', '6' };

var arrSpan = new Span<char>(array, 1, 3);

if (TryParseInt32(arrSpan, out var res1))

{

Console.WriteLine(res1);

}

// String

var srcString = "123456";

var strSpan = srcString.AsSpan();

if (TryParseInt32(arrSpan, out var res2))

{

Console.WriteLine(res2);

}

// void \*

Span<char> buf = stackalloc char[6];

buf[0] = '1'; buf[1] = '2'; buf[2] = '3';

buf[3] = '4'; buf[4] = '5'; buf[5] = '6';

if (TryParseInt32(arrSpan, out var res3))

{

Console.WriteLine(res3);

}

-----
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Т.е., получается, что Span<T> - это средство унификации по работе с памятью: управляемой и неуправляемой, которое гарантирует безопасность в работе с такого рода данными во время Garbage Collection: если участки памяти с управляемыми массивами начнут двигаться, то для нас это будет безопасно.

Однако, стоит ли так сильно радоваться? Можно ли было всего этого добиться и раньше? Например, если говорить об управляемых массивах, то тут даже сомневаться не приходится: достаточно просто обернуть массив в еще один класс (например давно существующий [ArraySegment](https://referencesource.microsoft.com/#mscorlib/system/arraysegment.cs,31)), предоставив аналогичный интерфейс, и все готово. Мало того, аналогичную операцию можно проделать и со строками: они обладают необходимыми методами. Опять же, достаточно строку завернуть в точно такой же тип и предоставить методы по работе с ней. Другое дело, что для того чтобы хранить в одном типе строку, буфер или массив, придется сильно повозиться, храня в едином экземпляре ссылки на каждый из возможных вариантов (активным, понятное дело, будет только один):

public readonly ref struct OurSpan<T>

{

private T[] \_array;

private string \_str;

private T \* \_buffer;

// ...

}

Или же если отталкиваться от архитектуры, то делать три типа, наследующих единый интерфейс. Получается, что невозможно сделать средство единого интерфейса, отличное от Span<T>, между этими типами данных, сохранив при этом максимальную производительность.

Далее, если продолжить рассуждения, то что такое ref struct в понятиях Span? Это именно те самые "структуры, они только на стеке", о которых мы так часто слышим на собеседованиях. А это значит, что этот тип данных может идти только через стек и не имеет права уходить в кучу. А потому Span, будучи ref структурой, является контекстным типом данных, обеспечивающим работу методов, но не объектов в памяти. От этого для его понимания и надо отталкиваться.

Отсюда мы можем сформулировать определение типа Span и связанного с ним readonly типа ReadOnlySpan:

Span - это тип данных, обеспечивающий единый интерфейс работы с разнородными типами массивов данных, а также возможность передать в другой метод подмножество этого массива таким образом, чтобы вне зависимости от глубины взятия контекста скорость доступа к исходному массиву была константной и максимально высокой.

И действительно: если мы имеем примерно такой код:

public void Method1(Span<byte> buffer)

{

buffer[0] = 0;

Method2(buffer.Slice(1,2));

}

Method2(Span<byte> buffer)

{

buffer[0] = 0;

Method3(buffer.Slice(1,1));

}

Method3(Span<byte> buffer)

{

buffer[0] = 0;

}

то скорость доступа к исходному буферу будет максимально высокой: вы работаете не с managed объектом, а с managed указателем. Т.е. не с .NET managed типом, а с unsafe типом, заключенным в managed оболочку.

### Span<T> на примерах

Человек так устроен, что зачастую пока он не получит определенного опыта, то конечного понимания, для чего необходим инструмент, часто не приходит. А потому, поскольку нам нужен некий опыт, давайте обратимся к примерам.

#### ValueStringBuilder

Одним из самых алгоритмически интересных примеров является тип ValueStringBuilder, который прикопан где-то в недрах mscorlib и почему-то как и многие другие интереснейшие типы данных помечен модификатором internal, что означает, что, если бы не исследование исходного кода mscorlib, о таком замечательном способе оптимизации мы бы никогда не узнали.

Каков основной минус системного типа StringBuilder? Это конечно же его суть: как он сам, так и то, на чем он основан (а это массив символов char[]) - являются типами ссылочными. А это значит как минимум две вещи: мы все равно (хоть и немного) нагружаем кучу и второе - увеличиваем шансы промаха по кэшам процессора.

Еще один вопрос, который у меня возникал к StringBuilder - это формирование маленьких строк. Т.е. когда результирующая строка "зуб даю" будет короткой: например, менее 100 символов. Когда мы имеем достаточно короткие форматирования, к производительности возникают вопросы:

$"{x} is in range [{min};{max}]"

Насколько эта запись хуже чем ручное формирование через StringBuilder? Ответ далеко не всегда очевиден: все сильно зависит от места формирования: как часто будет вызван данный метод. Ведь сначала string.Format выделяет память под внутренний StringBuilder, который создаст массив символов (SourceString.Length + args.Length \* 8) и если в процессе формирования массива выяснится, что длина не была угадана, то для формирования продолжения будет создан еще один StringBuilder, формируя тем самым односвязный список. А в результате - необходимо будет вернуть сформированную строку: а это еще одно копирование. Транжирство и расточительство. Вот если бы избавиться от размещения в куче первого массива формируемой строки, было бы замечательно: от одной проблемы мы бы точно избавились.

Взглянем на тип из недр mscorlib:

**Класс ValueStringBuilder** [/src/mscorlib/shared/System/Text/ValueStringBuilder](https://github.com/dotnet/coreclr/blob/efebb38f3c18425c57f94ff910a50e038d13c848/src/mscorlib/shared/System/Text/ValueStringBuilder.cs)

internal ref struct ValueStringBuilder

{

// это поле будет активно если у нас слишком много символов

private char[] \_arrayToReturnToPool;

// это поле будет основным

private Span<char> \_chars;

private int \_pos;

// тип принимает буфер извне, делигируя выбор его размера вызывающей стороне

public ValueStringBuilder(Span<char> initialBuffer)

{

\_arrayToReturnToPool = null;

\_chars = initialBuffer;

\_pos = 0;

}

public int Length

{

get => \_pos;

set

{

int delta = value - \_pos;

if (delta > 0)

{

Append('\0', delta);

}

else

{

\_pos = value;

}

}

}

// Получение строки - копирование символов из массива в массив

public override string ToString()

{

var s = new string(\_chars.Slice(0, \_pos));

Clear();

return s;

}

// Вставка в середину сопровождается развиганием символов

// исходной строки чтобы вставить необходимый: путем копирования

public void Insert(int index, char value, int count)

{

if (\_pos > \_chars.Length - count)

{

Grow(count);

}

int remaining = \_pos - index;

\_chars.Slice(index, remaining).CopyTo(\_chars.Slice(index + count));

\_chars.Slice(index, count).Fill(value);

\_pos += count;

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public void Append(char c)

{

int pos = \_pos;

if (pos < \_chars.Length)

{

\_chars[pos] = c;

\_pos = pos + 1;

}

else

{

GrowAndAppend(c);

}

}

[MethodImpl(MethodImplOptions.NoInlining)]

private void GrowAndAppend(char c)

{

Grow(1);

Append(c);

}

// Если исходного массива, переданного конструктором не хватило

// мы выделяем массив из пула свободных необходимого размера

// На самом деле идеально было бы если бы алгоритм дополнительно создавал

// дискретность в размерах массивов чтобы пул не был бы фрагментированным

[MethodImpl(MethodImplOptions.NoInlining)]

private void Grow(int requiredAdditionalCapacity)

{

Debug.Assert(requiredAdditionalCapacity > \_chars.Length - \_pos);

char[] poolArray = ArrayPool<char>.Shared.Rent(Math.Max(\_pos + requiredAdditionalCapacity, \_chars.Length \* 2));

\_chars.CopyTo(poolArray);

char[] toReturn = \_arrayToReturnToPool;

\_chars = \_arrayToReturnToPool = poolArray;

if (toReturn != null)

{

ArrayPool<char>.Shared.Return(toReturn);

}

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void Clear()

{

char[] toReturn = \_arrayToReturnToPool;

this = default; // for safety, to avoid using pooled array if this instance is erroneously appended to again

if (toReturn != null)

{

ArrayPool<char>.Shared.Return(toReturn);

}

}

// Пропущенные методы: с ними и так все ясно

private void AppendSlow(string s);

public bool TryCopyTo(Span<char> destination, out int charsWritten);

public void Append(string s);

public void Append(char c, int count);

public unsafe void Append(char\* value, int length);

public Span<char> AppendSpan(int length);

}

Этот класс по своему функционалу сходен со своим старшим собратом StringBuilder, обладая при этом одной интересной и очень важной особенностью: он является значимым типом. Т.е. хранится и передается целиком по значению. А новейший модификатор типа ref, который приписан к сигнатуре объявления типа, говорит нам о том, что данный тип обладает дополнительным ограничением: он имеет право находиться только на стеке. Т.е. вывод его экмепляров в поля классов приведет к ошибке. К чему все эти приседания? Для ответа на этот вопрос достаточно посмотреть на класс StringBuilder, суть которого мы только что описали:

**Класс StringBuilder** [/src/mscorlib/src/System/Text/StringBuilder.cs](https://github.com/dotnet/coreclr/blob/68f72dd2587c3365a9fe74d1991f93612c3bc62a/src/mscorlib/src/System/Text/StringBuilder.cs#L47-L62)

public sealed class StringBuilder : ISerializable

{

// A StringBuilder is internally represented as a linked list of blocks each of which holds

// a chunk of the string. It turns out string as a whole can also be represented as just a chunk,

// so that is what we do.

internal char[] m\_ChunkChars; // The characters in this block

internal StringBuilder m\_ChunkPrevious; // Link to the block logically before this block

internal int m\_ChunkLength; // The index in m\_ChunkChars that represent the end of the block

internal int m\_ChunkOffset; // The logical offset (sum of all characters in previous blocks)

internal int m\_MaxCapacity = 0;

// ...

internal const int DefaultCapacity = 16;

StringBuilder - это класс, внутри которого находится ссылка на массив символов. Т.е. когда вы создаете его, то по сути создается как минимум два объекта: сам StringBuilder и массив символов в как минимум 16 символов (кстати именно поэтому так важно задавать предполагаемую длину строки: ее построение будет идти через генерацию односвязного списка 16-символьных массивов. Согласитесь, расточительство). Что это значит в контексте нашего разговора о типе ValueStringBuilder: capacity по-умолчанию отсутствует, т.к. он заимствует память извне, плюс он сам является значимым типом и заставляет пользователя расположить буфер для символов на стеке. Как итог весь экземпляр типа помещается на стек вместе с его содержимым и вопрос оптимизации здесь становится решенным. Нет выделения памяти в куче? Нет проблем с проседанием производительности по куче. Но вы мне скажите: почему тогда не пользоваться ValueStringBuilder (или его самописной версией: сам он internal и нам не доступен) всегда? Ответ такой: надо смотреть на задачу, которая вами решается. Будет ли результирующая строка известного размера? Будет ли она иметь некий известный максимум по длине? Если ответ "да" и если при этом размер строки не выходит за некоторые разумные границы, то можно использовать значимую версию StringBuilder. Иначе, если мы ожидаем длинные строки, переходим на использование обычной версии.

#### ValueListBuilder

Второй тип данных, который хочется особенно - отметить - это тип ValueListBuilder. Создан он для ситуаций, когда необходимо на короткое время создать некоторую коллекцию элементов и тут же отдать ее в обработку некоторому алгоритму.

Согласитесь: задача очень похожа на задачу ValueStringBuilder. Да и решена она очень похожим образом:

**Файл**[**ValueListBuilder.cs**](https://github.com/dotnet/coreclr/blob/dbaf2957387c5290a680c8918779683194137b1d/src/System.Private.CoreLib/shared/System/Collections/Generic/ValueListBuilder.cs)

Если говорить прямо, то такие ситуации достаточно частые. Однако раньше мы решали этот вопрос другим способом: создавали List, заполняли его данными и теряли ссылку. Если при этом метод вызывается достаточно часто, возникает печальная ситуация: множество экземпляров класса List повисает в куче, а вместе с ними повисают в куче и массивы, с ними ассоциированные. Теперь эта проблема решена: дополнительных объектов создано не будет. Однако, как и в случае с ValueStringBuilder, решена она только для программистов Microsoft: класс имеет модификатор internal.

### Правила и практика использования

Для того чтобы окончательно понять суть нового типа данных, необходимо "поиграться" с ним, написав пару-тройку, а лучше - больше методов, его использующих. Однако, основные правила можно почерпнуть уже сейчас:

* Если ваш метод будет обрабатывать некоторый входящий набор данных, не меняя его размер, можно попробовать остановиться на типе Span. Если при этом не будет модификации этого буфера, то на типе ReadOnlySpan;
* Если ваш метод будет работать со строками, вычисляя какую-то статистику либо производя синтаксический разбор строки, то ваш метод обязан принимать ReadOnlySpan<char>. Именно обязан: это новое правило. Ведь если вы принимаете строку, тем самым вы заставляете кого-то сделать для вас подстроку
* Если необходимо в рамках работы метода сделать достаточно короткий массив с данными (скажем, 10Кб максимум), то вы с легкостью можете организовать такой массив при помощи Span<TType> buf = stackalloc TType[size]. Однако, конечно, TType должен быть только значимым типом, т.к. stackalloc работает только со значимыми типами.

В остальных случаях стоит присмотреться либо к Memory либо использовать классические типы данных.

**> TODO more**

### Как работает Span

Дополнительно хотелось бы поговорить о том, как работает Span и что в нем такого примечательного. А поговорить есть, о чем: сам тип данных делится на две версии: для .NET Core 2.0+ и для всех остальных.

**Файл**[**Span.Fast.cs, .NET Core 2.0**](https://github.com/dotnet/coreclr/blob/38403e661a4202ca4c8a72e4bbd9a263bddeb891/src/System.Private.CoreLib/shared/System/Span.Fast.cs)

public readonly ref partial struct Span<T>

{

/// Ссылка на объект .NET или чистый указатель

internal readonly ByReference<T> \_pointer;

/// Длина буфера данных по указателю

private readonly int \_length;

// ...

}

**Файл ??? [decompiled]**

public ref readonly struct Span<T>

{

private readonly System.Pinnable<T> \_pinnable;

private readonly IntPtr \_byteOffset;

private readonly int \_length;

// ...

}

Все дело в том что большой .NET Framework и .NET Core 1.\* не имеют специальным образом измененного сборщика мусора (в отличии от версии .NET Core 2.0+) и потому вынуждены тащить за собой дополнительный указатель: на начало буфера, с которым идет работа. Т.е., получается, что Span внутри себя работает с управляемыми объектами платформы .NET как с неуправляемыми. Взгляните на внутренности второго варианта структуры: там присутствует три поля. Первое поле - это ссылка на managed объект. Второе - смещение относительно начала этого объекта в байтах? чтобы получить начало буфера данных (в строках это - буфер с символами char, в массивах - буфер с данными массива). И, наконец, третье поле - количество уложенных друг за другом элементов этого буфера.

Для примера возьмем работу Span для строк:

**Файл**

[**coreclr::src/System.Private.CoreLib/shared/System/MemoryExtensions.Fast.cs**](https://github.com/dotnet/coreclr/blob/2b50bba8131acca2ab535e144796941ad93487b7/src/System.Private.CoreLib/shared/System/MemoryExtensions.Fast.cs#L409-L416)

public static ReadOnlySpan<char> AsSpan(this string text)

{

if (text == null)

return default;

return new ReadOnlySpan<char>(ref text.GetRawStringData(), text.Length);

}

Где string.GetRawStringData() выглядит следующим образом:

**Файл с определением полей**

[**coreclr::src/System.Private.CoreLib/src/System/String.CoreCLR.cs**](https://github.com/dotnet/coreclr/blob/2b50bba8131acca2ab535e144796941ad93487b7/src/System.Private.CoreLib/src/System/String.CoreCLR.cs#L16-L23)

**Файл с определением GetRawStringData**

[**coreclr::src/System.Private.CoreLib/shared/System/String.cs**](https://github.com/dotnet/coreclr/blob/2b50bba8131acca2ab535e144796941ad93487b7/src/System.Private.CoreLib/shared/System/String.cs#L462)

public sealed partial class String :

IComparable, IEnumerable, IConvertible, IEnumerable<char>,

IComparable<string>, IEquatable<string>, ICloneable

{

//

// These fields map directly onto the fields in an EE StringObject. See object.h for the layout.

//

[NonSerialized] private int \_stringLength;

// For empty strings, this will be '\0' since

// strings are both null-terminated and length prefixed

[NonSerialized] private char \_firstChar;

internal ref char GetRawStringData() => ref \_firstChar;

}

Т.е. получается, что метод лезет напрямую вовнутрь строки, а спецификация ref char позволяет отслеживать GC неуправляемую ссылку во внутрь строки, перемещая его вместе со строкой во время срабатывания GC.

Та же самая история происходит и с массивами: когда создается Span, то некий код внутри JIT рассчитывает смещение начала данных массива и этим смещением инициализирует Span. А как подсчитать смещения для строк и массивов, мы научились в главе [про структуру объектов в памяти](https://github.com/sidristij/dotnetbook/blob/master/.%5CObjectsStructure.md).

### Span<T> как возвращаемое значение

Несмотря на всю идиллию, связанную со Span, существуют хоть и логичные, но неожиданные ограничения на его возврат из метода. Если взглянуть на следующий код:

unsafe void Main()

{

var x = GetSpan();

}

public Span<byte> GetSpan()

{

Span<byte> reff = new byte[100];

return reff;

}

то все выглядит крайне логично и хорошо. Однако, стоит заменить одну инструкцию другой:

unsafe void Main()

{

var x = GetSpan();

}

public Span<byte> GetSpan()

{

Span<byte> reff = stackalloc byte[100];

return reff;

}

как компилятор запретит инструкцию такого вида. Но прежде чем написать, почему, я прошу вас самим догадаться, какие проблемы понесет за собой такая конструкция.

Итак, я надеюсь, что вы подумали, построили догадки и предположения, а может даже и поняли причину. Если так, главу про [стек потока](https://github.com/sidristij/dotnetbook/blob/master/ThreadStack.md) я по винтикам расписывал не зря. Ведь дав таким образом ссылку на локальные переменные метода, который закончил работу, вы можете вызвать другой метод, дождаться окончания его работы и через x[0.99] прочитать его локальные переменные.

Однако, к счастью, когда мы делаем попытку написать такого рода код, компилятор дает нам по рукам, выдав предупреждение: CS8352 Cannot use local 'reff' in this context because it may expose referenced variables outside of their declaration scope и будет прав: ведь если обойти эту ошибку, то возникает возможность, например, находясь в плагине подстроить такую ситуацию, что станет возможным украсть чужие пароли или повысить привилегии выполнения нашего плагина.

## Memory<T> и ReadOnlyMemory<T>

Визуальных отличий Memory<T> от Span<T> два. Первое - тип Memory<T> не содержит ограничения ref в заголовке типа. Т.е., другими словами, тип Memory<T> имеет право находиться не только на стеке, являясь либо локальной переменной либо параметром метода либо его возвращаемым значением, но и находиться в куче, ссылаясь оттуда на некоторые данные в памяти. Однако эта маленькая разница создает огромную разницу в поведении и возможностях Memory<T> в сравнении с Span<T>. В отличии от Span<T>, который представляет собой средство пользования неким буфером данных для некоторых методов, тип Memory<T> предназначен для хранения информации о буфере, а не для работы с ним. Отсюда возникает разница в API:

* Memory<T> не содержит методов доступа к данным, которыми он заведует. Вместо этого он имеет свойство Span и метод Slice, которые возвращают рабочую лошадку - экземпляр типа Span.
* Memory<T> дополнительно содержит метод Pin(), предназначенный для сценариев, когда хранящийся буфер необходимо передать в unsafe код. При его вызове для случаев, когда память была выделена в .NET, буфер будет закреплен (pinned) и не будет перемещаться при срабатывании GC, возвращая пользователю экземпляр структуры MemoryHandle, инкапсулирующей в себе понятие отрезка жизни GCHandle, закрепившего буфер в памяти:

public unsafe struct MemoryHandle : IDisposable

{

private void\* \_pointer;

private GCHandle \_handle;

private IPinnable \_pinnable;

/// <summary>

/// Создает MemoryHandle для участка памяти

/// </summary>

public MemoryHandle(void\* pointer, GCHandle handle = default, IPinnable pinnable = default)

{

\_pointer = pointer;

\_handle = handle;

\_pinnable = pinnable;

}

/// <summary>

/// Возвращает указатель на участок памяти, который как предполагается, закреплен и данный адрес не поменяется

/// </summary>

[CLSCompliant(false)]

public void\* Pointer => \_pointer;

/// <summary>

/// Освобождает \_handle и \_pinnable, также сбрасывая указатель на память

/// </summary>

public void Dispose()

{

if (\_handle.IsAllocated)

{

\_handle.Free();

}

if (\_pinnable != null)

{

\_pinnable.Unpin();

\_pinnable = null;

}

\_pointer = null;

}

}

Однако, для начала предлагаю познакомиться со всем набором классов. И в качестве первого из них, взглянем на саму структуру Memory<T> (показаны не все члены типа, а показавшиеся наиболее важными):

public readonly struct Memory<T>

{

private readonly object \_object;

private readonly int \_index, \_length;

public Memory(T[] array) { ... }

public Memory(T[] array, int start, int length) { ... }

internal Memory(MemoryManager<T> manager, int length) { ... }

internal Memory(MemoryManager<T> manager, int start, int length) { ... }

public int Length => \_length & RemoveFlagsBitMask;

public bool IsEmpty => (\_length & RemoveFlagsBitMask) == 0;

public Memory<T> Slice(int start, int length);

public void CopyTo(Memory<T> destination) => Span.CopyTo(destination.Span);

public bool TryCopyTo(Memory<T> destination) => Span.TryCopyTo(destination.Span);

}

Помимо указания полей структуры я решил дополнительно указать на то, что существует еще два internalконструктора типа, работающих на основании еще одной сущности - MemoryManager, речь о котором зайдет несколько дальше и что не является чем-то, о чем вы, возможно, только что подумали: менеджером памяти в классическом понимании. Однако, как и Span, Memory точно также содержит в себе ссылку на объект, по которому будет производить навигация, а также смещение и размер внутреннего буфера. Также, дополнительно, стоит отметить что Memory может быть создан оператором new только на основании массива плюс методами расширения - на основании строки, массива и ArraySegment. Т.е. его создание на основании unmanaged памяти вручную не подразумевается. Однако, как мы видим, существует некий внутренний метод создания этой структуры на основании MemoryManager:

**Файл**[**MemoryManager.cs**](https://github.com/dotnet/corefx/blob/master/src/Common/src/CoreLib/System/Buffers/MemoryManager.cs)

public abstract class MemoryManager<T> : IMemoryOwner<T>, IPinnable

{

public abstract MemoryHandle Pin(int elementIndex = 0);

public abstract void Unpin();

public virtual Memory<T> Memory => new Memory<T>(this, GetSpan().Length);

public abstract Span<T> GetSpan();

protected Memory<T> CreateMemory(int length) => new Memory<T>(this, length);

protected Memory<T> CreateMemory(int start, int length) => new Memory<T>(this, start, length);

void IDisposable.Dispose()

protected abstract void Dispose(bool disposing);

}

Которая инкапсулирует в себе понятие владельца участка памяти. Другими словами если Span - средство работы с памятью, Memory - средство хранения информации о конкретном участке, то MemoryManager - средство контроля его жизни, его владелец. Для примера можно взять тип NativeMemoryManager<T>, который хоть и написан для тестов, однако не плохо отражает суть понятия "владение":

**Файл**[**NativeMemoryManager.cs**](https://github.com/dotnet/corefx/blob/888088448ac5dd1053d88434dfd819dcbc0fd9a1/src/Common/tests/System/Buffers/NativeMemoryManager.cs)

internal sealed class NativeMemoryManager : MemoryManager<byte>

{

private readonly int \_length;

private IntPtr \_ptr;

private int \_retainedCount;

private bool \_disposed;

public NativeMemoryManager(int length)

{

\_length = length;

\_ptr = Marshal.AllocHGlobal(length);

}

public override void Pin() { ... }

public override void Unpin()

{

lock (this)

{

if (\_retainedCount > 0)

{

\_retainedCount--;

if (\_retainedCount == 0)

{

if (\_disposed)

{

Marshal.FreeHGlobal(\_ptr);

\_ptr = IntPtr.Zero;

}

}

}

}

}

// Другие методы

}

Т.е., другими словами, класс обеспечивает возможность вложенных вызовов метода Pin() подсчитывая тем самым образующиеся ссылки из unsafe мира.

Еще одной сущностью, тесно связанной с Memory является MemoryPool, который обеспечивает пулинг экземпляров MemoryManager (а по факту - IMemoryOwner):

**Файл**[**MemoryPool.cs**](https://github.com/dotnet/corefx/blob/f592e887e2349ed52af6a83070c42adb9d26408c/src/System.Memory/src/System/Buffers/MemoryPool.cs)

public abstract class MemoryPool<T> : IDisposable

{

public static MemoryPool<T> Shared => s\_shared;

public abstract IMemoryOwner<T> Rent(int minBufferSize = -1);

public void Dispose() { ... }

}

Который предназначен для выдачи буферов необходимого размера во временное пользование. Арендуемые экземпляры, реализующие интерфейс IMemoryOwner<T> имеют метод Dispose(), который возвращает арендованный массив обратно в пул массивов. Причем по умолчанию вы можете пользоваться общим пулом буферов, который построен на основе ArrayMemoryPool:

**Файл**[**ArrayMemoryPool.cs**](https://github.com/dotnet/corefx/blob/56dfb8834fa50f3bc61ea9b4bfdc9dcc759b6ec9/src/System.Memory/src/System/Buffers/ArrayMemoryPool.cs)

internal sealed partial class ArrayMemoryPool<T> : MemoryPool<T>

{

private const int MaximumBufferSize = int.MaxValue;

public sealed override int MaxBufferSize => MaximumBufferSize;

public sealed override IMemoryOwner<T> Rent(int minimumBufferSize = -1)

{

if (minimumBufferSize == -1)

minimumBufferSize = 1 + (4095 / Unsafe.SizeOf<T>());

else if (((uint)minimumBufferSize) > MaximumBufferSize)

ThrowHelper.ThrowArgumentOutOfRangeException(ExceptionArgument.minimumBufferSize);

return new ArrayMemoryPoolBuffer(minimumBufferSize);

}

protected sealed override void Dispose(bool disposing) { }

}

И на основании данной архитектуры вырисовывается следующая картина мира:

* Тип данных Span необходимо использовать в параметрах методов, если вы подразумеваете либо считывание данных (ReadOnlySpan), либо считывание либо запись (Span). Но не задачу его сохранения в поле класса для использования в будущем
* Если вам необходимо хранить ссылку на буфер данных из поля класса, необходимо использовать Memory<T> или ReadOnlyMemory<T> - в зависимости от целей
* MemoryManager<T> - это владелец буфера данных (можно не использовать: по необходимости). Необходим, когда, например, встает необходимость подсчитывать вызовы Pin(). Или когда необходимо обладать знаниями о том, как освобождать память
* Если Memory построен вокруг неуправляемого участка памяти, Pin() ничего не сделает. Однако, это унифицирует работу с разными типами буферов: как в случае управляемого так и в случае неуправляемого кода интерфейс взаимодействия будет одинаковым
* Каждый из типов имеет публичные конструкторы. А это значит, что вы можете пользоваться как Span напрямую, так и получать его экземпляр из Memory. Сам Memory вы можете создать как отдельно, так и организовать для него IMemoryOwner тип, который будет владеть участком памяти, на который будет ссылаться Memory. Частным случаем может являться любой тип, основанный на MemoryManager: некоторое локальное владение участком памяти (например, с подсчетом ссылок из unsafe мира). Если при этом необходим пуллинг таких буферов (ожидается частый траффик буферов примерно равного размера), можно возпользоваться типом MemoryPool.
* Если подразумевается что вам необходимо работать с unsafe кодом, передавая туда некий буфер данных, стоит использовать тип Memory: он имеет метод Pin, автоматизирующий фиксацию буфера в куче .NET, если тот был там создан.
* Если же вы имеете некий трафик буферов (например, вы решаете задачу парсинга текста программы или какого-то DSL), стоит воспользоваться типом MemoryPool, который можно организовать очень правильным образом, выдавая из пула буферы подходящего размера (например, немного большего если не нашлось подходящего, но с обрезкой originalMemory.Slice(requiredSize) чтобы не фрагментировать пул)

# Reference Types vs Value Types

Давайте в первую очередь поговорим про Reference Types и Value Types. И если говорить про разницу между ними и про полезность каждого из типов, то первое, о чем я бы упомянул - так это о своих мыслях об их названии. На мой скромный взгляд, если бы в русскоязычном сегменте их назвали ссылочные и значимые типы вместо проговаривания Value Types и Reference Types, то с пониманием разницы между ними все бы встало на свои места.

Очень часто при вопросе что такое ссылочные и значимые типы, люди отвечают, что ссылочные живут в куче, а значимые - в стеке. И это в корне неправильно. Это настолько маленькая часть правды, что правдой не может считаться в принципе

Также, чтобы понимать разницу между ними, давайте и будем изучать их с точки зрения разницы:

* Значимый тип: значением является **вся структура целиком**. Для ссылочного типа значением является **ссылка** на объект;
* По структуре в памяти: значимые типы содержат только те данные, которые вы указали. Ссылочные также содержат два системных поля. Первое необходимо для хранения SyncBlockIndex, второе - для хранения информации о типе: в том числе и о Virtual Methods Table (VMT)
* Однако, ссылочные типы можно наследовать, переопределяя методы. Значимые типы лишены такой возможности;
* Но чтобы выделить ссылочный тип, надо аллоцировать место в куче. Значимый тип может работать на стеке, не уходя в кучу, а может стать частью ссылочного типа. Это свойство может значительно повысить производительность для некоторых алгоритмов;

Однако, есть и общие черты:

* Оба подкласса наследуют тип object, а значит - могут выступать как его представители - на полных правах

Рассмотрим каждую особенность в отдельности.

## Копирование

Самую главную и основополагающую разницу между типами можно описать примерно так:

* Любая переменная, поле класса/структуры или же параметр метода, которые принимают ссылочный тип, на самом деле хранят в себе **ссылку** на значение;
* Тогда как любая переменная, поле класса/структуры или же параметр метода, которые принимают значимый тип, на самом деле хранят в себе именно значение. Т.е. всю структуру целиком;

Что это значит для нас? Это в частности значит, что любое присваивание или прокидывание через параметр метода вызовет копирование значения. А поменяв копию, оригинал изменен не будет. При этом если вы меняете поля ссылочного типа, изменения "получают" все, кто имеют ссылку на экземпляр типа. Давайте рассмотрим это на примере:

DateTime dt = DateTime.Now; // Здесь сначала при вызове метода будет выделено место под переменную DateTime,

// но заполнено оно будет нулями. Далее копируется все значение свойства Now в переменную dt

DateTime dt2 = dt; // Здесь значение копируется еще раз

object obj = new object(); // Тут мы создаем объект, выделяя память в Small Object Heap, и размещаем указатель на объект в переменной obj

object obj2 = obj; // Тут мы копируем ссылку на этот объект. Т.е. объект - один, а ссылок - две

Это свойство рождает ряд двусмысленных на первый взгляд конструкций кода. Одна из них - изменение значений в коллекциях:

// Объявим структуру

struct ValueHolder

{

public int Data;

}

// Создадим массив таких структур и проинициализируем поле Data = 5

var array = new [] { new ValueHolder { Data = 5 } };

// Заберем по индексу структуру и в поле Data выставим 4

array[0].Data = 4;

// Проверим значение

Console.WriteLine(array[0].Data);

В данном коде есть маленькая хитрость. Код выглядит так, будто мы сначала достаем экземпляр структуры, а затем у полученной копии выставляем поле Data в новое значение. А это значит, что при проверке мы снова должны получить 5. Однако все совсем не так. Все дело в том, что в MSIL есть отдельная инструкция для выставления значения полей структур, находящихся в массивах. Она была введена для повышения производительности. И этот код отработает именно так, как и было задумано его автором: программа выведет в консоль число 4.

Однако стоит изменить пример так:

// Объявим структуру

struct ValueHolder

{

public int Data;

}

// Создадим список таких структур и проинициализируем поле Data = 5

var list = new List<ValueHolder> { new ValueHolder { Data = 5 } };

// Заберем по индексу структуру и в поле Data выставим 4

list[0].Data = 4;

// Проверим значение

Console.WriteLine(list[0].Data);

Так у нас ничего даже и не скомпилируется. А все потому, что когда вы пишете list[0].Data = 4, то сначала вы получаете именно копию структуры. Вы ведь на самом деле вызываете метод экземпляра типа List, который скрывается за доступом по индексу. И который в свою очередь забирает копию структуры из внутреннего массива (List хранит данные в массивах), которая возвращается из метода доступа по индексу - вам. После чего вы пытаетесь модифицировать копию, которая далее нигде не используется. Это - не то чтобы ошибка, но абсолютно бессмысленный код. А компилятор, зная, что люди путаются с Value Types, запрещает такое поведение. Поэтому пример должен быть переписан таким образом:

// Объявим структуру

struct ValueHolder

{

public int Data;

}

// Создадим список таких структур и проинициализируем поле Data = 5

var list = new List<ValueHolder> { new ValueHolder { Data = 5 } };

// Заберем по индексу структуру и в поле Data выставим 4, после чего сохраним обратно

var copy = list[0];

copy.Data = 4;

list[0] = copy;

// Проверим значение

Console.WriteLine(list[0].Data);

Несмотря на кажущееся многословие, он корректен. Когда программа отработает, в консоль выведется число 4.

Вторым примером я хочу показать вам, что вообще понимается под "значением структуры является вся структура целиком"

// Вариант 1

struct PersonInfo

{

pubilc int Height;

pubilc int Width;

pubilc int HairColor;

}

int x = 5;

PersonInfo person;

int y = 6;

// Вариант 2

int x = 5;

int Height;

int Width;

int HairColor;

int y = 6;

Фактически, по расположению данных в памяти оба примера идентичны. Потому как значением структуры является вся структура в целом. Куда она попала, там под себя память и определила.

// Вариант 1

struct PersonInfo

{

pubilc int Height;

pubilc int Width;

pubilc int HairColor;

}

class Employee

{

public int x;

public PersonInfo person;

public int y;

}

// Вариант 2

class Employee

{

public int x;

pubilc int Height;

pubilc int Width;

pubilc int HairColor;

public int y;

}

Эти примеры также идентичны с точки зрения положения элементов в памяти, т.к. структура просто встает туда, где ее определили: среди полей класса. Я не утверждаю, что это абсолютно идентично: ведь в структуре вы можете оперировать над ее полями при помощи методов структуры.

Если говорить про ссылочные типы, то, понятное дело, для них все обстоит иначе. Сам экземпляр находится в недосягаемом Small Object Heap (SOH) или же в Large Object Heap (LOH), а в поле класса запишется лишь значение указателя на экземпляр: 32-х или 64-разрядное число.

Последний пример, надеюсь, вас не запутает. Но мне хотелось поставить точку в этом вопросе.

// Вариант 1

struct PersonInfo

{

pubilc int Height;

pubilc int Width;

pubilc int HairColor;

}

void Method(int x, PersonInfo person, int y);

// Вариант 2

void Method(int x, int HairColor, int Width, int Height, int y);

Вы меня поняли совершенно корректно: с точки зрения работы с памятью оба варианта будут работать одинаково (но не архитектурной! это вам не замена переменного числа аргументов!). Почему изменился порядок? Потому что параметры метода объявляются друг за другом и в этом порядке складываются в стек потока. Однако стек растет от старших адресов к младшим, а это значит, что порядок складывания по очереди будет отличаться от порядка складывания структуры целиком.

## Переопределяемые методы и наследование

Вторая глобальная разница между ними - это отсутствие таблицы виртуальных методов в структурах. Это означает что:

* В структурах нельзя описать virtual методы, а также - переопределять их;
* Структуры в принципе нельзя наследовать друг от друга. Единственный способ сделать эмуляцию наследования - расположить структуру базового типа первым полем. Тогда по смещениям они будут совпадать, поля "унаследованной" структуры будут располагаться после полей "базовой", и логически вы сделаете наследование;
* Структуры в отличии от классов можно передавать в unmanaged код. Я имею ввиду именно значение. Информация о методах, естественно, будет утеряна. Ведь структура - это просто отрезок памяти, заполненный данными без информации о типе. А это значит, что ее можно без изменений отдавать в unmanaged методы, написанные, например, на C++.

Отсутствие таблицы виртуальных методов хоть и отнимает у структур часть "магии", которую вносит понятие наследования, но и наделяет рядом преимуществ. Первое и самое главное уже было оговорено: мы можем легко и просто отдать во внешний мир (за пределы .NET Framework) экземпляр такой структуры. Это ведь просто участок памяти! Либо мы можем принять из unmanaged кода некий участок памяти и сделать приведение типа к нашей структуре, чтобы сделать более удобный доступ к ее полям. С классами такое поведение не пройдет: у классов существует два поля, которые никому не доступны: это SyncBlockIndex и адрес таблицы виртуальных методов. Если эти два поля уйдут в unmanaged код, это станет очень опасным. Ведь с любой таблицей виртуальных методов можно умеючи достучаться до любого типа и поменять его, осуществив атаку на приложение.

Давайте докажем, что это просто участок памяти без какой-либо дополнительной логики:

unsafe void Main()

{

int secret = 666;

HeightHolder hh;

hh.Height = 5;

WidthHolder wh;

unsafe

{

// Если бы у структур была информация о типе, это приведение не смогло бы работать:

// CLR перед приведением типа проверила бы иерархию и, не найдя в ней WidthHolder,

// выбросила бы InvalidCastException. Но поскольку структура - просто участок памяти,

// в unsafe мире никто не мешает вам интерпретировать его какой угодно структурой

wh = \*(WidthHolder\*)&hh;

}

Console.WriteLine("Width: " + wh.Width);

Console.WriteLine("Secret: " + wh.Secret);

}

struct WidthHolder

{

public int Width;

public int Secret;

}

struct HeightHolder

{

public int Height;

}

В данном примере мы осуществляем недопустимую с точки зрения строгой типизации операцию: мы приводим один тип к несовместимому другому, который содержит одно лишнее поле. В методе Main мы вводим дополнительную переменную, значение которой по-идее секретно и не должно быть считано. Однако это не так. Пример уверенно выводит на экран значение переменной метода Main(), которая не находится ни в одной из структур. Тут на вашем лице должна расплыться улыбка, а в голове промелькнуть фраза "ну ни черта себе дыра в безопасности!!!"... Но на самом деле все не так очевидно. Обезопасить свой код от вызываемого unmanaged практически невозможно. Все дело в первую очередь - в структуре стека потока, о котором мы поговорим чуть позже, и по которому можно легко уйти в вызываемый код, и похимичить с локальными переменными. Защита от такого рода атак строится другими путями. Например, на рандомизации размера кадра стека или на стирании информации о регистре EBP - для усложнения восстановления стекового кадра. Но не будем слишком углубляться: это тема отдельного разговора. Единственное, о чем стоит упомянуть в рамках этого примера, это почему же при том, что переменная secretнаходится **перед** определением переменной hh, а в структуре WidthHolder - **после** (т.е. по сути визуально - в разных местах), ее значение прекрасно считалось. А все потому, что стек растет не слева направо, а наоборот - справа налево. Т.е. переменные, объявленные первыми, будут находиться по более старшим адресам, а те, кто объявлены позднее - по более ранним.

## Поведение при вызове экземплярных методов

Оба типа данных обладают еще одной интересной особенностью, которая не лежит на поверхности, и которая может пролить еще немного света в строение обоих типов. И эта особенность связана с вызовом экземплярных методов.

// Пример с ссылочным типом

class FooClass

{

private int x;

public void ChangeTo(int val)

{

x = val;

}

}

// Пример с значимым типом

struct FooStruct

{

private int x;

public void ChangeTo(int val)

{

x = val;

}

}

FooClass klass = new FooClass();

FooStruct strukt = new FooStruct();

klass.ChangeTo(10);

strukt.ChangeTo(10);

Если рассуждать логически, то можно легко и просто прийти к выводу, что тело у метода компилируется одно. Т.е. нет такого, что у каждого экземпляра типа компилируется свой набор методов, который при этом совершенно идентичен набору методов других экземпляров. Однако, вызванный метод прекрасно знает для какого экземпляра он вызван. Это достигается тем, что первым параметром передается ссылка на экземпляр типа. Можно наш пример легко переписать, и это будет совершенно идентично тому, что было написано выше (я намеренно не привожу пример с виртуальными методами. У них все по-другому):

// Пример с ссылочным типом

class FooClass

{

public int x;

}

// Пример с значимым типом

struct FooStruct

{

public int x;

}

public void ChangeTo(FooClass klass, int val)

{

klass.x = val;

}

public void ChangeTo(ref FooStruct strukt, int val)

{

strukt.x = val;

}

FooClass klass = new FooClass();

FooStruct strukt = new FooStruct();

ChangeTo(klass, 10);

ChangeTo(ref strukt, 10);

Стоит пояснить, почему я использовал ключевое слово ref. Если бы я его не использовал, то получилась бы ситуация, в которой я получил параметром метода **копию** структуры вместо оригинала, поменял ее, а оригинал бы остался неизменным. Мне бы пришлось возвращать измененную копию из метода вызывающей стороне (еще одно копирование), а вызывающая сторона сохранила бы это значение обратно в переменной (еще одно копирование). Вместо этого в экземплярный метод отдается указатель на структуру, по которому она и меняется. Сразу оригинал. Заметьте, что передача по указателю никак не влияет на производительность, т.к. любые операции на уровне процессора итак происходят по указателям. Т.е. ref - это из мира C#, не более того.

## Возможность указать положение элементов

Еще одной возможностью обоих классов типов является возможность точно указать, по какому смещению относительно начала структуры в памяти располагается то или иное поле. Это введено по нескольким причинам:

* для работы с внешними API, которые располагаются в unmanaged world, чтобы не "отбивать" до нужного поля неиспользуемыми полями
* чтобы, например, приказать компилятору расположить некоторое поле точно в самом начале типа ([FieldOffset(0)]). Тогда это ускорит работу с ним. А если это поле очень часто используется, то на этом можно неплохо сэкономить. Отмечу только одну важную деталь. Указанное справедливо только для значимых типов. Ведь в ссылочных по нулевому смещению располагается адрес таблицы виртуальных методов, который занимает 1 процессорное слово. Т.е. даже если вы обращаетесь к самому первому полю класса, обращение все равно будет идти по более сложной адресации (адрес + смещение). Кстати это сделано не просто так: самым часто-используемым полем класса является именно адрес таблицы виртуальных методов, т.к. именно через нее виртуальные методы и вызываются;
* вы можете установить несколько полей по одному адресу. Тогда одно и то же значение может быть интерпретировано как различные типы данных. В C++ такой тип данных называется union;
* также вы можете ничего не объявлять: компилятор будет размещать поля так, как ему покажется оптимальным. Т.е. конечный порядок полей может оказаться другим;

**Общие положения**

* **Auto**: Среда выполнения автоматически выбирает расположение и упаковку для всех полей класса или структуры. Структуры, определенные с помощью члена этого перечисления, не могут быть предоставлены за пределами управляемого кода. Попытка это сделать приводит к возникновению исключения;
* **Explicit**: Программист явным образом контролирует точное положение каждого поля объекта. Каждое поле должно использовать FieldOffsetAttribute для указания его точного расположения;
* **Sequential**: Члены объекта располагаются последовательно в порядке, указанном при проектировании типа. Также они располагаются в соответствии с указанным StructLayoutAttribute.Pack значением шага упаковки.

**Использование FieldOffset для пропуска неиспользуемых областей структуры**

Тут, конечно же может возникнуть вопрос, почему вообще могут возникнуть поля, которые не используются вообще. Структуры, идущие из unmanaged мира, могут содержать резервные поля, которые могут быть использованы в будущих версиях библиотеки. Если в мире C/C++ принято отбивать такие пропуски путем добавления полей reserved1, reserved2, .., то в .NET мы имеем прекрасную возможность просто задать смещение к началу поля при помощи атрибута FieldOffsetAttribute и [StructLayout(LayoutKind.Explicit)]:

[StructLayout(LayoutKind.Explicit)]

public struct SYSTEM\_INFO

{

[FieldOffset(0)] public ulong OemId;

// 92 байта - резерв

[FieldOffset(100)] public ulong PageSize;

[FieldOffset(108)] public ulong ActiveProcessorMask;

[FieldOffset(116)] public ulong NumberOfProcessors;

[FieldOffset(124)] public ulong ProcessorType;

}

Прошу заметить, что пропуск - это тоже занятое, но не используемое пространство. Размер структуры будет равен 132 байта, а не 40, как может показаться изначально.

**Union**

При помощи FieldOffsetAttribute вы можете эмулировать такой тип из мира C/C++ как union. union – это специальный тип, который позволяет обращаться к одним и тем же данным как к разнотипным сущностям. Давайте посмотрим на примере его эмуляцию:

// Если прочитать RGBA.Value, мы прочитаем Int32 значение, которое будет аккумуляцией всех остальных полей.

// Однако если мы попробуем прочитать RGBA.R, RGBA.G, RGBA.B, RGBA.Alpha, то мы прочитаем отдельные компоненты Int32 числа

[StructLayout(LayoutKind.Explicit)]

public struct RGBA

{

[FieldOffset(0)] public uint Value;

[FieldOffset(0)] public byte R;

[FieldOffset(1)] public byte G;

[FieldOffset(2)] public byte B;

[FieldOffset(3)] public byte Alpha;

}

Здесь вы могли бы задуматься и сказать, что такое поведение возможно только для значимых типов, однако это не так. Как бы странно это ни звучало, но такое поведение можно воспроизвести и для ссылочных типов, перекрыв по одному адресу два ссылочных типа или же ссылочный со значимым:

class Program

{

public static void Main()

{

Union x = new Union();

x.Reference.Value = "Hello!";

Console.WriteLine(x.Value.Value);

}

[StructLayout(LayoutKind.Explicit)]

public class Union

{

public Union()

{

Value = new Holder<IntPtr>();

Reference = new Holder<object>();

}

[FieldOffset(0)]

public Holder<IntPtr> Value;

[FieldOffset(0)]

public Holder<object> Reference;

}

public class Holder<T>

{

public T Value;

}

}

Заметьте что я намеренно перекрыл через Generic тип: при обычном перекрытии в момент загрузки данного типа в домен приложения будет сгенерировано исключение TypeLoadException. На самом деле это только внешне выглядит как брешь в безопасности приложения (особенно со стороны "плагинов" к приложению), однако если мы попробуем запустить этот код из-под защищенного домена, то мы получим все тот же самый TypeLoadException.

## Разница в аллокации

Еще одним важным свойством, кардинально различающимся для обоих типов, является выделение памяти под объект/структуру. Все дело в том, что для того чтобы выделить память под объект, CLR обязана для начала ответить себе на ряд вопросов. Первый - какого размера объект? Меньше он или больше 85К байт? Если меньше, то является ли количество оставшегося места в Small Objects Heap достаточным, чтобы разместить объект? Если нет, запускается Garbage Collection, который для своей работы по сути должен сначала обойти граф объектов, а потом сжать их, переместив на освободившееся место. Если и после этой операции нет места в SOH (например, ничего не было освобождено), то инициируется процесс выделения дополнительных страниц виртуальной памяти, чтобы нарастить размер Small Objects Heap. И только после того как все срастется, выделяется место под объект, а выделенный участок памяти очищается от мусора (обнуляется), размечается SyncBlockIndex и VirtualMethodsTable, после чего ссылка на объект возвращается пользователю.

Если же выделяемый объект имеет размеры, превышающие 85K, то мы имеем дело с Large Objects Heap. Это, например, случай огромных строк и массивов. В этом случае мы должны найти максимально подходящий кусок памяти из списка освобожденных и, если таковых нет, выделить новый участок. Эти процедуры по умолчанию не быстрые, но мы предполагаем, что с объектами такого размера мы будем работать особенно осторожно и они вне контекста данной беседы

Т.е. для RefTypes мы имеем несколько случаев:

* Размер RefType < 85K, место в SOH есть: выделение памяти идет достаточно быстро;
* Размер RefType < 85K, место в SOH заканчивается: выделение памяти идет очень медленно;
* Размер RefType > 85K, выделение памяти идет относительно медленно. А с учетом того, что данные операции редки и не могут ввиду своих размеров конкурировать с ValTypes, нас это сейчас не сильно волнует.

Каков же алгоритм выделения памяти под Value Types? А нет его. Выделение памяти под Value Types не стоит абсолютно ничего. Единственное, что происходит при его "выделении" - это обнуление полей. Давайте разберемся, почему так происходит:

1. В случае объявления переменной в теле метода время на выделение места под структуру можно считать около нулевым. Ведь время на выделение места под локальные переменные почти не зависит от их количества;
2. В случае размещения ValTypes в качестве полей RefTypes просто увеличит их размер. Значимый тип размещается целиком, становясь его частью;
3. Если ValTypes передаются как параметры метода - тут, как и в случае копирования, возникнет некоторая разница - в зависимости от размера и положения параметра.

Но в любом случае это не дольше копирования из одной переменной в другую.

## Особенности выбора между class/struct

Давайте подумаем об особенностях обоих типов, об их достоинствах и недостатках и решим, где ими лучше пользоваться. Тут, конечно же, стоит вспомнить классиков, дающих утверждение, что выбор в сторону значимых типов стоит сделать, если у нас тип не планирует быть наследуемым, он не станет меняться в течении своей жизни, а его размер не превышает 16 байт. Но не все так очевидно. Чтобы сделать полноценное сравнение, нам необходимо задуматься о выборе типа с разных сторон, мысленно продумав сценарии его будущего использования. Предлагаю разделить критерии выбора на три группы:

* с точки зрения архитектуры системы типов, в которой ваш тип будет взаимодействовать;
* с точки зрения подхода вас как системного программиста: каков выбор будет оптимальным с точки зрения производительности;
* по-другому просто невозможно.

Каждая сущность, которая проектируется вами, должна в полной мере отражать ее назначение. И это касается не только её названия или интерфейса взаимодействия (методы, свойства), но даже выбор между значимым и ссылочным типом может быть сделан из архитектурных соображений. Давайте порассуждаем, почему с точки зрения архитектуры системы типов может быть выбрана структура, а не класс:

* Если наш проектируемый тип будет обладать инвариантностью по отношению к смысловой нагрузке своего состояния, то это будет значить, что его состояние полностью отражает некоторый процесс или является значением чего-либо. Другими словами, экземпляр типа полностью константен и не может быть изменен по своей сути. Мы можем создать на основе этой константы другой экземпляр типа, указав некоторое смещение, либо создать с нуля, указав его свойства. Но изменять его мы не имеем права. Я прошу заметить, что не подразумеваю структуру неизменяемым типом. Вы можете менять поля, как хотите. Мало того вы можете отдать ссылку на структуру в метод через ref параметр и получить измененные поля по выходу из метода. Однако, я про смысл с точки зрения архитектуры. Поясню на примерах:
* DateTime - это структура, которая инкапсулирует в себе понятие момента времени. Она хранит эти данные в виде uint, однако предоставляет доступ к отдельным характеристикам момента времени. Например: год, месяц, день, час, минуты, секунды, миллисекунды и даже процессорные тики. Однако, исходя из того что она инкапсулирует, она не может быть изменяемой по своей природе. Мы не можем изменить конкретный момент времени, чтобы он стал другим. Я не могу прожить следующую минуту своей жизни в лучший день рождения своего детства. Время неизменно. Именно поэтому выбор для типа данных может стать либо класс с readonly интерфейсом взаимодействия, который на каждое изменение свойств отдает новый экземпляр, либо структура, которая несмотря на возможность изменения полей своих экземпляров делать этого не должна: описание момента времени является значением. Как число. Вы же не можете залезть в структуру числа и поменять его? Если вы хотите получить другой момент времени, который является смещением относительно оригинального на один день, вы просто получаете новый экземпляр структуры;
* KeyValuePair<TKey, TValue> - это структура, инкапсулирующая в себе понятие связной пары ключ-значение. Замечу, что эта структура используется только для выдачи пользователю при перечислении содержимого словаря. Почему выбрана структура с точки зрения архитектуры? Ответ прост: потому что в рамках Dictionary ключ и значение неразделимые понятия. Да, внутри все устроено иначе. Внутри мы имеем сложную структуру, где ключ лежит отдельно от значения. Однако для внешнего пользователя, с точки зрения интерфейса взаимодействия и смысла самой структуры данных, пара ключ-значение является неразделимым понятием. Является значением целиком. Если мы по этому ключу расположили другое значение, это значит, что изменилась вся пара. Для внешнего наблюдателя нет отдельно ключей, а отдельно - значений, они являются единым целым. Именно поэтому структура в данном случае - идеальный вариант.
* Если наш проектируемый тип является неотъемлемой частью внешнего типа. Но при этом он структурно неотъемлем. Т.е. было бы некорректным сказать, что внешний тип ссылается на экземпляр инкапсулируемого, но совершенно корректно - что инкапсулируемый является полноправной частью внешнего вместе со всеми своими свойствами. Как правило это используется при проектировании структур, которые являются частью другой структуры.
  + Как, например, если взять структуру заголовка файла, было бы нечестно дать ссылку из одного файла в другой. Мол, заголовок находится в файле header.txt. Это было бы уместно при вставке документа в некий другой, но не вживанием файла, а по относительной ссылке на файловой системе. Хороший пример - файл ярлыка ОС Windows. Однако если мы говорим о заголовке файла (например, о заголовке JPEG файла, в котором указаны размер изображения, методика сжатия, параметры съемки, координаты GPS и прочая метаинформация), то при проектировании типов, которые будут использованы для парсинга заголовка, будет крайне полезно использовать структуры. Ведь, описав все заголовки в структурах, вы получите в памяти абсолютно такое же положение всех полей как в файле. И через простое unsafe преобразование \*(Header \*)readedBuffer без каких-либо десериализаций - полностью заполненные структуры данных.
  + При этом заметьте, ни один из примеров не обладает свойством наследования поведения чего-либо. Мало того все эти примеры также показывают, что нет абсолютно никакого смысла наследовать поведение этих сущностей. Они полностью самодостаточны, как единицы чего-либо.

Если же мы взглянем на проблематику с точки зрения эффективности работы кода, то перед нами выбор предстанет с другой стороны:

1. Структуры необходимо выбирать, если необходимо забрать из неуправляемого кода какие-то структурированные данные. Либо отдать unsafe методу структуру данных. Ссылочный тип для этого совсем не подойдет;
2. Если тип будет часто использоваться для передачи данных в вызовах методов (пусть в качестве возвращаемых значений или как параметр метода), но при этом нет никакой необходимости ссылаться на одно значение с разных мест, то ваш выбор - структура. Как пример я могу привести кортежи. Если метод через кортеж возвращает вам несколько значений, это значит, что возвращать он будет ValueTuple, который объявлен как структура. Т.е. при возврате метод не будет выделять память в куче, а использовать он будет стек потока, выделение памяти в котором не стоит вам абсолютно ничего;
3. Если вы проектируете систему, которая создает некий больший трафик экземпляров проектируемого типа. При этом сами экземпляры имеют достаточно малый размер, а время жизни экземпляров очень короткое, то использование ссылочных типов приведет либо к использованию пула объектов, либо, если без пула, к неконтролируемому замусориванию кучи. При этом часть объектов перейдет в старшие поколения, чем вызовет проседание на GC. Использование значимых типов в таких местах (если это возможно) даст прирост производительности просто потому, что в SOH ничего не уйдет, а это разгрузит GC, и алгоритм отработает быстрее;

Совмещая все выше сказанное, могу предложить некоторые советы и замечания в использовании структур:

1. При выборе коллекций стоит избегать больших массивов, внутри которых находятся большие структуры. Это касается и тех структур данных, которые на массивах основаны (а их - большинство). Это может привести к уходу в Large Objects Heap и его фрагментации. Мало подсчитать, что, если у вашей структуры 4 поля типа byte, значит займет она 4 байта. Вовсе нет. Надо понимать, что для 32-разрядных систем каждое поле структуры будет выровнено по 4 байтам (адрес каждого поля должен делиться на 4 без остатка), а на 64-разрядных системах - по 8 байтам. Т.е. размер массива должен зависеть от размера структуры и от платформы, на которой запущено приложение. В нашем примере с 4 байтами - 85К / (от 4 до 8 байт на поле \* количество полей = 4) минус размер заголовка массива: примерно до 2600 элементов на массив в зависимости от платформы (а брать понятное дело надо в меньшую сторону). Всего-то! Не так и много! А ведь могло показаться, что магическая константа в 20,000 элементов вполне могла подойти!
2. Также стоит отдавать себе отчет, что если вы используете структуру, которая имеет некоторый достаточно большой размер, как источник данных, и размещаете ее в некотором классе как поле, и при этом, например, одна и та же копия растиражирована на тысячу экземпляров (просто потому, что вам удобно держать все под рукой), то вы тем самым увеличиваете каждый экземпляр класса на размер структуры, что в конечном счете приведет к распуханию 0-го поколения и уходу в поколение 1 или даже 2. При этом если на самом деле экземпляры класса короткоживущие, и вы рассчитываете на то, что они будут собраны GC в нулевом поколении - за 1 мс, то будете сильно разочарованы тем, что они на самом деле успели попасть в первое или даже во второе поколение. А какая, собственно, разница? Разница в том, что если поколение 0 собирается за 1 мс, то первое и второе - очень медленно, что приведет к проседаниям на пустом месте;
3. По примерно той же причине стоит избегать проброса больших структур через цепочку вызовов методов. Потому как если все начнет друг друга вызывать, то такие вызовы займут намного больше места в стеке, подводя жизнь вашего приложения к смерти через StackOverflowException. Вторая причина - производительность. Чем больше копирований, тем медленнее все работает;

Потому в целом выбор между типами данных - достаточно нетривиальный процесс. Зачастую это может относиться к преждевременной оптимизации, чего делать не рекомендуется. Однако, если вы знаете, что ваша ситуация попадает под выше изложенные принципы, то можете спокойно делать выбор в сторону значимого типа.

## Базовый тип - Object и возможность реализации интерфейсов. Boxing.

Мы с вами прошли, как может показаться и огонь, и воду и можем пройти любое собеседование. Возможно даже в команду .NET CLR. Но давайте не будем спешить набирать microsoft.com и искать там раздел вакансий: успеем. Давайте лучше ответим на такой вопрос. Если значимые типы не содержат ни ссылки на SyncBlockIndex, ни указателя на таблицу виртуальных методов... То, простите, как они наследуют тип object? Ведь по всем канонам любой тип наследует именно его. Ответ на этот вопрос к сожалению не будет вмещен в одно предложение, но даст такое понимание о нашей системе типов, что последние кусочки пазла наконец встанут на свои места.

Итак, давайте еще раз вспомним про размещение значимых типов в памяти. Везде, где бы они не находились, они вживляются в то место, где находятся. Они становятся его частью. В отличии от ссылочных типов, для которых закон твердит быть в куче малых или больших объектов, а в место установки значения - всегда ставить ссылку на место в куче, где расположился наш объект.

Так вот если задуматься, то у любого значимого типа есть методы ToString, Equals и GetHashCode, которые являются виртуальными, переопределяемыми, но нам не дают наследовать значимые типы, переопределяя методы. Почему? Потому что если значимые типы сделать с переопределяемыми методами, то им понадобится таблица виртуальных методов, через которую будет осуществляться роутинг вызовов. А это в свою очередь повлечет за собой проблемы проброса структур в unmanaged мир: туда уйдут лишние поля. В итоге получается, что описание методов значимых типов где-то лежат, но к ним нет прямого доступа через таблицу виртуальных методов.

Это наводит на мысль что отсутствие наследования искусственно:

* Наследование от object есть, хоть и не прямое;
* В базовом типе есть ToString, Equals и GetHashCode, которые по-своему работают в значимых типах: у этих методов свое поведение в каждом из них. А значит, что методы переопределены относительно object;
* более того, если вы сделаете приведение типа в object, вы все еще можете на полных правах вызывать ToString, Equals и GetHashCode.
* При вызове экземплярного метода над значимым типом не происходит копирования в метод. Т.е. вызов экземплярного метода аналогичен вызову статического метода: Method(ref structInstance, newInternalFieldValue). А это ведь по сути вызов с передачей this за одним исключением: JIT должен собрать тело метода так, чтобы не делать дополнительного смещения на поля структуры, перепрыгивая через указатель на таблицу виртуальных методов, которой в самой структуре нет. Для значимых типов она находится в другом месте.

Т.е. в некотором смысле нас не то чтобы обманывают, но недоговаривают: типы сильно отличаются поведенчески, но на уровне реализации в CLR разница между ними не столь существенна. Но об этом немного позже.

Если мы напишем следующую строчку в нашей программе:

var obj = (object)10;

То мы перестанем иметь дело с числом 10. Произойдет так называемый boxing: упаковка. Т.е. мы начнем иметь возможность работать с ним через базовый класс. А если мы получили такие возможности, это значит, что нам стала доступна VMT, через которую можно спокойно вызывать виртуальные методы ToString(), Equals и GetHashCode. Причем поскольку оригинальное значение у нас может храниться где угодно: хоть на стеке, хоть как поле класса, а приводя к типу object мы получаем возможность хранить ссылку на это число веки вечные, то в реальности boxing создает копию значимого типа, а не делает указатель на оригинал. Т.е. когда происходит boxing, то:

* CLR выделяет место в куче под структуру + SyncBlockIndex + VMT значимого типа (чтобы иметь возможность вызвать ToString, GetHashCode, Equals);
* копирует туда экземпляр значимого типа.

Дамы и господа. В приличном обществе такое не принято говорить, но мы получили ссылочный вариант значимого типа. Я повторю еще раз: совершив boxing структура получила **абсолютно такой же набор системных полей, что и ссылочный тип**, став полноценным ссылочным типом. Структура стала классом. Давайте назовем это явление Кульбит Дотнетского. Мне кажется, это название будет достойным такого хитрого поворота дел.

Кстати, чтобы вы поверили в честность моих слов, достаточно разобраться, что происходит если вы используете структуру, которая реализует некий интерфейс - по этому самому интерфейсу.

struct Foo : IBoo

{

int x;

void Boo()

{

x = 666;

}

}

IBoo boo = new Foo();

boo.Boo();

Итак, когда создается экземпляр Foo, то его значение по сути находится на стеке. После чего мы кладем эту переменную в переменную интерфейсного типа. Структуру - в переменную ссылочного типа. Происходит boxing. Хорошо. На выходе мы получили тип object. Но переменная у нас - интерфейсного типа. А это значит, что необходимо преобразование типа. Т.е. вызов, скорее, происходит как-то так:

IBoo boo = (IBoo)(box\_to\_object)new Foo();

boo.Boo();

Т.е. написание такого кода - это крайне не эффективно. Мало того что вы будете менять копию вместо оригинала:

void Main()

{

var foo = new Foo();

foo.a = 1;

Console.WriteLite(foo.a); // -> 1

IBoo boo = foo;

boo.Boo(); // выглядит как изменение foo.a на 10

Console.WriteLite(foo.a); // -> 1

}

struct Foo : IBoo

{

public int a;

public void Boo()

{

a = 10;

}

}

interface IBoo

{

void Boo();

}

Выглядит как обман дважды. Первый раз - глядя на код мы не обязаны знать, с чем имеем дело в чужом коде, и видим ниже приведение к интерфейсу IBoo. Что фактически гарантированно наводит нас на мысль, что Foo - класс, а не структура. Далее - полное отсутствие визуального разделения на структуры и классы дает полное ощущение, что результаты модификации по интерфейсу обязаны попасть в foo, чего не происходит потому, что boo - копия foo. Что фактически вводит нас в заблуждение. На мой взгляд, такой код стоит снабжать комментариями, чтоб внешний разработчик смог бы в нем правильно разобраться.

Второе наблюдение, связанное с нашими более ранними рассуждениями, а именно с тем, что мы можем сделать приведение типа из object в IBoo. Это - еще одно доказательство, что boxed значимый тип не что-то особенное, а на самом деле ссылочный вариант значимого типа. Либо если посмотреть с другого угла - все типы в системе типов являются ссылочными. Просто со структурами мы можем работать как со значимыми, "отгружая" их значение целиком. Как бы сказали в мире C++, разыменовывая указатель на объект.

Но вы можете возразить: дескать если бы все было именно так, как я говорю, то можно было бы написать как-то так:

var referenceToInteger = (IInt32)10;

И мы получили бы не просто object, а типизированную ссылку на упакованный значимый тип. Но тогда бы это разрушило всю идею значимых типов, друзья. А основная идея - это целостность их значения, позволяющее делать отличные оптимизации, основываясь на их свойствах. Так не будем сидеть сложа руки! Давайте разрушим эту идею!

public sealed class Boxed<T>

{

public T Value;

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public override bool Equals(object obj)

{

return Value.Equals(obj);

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public override string ToString()

{

return Value.ToString();

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public override int GetHashCode()

{

return Value.GetHashCode();

}

}

Что мы только что получили? Мы получили абсолютно полный аналог боксинга. Но теперь у нас есть возможность менять его содержимое путем вызова его экземплярных методов. И эти изменения получат все, у кого будет ссылка на эту структуру данных.

var typedBoxing = new Boxed<int> { Value = 10 };

var pureBoxing = (object)10;

Первый вариант, согласитесь, выглядит несколько неуверенно. Вместо привычного приведения типа мы городим не пойми что. То ли дело вторая строчка. Лаконична как японский стих. Однако они на самом деле почти полностью идентичны. Разница состоит только в том, что во время обычной упаковки после выделения памяти в куче не происходит очистки памяти нулями: память сразу занимается необходимой структурой. Тогда как в первом варианте очистка есть. Только из-за этого наш вариант медленнее обычной упаковки на 10%.

Зато теперь мы можем вызывать у нашего упакованного значения какие-то методы:

struct Foo

{

public int x;

public void ChangeTo(int newx)

{

x = newx;

}

}

var boxed = new Boxed<Foo> { Value = new Foo { x = 5 } };

boxed.Value.ChangeTo(10);

var unboxed = boxed.Value;

Мы получили новый инструмент, но пока не знаем что с ним делать. Давайте добьемся ответа рассуждениями:

* Наш тип Boxed<T> по сути осуществляет все то же самое, что и обычный: выделяет память в куче, отдает туда значение и позволяет его забрать, выполнив своеобразный unbox;
* Точно также, если потерять ссылку на упакованную структуру, GC её соберет;
* Однако у нас теперь есть возможность работы с упакованным типом: вызывать у него методы;
* Также теперь мы имеем возможность подменить экземпляр значимого типа в SOH/LOH на другой. Этого мы не могли сделать раньше: нам пришлось бы делать unboxing, менять структуру на другую и делать boxing обратно, раздав новую ссылку потребителям.

Также давайте подумаем, какая основная проблема у упаковки? Создание трафика в памяти. Трафика непонятного количества объектов, часть из которых может выжить до первого поколения, где мы получим проблемы со сборкой мусора: он там будет, его там будет много, и этого явно можно было избежать. А когда мы имеем трафик короткоживущих объектов, первое решение, которое приходит в голову, - пуллинг. Вот это будет отличным завершением Кульбита Дотнетского.

var pool = new Pool<Boxed<Foo>>(maxCount:1000);

var boxed = pool.Box(10);

boxed.Value=70;

// use boxed value here

pool.Free(boxed);

Т.е. мы получили возможность работы боксинга через пул, тем самым удалив трафик памяти по части боксинга до нуля. Шутки ради можно даже сделать, чтобы в методе финализации объекты воскрешали бы себя, засовывая обратно в пул объектов. Это пригодилось бы для ситуаций, когда boxed структура уходит в чужой асинхронный код и нет возможности понять, когда она стала не нужна. В этом случае она сама себя вернет в пул во время GC.

А теперь давайте сделаем выводы:

* Если упаковка - случайна и такого не должно было произойти, будьте аккуратны и не допускайте ее возникновения: она может привести к проблемам производительности;
* Если упаковка - дань требованиям архитектуры той системы, которую вы делаете, то тут могут возникнуть варианты: если трафик упакованных структур мал и не заметен, можно не обращать никакого внимания и работать через упаковку. Если же трафик становится заметным, то возможно стоит сделать пуллинг боксинга через решение, указанное выше. Да, оно дает некоторые расходы на производительности пуллинга, зато GC спокоен и не работает на износ;

Напоследок, давайте рассмотрим пример из мира совершенно не практичного кода

static unsafe void Main()

{

// делаем boxed int

object boxed = 10;

// забираем адрес указателя на VMT

var address = (void\*\*)EntityPtr.ToPointerWithOffset(boxed);

unsafe

{

// забираем адрес Virtual Methods Table

var structVmt = typeof(SimpleIntHolder).TypeHandle.Value.ToPointer();

// меняем адрес VMT целого числа, ушедшего в Heap на VMT SimpleIntHolder, превратив Int в структуру

\*address = structVmt;

}

var structure = (IGetterByInterface)boxed;

Console.WriteLine(structure.GetByInterface());

}

interface IGetterByInterface

{

int GetByInterface();

}

struct SimpleIntHolder : IGetterByInterface

{

public int value;

int IGetterByInterface.GetByInterface()

{

return value;

}

}

Этот код написан при помощи маленькой функции, которая умеет получать указатель из ссылки на объект. Библиотека находится [по адресу на github](https://github.com/mumusan/dotnetex/blob/master/libs/). Этот код показывает, что обычный boxing превращает int в типизированный reference type. Рассмотрим его по шагам:

* Делаем boxing для целого числа
* Достаем адрес полученного объекта (по этому адресу находится VMT Int32)
* Получаем VMT структуры SimpleIntHolder
* Подменяем VMT запакованного целого числа на VMT структуры
* Делаем unbox в тип структуры
* Выводим значение поля - на экран, доставая тем самым тот Int32, который был изначально запакован.

Причем заметьте, что делаю я это намеренно через интерфейс, показав, что так тоже будет работать.

### Nullable<T>

Также стоит сказать про то, как ведет себя boxing для Nullable значимых типов. Это очень приятная особенность Nullable значимых типов, поскольку boxing значимого типа, который как-бы null - просто возвратит null:

int? x = 5;

int? y = null;

var boxedX = (object)x; // -> 5

var boxedY = (object)y; // -> null

Отсюда следует забавный вывод: т.к. null не имеет типа, то единственный вариант вытащить из boxing'a другой тип нежели был запакован, такой:

int? x = null;

var pseudoBoxed = (object)x;

double? y = (double?)pseudoBoxed;

Код рабочий просто потому, что с null можно сделать приведение типа куда угодно. Но зато таким кодом можно запросто удивить своих коллег и скрасить вечер забавным фактом.

## Погружаемся в boxing еще глубже

На закуску хочу вам рассказать про тип [System.Enum](http://referencesource.microsoft.com/#mscorlib/system/enum.cs,36729210e317a805). Не проходя по ссылке скажите, пожалуйста, является ли тип Value Type или же Reference Type? По всем канонам и логике тип просто обязан быть значимым. Ведь это обычное перечисление: набор aliases с чисел на названия в языке программирования. И мы бы закончили этот разговор словами: "вы все думаете абсолютно правильно! Так не будем терять времени и пойдем дальше!", - но нет. System.Enum, от которого наследуются все enum типы данных, определенных как в вашем коде, так и в .NET Framework, является ссылочным типом. Т.е. типом данных class. Мало того (!) класс этот абстрактный и наследуется от System.ValueType.

[Serializable]

[System.Runtime.InteropServices.ComVisible(true)]

public abstract class Enum : ValueType, IComparable, IFormattable, IConvertible

{

// ...

}

Значит ли это, что все перечисления выделяются в куче SOH? Значит ли это, что, используя перечисления, мы забиваем кучу, а вместе и с ней - GC? Ведь мы просто используем их. Нет, такого не может быть. Тогда, получается, что есть где-то пул перечислений, в которых они лежат, и что нам отдаются их экземпляры. И снова нет: перечисления можно использовать в структурах при маршаллинге. Перечисления - обычные числа.

А правда заключается в том, что CLR при формировании структур типа данных прямо скажем подхачивает ее, если встечается enum [превращая класс в значимый тип](https://github.com/dotnet/coreclr/blob/4b49e4330441db903e6a5b6efab3e1dbb5b64ff3/src/vm/methodtablebuilder.cpp#L1425-L1445):

// Check to see if the class is a valuetype; but we don't want to mark System.Enum

// as a ValueType. To accomplish this, the check takes advantage of the fact

// that System.ValueType and System.Enum are loaded one immediately after the

// other in that order, and so if the parent MethodTable is System.ValueType and

// the System.Enum MethodTable is unset, then we must be building System.Enum and

// so we don't mark it as a ValueType.

if(HasParent() &&

((g\_pEnumClass != NULL && GetParentMethodTable() == g\_pValueTypeClass) ||

GetParentMethodTable() == g\_pEnumClass))

{

bmtProp->fIsValueClass = true;

HRESULT hr = GetMDImport()->GetCustomAttributeByName(bmtInternal->pType->GetTypeDefToken(),

g\_CompilerServicesUnsafeValueTypeAttribute,

NULL, NULL);

IfFailThrow(hr);

if (hr == S\_OK)

{

SetUnsafeValueClass();

}

}

Зачем это делается? В частности из-за идеи наследования: чтобы сделать пользовательский enum, необходимо снабдить его информацией об именах его возможных значений, например. А как сделать наследование у значимых типов? Никак. Вот и придумали они сделать его ссылочным, но на этапе работы JIT превращать его в значимый. Чтобы никто не догадался.

## Что если хочется лично посмотреть как работает boxing?

В наше время для того чтобы посмотреть на реализацию упаковки значимых типов, к счастью, нет необходимости загружать дизассемблер и лезть в самые дебри не пойми чего. В наше прекрасное время у нас есть исходные тексты всего ядра платформы .NET и многие его части абсолютно идентичны между .NET Framework CLR и CoreCLR. Вы можете пройти по ссылкам ниже и посмотреть на реализации упаковки прямо в исходных кодах:

* Существует отдельная группа оптимизаций, каждая из которых используется на отдельном типе процессора:
  + [*JIT\_BoxFastMP\_InlineGetThread*](https://github.com/dotnet/coreclr/blob/master/src/vm/amd64/JitHelpers_InlineGetThread.asm#L86-L148) (AMD64 - многопроцессорный или Server GC, implicit Thread Local Storage)
  + [*JIT\_BoxFastMP*](https://github.com/dotnet/coreclr/blob/8cc7e35dd0a625a3b883703387291739a148e8c8/src/vm/amd64/JitHelpers_Slow.asm#L201-L271) (AMD64 - многопроцессорный или Server GC)
  + [*JIT\_BoxFastUP*](https://github.com/dotnet/coreclr/blob/8cc7e35dd0a625a3b883703387291739a148e8c8/src/vm/amd64/JitHelpers_Slow.asm#L485-L554) (AMD64 - однопроцессорный или Workstation GC)
  + [*JIT\_TrialAlloc::GenBox(..)*](https://github.com/dotnet/coreclr/blob/38a2a69c786e4273eb1339d7a75f939c410afd69/src/vm/i386/jitinterfacex86.cpp#L756-L886) (x86), которая присоединяется через JitHelpers
* В общем случае JIT инлайнит вызов вспомогательной функции [Compiler::impImportAndPushBox(..)](https://github.com/dotnet/coreclr/blob/a14608efbad1bcb4e9d36a418e1e5ac267c083fb/src/jit/importer.cpp#L5212-L5221)
* Generic-версия, использует менее оптимизированную [MethodTable::Box(..)](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.cpp#L3734-L3783)
* И наконец вызывается [CopyValueClassUnchecked(..)](https://github.com/dotnet/coreclr/blob/master/src/vm/object.cpp#L1514-L1581), по коду которой прекрасно видно, почему лучше всего выбирать размер структур до 8 байт включительно.

Для сравнения чтобы сделать распаковку реализован всего один метод: [*JIT\_Unbox(..)*](https://github.com/dotnet/coreclr/blob/03bec77fb4efaa397248a2b9a35c547522221447/src/vm/jithelpers.cpp#L3603-L3626), который является оберткой вокруг [*JIT\_Unbox\_Helper(..)*](https://github.com/dotnet/coreclr/blob/03bec77fb4efaa397248a2b9a35c547522221447/src/vm/jithelpers.cpp#L3574-L3600).

Также [интересным фактом является то](https://stackoverflow.com/questions/3743762/unboxing-does-not-create-a-copy-of-the-value-is-this-right), что сам процесс распаковки не является копированием данных из кучи: распаковка является передачей указателя на кучу с проверкой совместимости типов. А вот следующий за распаковкой опкод IL определит, что будет с этим адресом: возможно, данные будут скопированы в локальную переменную, а может быть - скопированы в стек для вызова метода. Ведь если бы это было не так, мы бы имели дело с двойным копированием: сначала при копировании куда-то из кучи, а затем - при копировании в место назначения.

### Раздел вопросов по теме

## Почему .NET CLR не делает пуллинга для боксинга самостоятельно?

Если мы поговорим с любым Java разработчиком, то мы с удивлением узнаем две вещи:

* В Java все Value Types запакованы и по сути не являются значимыми. Т.е. целые числа - тоже запакованы;
* Для оптимизации числа от -128 до 127 берутся из пула объектов.

Так почему же в .NET CLR во время упаковки не происходит того же самого? Ответ прост: потому что мы можем менять содержимое упакованного значимого типа. Т.е. другими словами, мы можем сделать так:

object x = 1;

x.GetType().GetField("m\_value", BindingFlags.Instance | BindingFlags.NonPublic).SetValue(x, 138);

Console.WriteLine(x); // -> 138

или так (С++/CLI):

void ChangeValue(Object^ obj)

{

Int32^ i = (Int32^)obj;

\*i = 138;

}

Т.е. если бы мы имели дело с пуллингом, то мы бы поменяли все единицы в приложении на 138! Согласитесь, ситуация не из приятных.

Вторая причина - это сама суть значимых типов в .NET. Они работают по значению, а значит - быстрее. Упаковка для нас - редкая операция и сложение упакованных чисел - это скорее что-то из фантастики и очень плохой архитектуры. Это просто не будет чем-то хоть как-то полезным, чтобы заниматься реализацией данного функционала.

## Почему при вызове метода, принимающего тип object, а по факту - значимый тип нет возможности сделать boxing на стеке, разгрузив кучу?

Потому что если произойдет упаковка значимого типа на стеке, после чего ссылка уйдет в кучу, то внутри метода ссылка может уйти в какое-либо другое место, например метод может записать пришедшую ссылку в поле какого-либо класса. Далее метод завершит работу, после чего завершит работу метод, который сделал упаковку. Как результат - с внешнего класса ссылка будет указывать на "вымерший" участок стека.

## Почему нельзя использовать в качестве поля Value Type его самого?

Иногда возникает дерзкое желание в качестве поля структуры использовать другую структуру, которая использует первую. Или же еще проще: В качестве поля структуры использовать ее саму. Не задавайте мне вопросов, почему такое может понадобиться: на самом деле не может :) Но почему так сделать нельзя? Ответ прост: когда вы используете структуру в качестве поля ее же самой либо через зависимость от другой структуры, то фактически создаете рекурсию: вы создаете структуру бесконечных размеров. Однако, в .NET Framework есть места, в которых так сделано. Примером может служить структура System.Char, [которая содержит саму себя](http://referencesource.microsoft.com/#mscorlib/system/char.cs,02f2b1a33b09362d):

public struct Char : IComparable, IConvertible

{

// Member Variables

internal char m\_value;

//...

}

Кстати говоря, так сделаны практически все примитивные типы CLR. Нам смертным так сделать невозможно, да и нет никакой надобности: в CLR это сделано, чтобы добавить примитивным типам дух ООП

# Структура объектов в памяти

До сего момента, говоря про разницу между значимыми и ссылочными типами, мы затрагивали эту тему с высоты конечного разработчика. Т.е. мы никогда не смотрели на то, как они в реальности устроены и какие приемы реализованы в них на уровне CLR. Мы смотрели, фактически, на конечный результат и рассуждали с точки зрения изучения черного ящика. Однако, чтобы понимать суть вещей глубже и чтобы отбросить в сторону последние оставшиеся мысли о какой-либо магии, происходящей внутри CLR, стоит заглянуть в самые ее потроха и изучить те алгоритмы, которые систему типов регулируют.

## Внутренняя структура экземпляров типов

Перед тем как начинать рассуждение о строении управляющих блоков системы типов давайте посмотрим на сам объект, на экземпляр любого класса. Если мы создадим в памяти экземпляр любого ссылочного типа, будь то класс или же упакованная структура, то состоять он будет всего из трех полей: SyncBlockIndex (который на самом деле не только он), указатель на описатель типа и данные. Область данных может содержать очень много полей, но, не умаляя общности, ниже в примере полагаем, что в данных содержится одно поле. Так, если представить эту структуру графически, то мы получим следующее:

**System.Object**

----------------------------------------------

| SyncBlkIndx | VMT\_Ptr | Data |

----------------------------------------------

| 4 / 8 байт | 4 / 8 байт | 4 / 8 байт |

----------------------------------------------

| 0xFFF..FFF | 0xXXX..XXX | 0 |

----------------------------------------------

^

| Сюда ведут ссылки на объект. Т.е. не в начало, а на VMT

Sum size = 12 (x86) | 24 (x64)

Т.е. фактически размер экземпляра типа зависит от конечной платформы, на которой будет работать приложение.

Далее давайте проследуем по указателю VMT\_Ptr и посмотрим, какая структура данных лежит по этому адресу. Для всей системы типов этот указатель является самым главным: именно через него работает и наследование, и реализация интерфейсов, и приведение типов, и много чего еще. Этот указатель - отсылка в систему типов .NET CLR, паспорт объекта, по которому CLR осуществляет приведение типов, понимает объем памяти, занимаемый объектом, именно при помощи него GC так лихо обходит объект, определяя, по каким адресам лежат указатели на объекты, а по каким - просто числа. Именно через него можно узнать вообще все об объекте и заставить CLR отрабатывать его по-другому. А потому именно им и займемся.

### Структура Virtual Methods Table

Описание самой таблицы доступно по адресу в [GitHub CoreCLR](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.h), и если отбросить все лишнее (а там 4381 строка), [выглядит она следующим образом](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.h#L4099-L4114):

Это версия из CoreCLR. Если смотреть на структуру полей в .NET Framework, то она будет отличаться расположением полей и расположением отдельных битов системной информации из двух битовых полей m\_wFlags и m\_wFlags2.

// Low WORD is component size for array and string types (HasComponentSize() returns true).

// Used for flags otherwise.

DWORD m\_dwFlags;

// Base size of instance of this class when allocated on the heap

DWORD m\_BaseSize;

WORD m\_wFlags2;

// Class token if it fits into 16-bits. If this is (WORD)-1, the class token is stored in the TokenOverflow optional member.

WORD m\_wToken;

// <NICE> In the normal cases we shouldn't need a full word for each of these </NICE>

WORD m\_wNumVirtuals;

WORD m\_wNumInterfaces;

Согласитесь, выглядит несколько пугающе. Причем пугающе выглядит не то, что тут всего 6 полей (а где все остальные?), а то, что для достижения этих полей, необходимо пропустить 4,100 строк логики. Я лично ожидал тут увидеть что-то готовое, чего не надо дополнительно вычислять. Однако, тут все совсем не так просто: поскольку методов и интерфейсов в любом типе может быть различное количество, то и сама таблица VMT получается переменного размера. А это в свою очередь означает, что для достижения ее наполнения надо вычислять, где находятся все ее оставшиеся поля. Но давайте не будем унывать и попытаемся сразу получить выгоду из того, что мы уже имеем: мы, пока что, понятия не имеем, что имеется ввиду под другими полями (разве что два последних), зато поле m\_BaseSize выглядит заманчиво. Как подсказывает нам комментарий, это - фактический размер для экземпляра типа. Мы только что нашли sizeof для классов! Попробуем в бою?

Итак, чтобы получить адрес VMT мы можем пойти двумя путями: либо сложным, получив адрес объекта, а значит и VMT:

class Program

{

public static unsafe void Main()

{

Union x = new Union();

x.Reference.Value = "Hello!";

// Первым полем лежит указатель на место, где лежит указатель на VMT

// - (IntPtr\*)x.Value.Value - преобразовали число в указатель (сменили тип для компилятора)

// - \*(IntPtr\*)x.Value.Value - взяли по адресу объекта адрес VMT

// - (void \*)\*(IntPtr\*)x.Value.Value - преобразовали в указатель

void \*vmt = (void \*)\*(IntPtr\*)x.Value.Value;

// вывели в консоль адрес VMT;

Console.WriteLine((ulong)vmt);

}

[StructLayout(LayoutKind.Explicit)]

public class Union

{

public Union()

{

Value = new Holder<IntPtr>();

Reference = new Holder<object>();

}

[FieldOffset(0)]

public Holder<IntPtr> Value;

[FieldOffset(0)]

public Holder<object> Reference;

}

public class Holder<T>

{

public T Value;

}

}

Либо простым, используя .NET FCL API:

var vmt = typeof(string).TypeHandle.Value;

Второй путь конечно же проще (хоть и дольше работает). Однако знание первого очень важно с точки зрения понимания структуры экземпляра типа. Использование второго способа добавляет чувство уверенности: если мы вызываем метод API, то вроде как пользуемся задокументированным способом работы с VMT, а если достаем через указатели, то нет. Однако не стоит забывать, что хранение VMT \* - стандартно для практически любого ООП языка и для .NET платформы в целом: эта ссылка всегда находится на одном и том же месте, как самое часто используемое поле класса. А самое часто используемое поле класса должно идти первым, чтобы адресация была без смещения и, как результат, была быстрей. Отсюда делаем вывод, что в случае классов положение полей на скорость влиять не будет, а вот у структур - самое часто используемое поле можно поставить первым. Хотя, конечно же для абсолютного большинства .NET приложений это не даст вообще никакого эффекта: не для таких задач создавалась эта платформа.

Давайте изучим вопрос структуры типов с точки зрения размера их экземпляра. Нам же надо не просто абстрактно изучать их (это просто-напросто скучно), но дополнительно попробуем извлечь из этого такую выгоду, какую не извлечь обычным способом.

**Почему sizeof есть для Value Type, но нет для Reference Type?** На самом деле вопрос открытый т.к. никто не мешает рассчитать размер ссылочного типа. Единственное обо что можно споткнуться - это не фиксированный размер двух ссылочных типов: Array и String. А также Generic группы, которая зависит целиком и полностью от конкретных вариантов. Т.е. оператором sizeof(..) мы обойтись не смогли бы: необходимо работать с конкретными экземплярами. Однако никто не мешает команде CLR сделать метод вида static int System.Object.SizeOf(object obj), который бы легко и просто возвращал бы нам то, что надо. Так почему же Microsoft не реализовала этот метод? Есть мысль, что платформа .NET в их понимании опять же - не та платформа, где разработчик будет сильно переживать за конкретные байты. В случае чего можно просто доставить планок в материнскую плату. Тем более что большинство типов данных, которые мы реализуем, не занимают такие большие объемы.

Но не будем отвлекаться. Итак, чтобы получить размер экземпляра класса, чей размер фиксированн, достаточно написать следующий код:

unsafe int SizeOf(Type type)

{

MethodTable \*pvmt = (MethodTable \*)type.TypeHandle.Value.ToPointer();

return pvmt->Size;

}

[StructLayout(LayoutKind.Explicit)]

public struct MethodTable

{

[FieldOffset(4)]

public int Size;

}

class Sample

{

int x;

}

// ...

Console.WriteLine(SizeOf(typeof(Sample)));

Итак, что мы только что сделали? Первым шагом мы получили указатель на таблицу виртуальных методов. После чего мы считываем размер и получаем 12 - это сумма размеров полей SyncBlockIndex + VMT\_Ptr + поле x для 32-разрядной платформы. Если мы поиграемся с разными типами, то получим примерно следующую таблицу для x86:

| **Тип или его определение** | **Размер** | **Комментарий** |
| --- | --- | --- |
| Object | 12 | SyncBlk + VMT + пустое поле |
| Int16 | 12 | Boxed Int16: SyncBlk + VMT + данные (выровнено по 4 байта) |
| Int32 | 12 | Boxed Int32: SyncBlk + VMT + данные |
| Int64 | 16 | Boxed Int64: SyncBlk + VMT + данные |
| Char | 12 | Boxed Char: SyncBlk + VMT + данные (выровнено по 4 байта) |
| Double | 16 | Boxed Double: SyncBlk + VMT + данные |
| IEnumerable | 0 | Интерфейс не имеет размера: надо брать obj.GetType() |
| List<T> | 24 | Не важно сколько элементов в List, занимать он будет одинаково т.к. хранит данные он в array, который не учитывается |
| GenericSample<int> | 12 | Как видите, generics прекрасно считаются. Размер не поменялся, т.к. данные находятся на том же месте, что и у boxed int. Итог: SyncBlk + VMT + данные |
| GenericSample<Int64> | 16 | Аналогично |
| GenericSample<IEnumerable> | 12 | Аналогично |
| GenericSample<DateTime> | 16 | Аналогично |
| string | 14 | Это значение будет возвращено для любой строки, т.к. реальный размер должен считаться динамически. Однако он подходит для размера под пустую строку. Прошу заметить, что размер не выровнен по разрядности: по сути это поле использоваться не должно |
| int[]{1} | 24554 | Для массивов в данном месте лежат совсем другие данные, также их размер не является фиксированным, потому его необходимо считать отдельно |

Как видите, когда система хранит данные о размере экземпляра типа, то она фактически хранит данные для ссылочного вида этого типа (т.е. в том числе для ссылочного варианта значимого). Давайте сделаем некоторые выводы:

* Если вы хотите знать, сколько займет значимый тип как значение, используйте sizeof(TType)
* Если вы хотите рассчитать, чего вам будет стоить боксинг, то вы можете округлить sizeof(TType) в большую сторону до размера слова процессора (4 или 8 байт) и прибавить еще 2 слова (2 \* sizeof(IntPtr)). Или же взять это значение из VMT типа.
* Рассчет выделеного объем памяти в куче представлен для следующих типов:
  1. Обычный ссылочный тип фиксированного размера: мы можем забрать размер экземпляра из VMT;
  2. Cтрока, необходимо вручную считать ее размер (это вообще редко когда может понадобиться, но, согласитесь, интересно)
  3. Массив, то его размер также рассчитывается отдельно: на основании размера его элементов и их количества. Эта задачка может оказаться куда более полезной: ведь именно массивы первые в очереди на попадание в LOH

### System.String

Про строки в вопросах практики мы поговорим отдельно: этому, относительно небольшому, классу можно выделить целую главу. А в рамках главы про строение VMT мы поговорим про строение строк на низком уровне. Для хранения строк применяется стандарт UTF16. Это значит, что каждый символ занимает 2 байта. Дополнительно в конце каждой строки хранится null-терминатор – значение, которое идентифицирует окончание строки. Также в экземпляре хранится длина строки в виде Int32 числа - чтобы не считать длину каждый раз, когда она понадобится (про кодировки мы поговорим отдельно). На схеме ниже представлена информация о занимаемой памяти строкой:

// Для .NET Framework 3.5 и младше

----------------------------------------------------------------------------------------------------

| SyncBlkIndx | VMTPtr | ArrayLength | Length | char | char | Term |

----------------------------------------------------------------------------------------------------

| 4 / 8 байт | 4 / 8 байт | 4 байта | 4 байта | 2 байта | 2 байта | 2 байта |

----------------------------------------------------------------------------------------------------

| -1 | 0xXXXXXXXX | 3 | 2 | a | b | <nil> |

----------------------------------------------------------------------------------------------------

Term – null terminator

Sum size = (8|16) + 2 \* 4 + Count \* 2 + 2 -> округлить в большую сторону по разрядности. (24 байта в примере)

Count – количество символов в строке, не считая терминальный

// Для .NET Framework 4 и старше

-----------------------------------------------------------------------------------

| SyncBlkIndx | VMTPtr | Length | char | char | Term |

-----------------------------------------------------------------------------------

| 4 / 8 байт | 4 / 8 байт | 4 байта | 2 байта | 2 байта | 2 байта |

-----------------------------------------------------------------------------------

| -1 | 0xXXXXXXXX | 2 | a | b | <nil> |

-----------------------------------------------------------------------------------

Term - null terminator

Sum size = (8|16) + 4 + Count \* 2 + 2) -> округлить в большую сторону по разрядности. (20 байт в примере)

Count – количество символов в строке, не считая терминальный

Перепишем наш метод, чтобы научить его считать размер строк:

unsafe int SizeOf(object obj)

{

var majorNetVersion = Environment.Version.Major;

var type = obj.GetType();

var href = Union.GetRef(obj).ToInt64();

var DWORD = sizeof(IntPtr);

var baseSize = 3 \* DWORD;

if (type == typeof(string))

{

if (majorNetVersion >= 4)

{

var length = (int)\*(int\*)(href + DWORD /\* skip vmt \*/);

return DWORD \* ((baseSize + 2 + 2 \* length + (DWORD-1)) / DWORD);

}

Else\*

{

// on 1.0 -> 3.5 string have additional RealLength field

var arrlength = \*(int\*)(href + DWORD /\* skip vmt \*/);

var length = \*(int\*)(href + DWORD /\* skip vmt \*/ + 4 /\* skip length \*/);

return DWORD \* ((baseSize + 4 + 2 \* length + (DWORD-1)) / DWORD);

}

}

else

if (type.BaseType == typeof(Array) || type == typeof(Array))

{

return ((ArrayInfo\*)href)->SizeOf();

}

return SizeOf(type);

}

Где SizeOf(type) будет вызывать старую реализацию - для фиксированных по длине ссылочных типов.

Давайте проверим код на практике:

Action<string> stringWriter = (arg) =>

{

Console.WriteLine($"Length of `{arg}` string: {SizeOf(arg)}");

};

stringWriter("a");

stringWriter("ab");

stringWriter("abc");

stringWriter("abcd");

stringWriter("abcde");

stringWriter("abcdef");

}

-----

Length of `a` string: 16

Length of `ab` string: 20

Length of `abc` string: 20

Length of `abcd` string: 24

Length of `abcde` string: 24

Length of `abcdef` string: 28

Расчеты показывают, что размер строки увеличивается не линейно, а ступенчато на каждые два символа. Это происходит потому, что размер каждого символа - 2 байта, а конечный размер должен без остатка делиться на разрядность процессора (в примере x86), почему происходит соответствующее выравнивание размера строки на 2 байта. Результат нашей работы прекрасен: мы можем посчитать, во что нам обошлась та или иная строка. Последним этапом нам осталось узнать, как расчитать размер массивов в памяти.

### Массивы

Строение массивов несколько сложнее: ведь у массивов могут быть варианты их строения:

* Они могут хранить значимые типы, а могут хранить ссылочные
* Массивы могут быть как одномерными, так и многомерными
* Каждое измерение(мера) может начинаться как с 0, так и с любого другого числа (это на мой взгляд очень спорная возможность, избавляющая программиста от необходимости в написании arr[i - startIndex] на уровне FCL). Сделано это, вроде как, для совместимости с другими языками, к примеру, в Pascal индексация массива может начинаться не с 0, а с любого числа, однако мне кажется, что это лишнее.

Отсюда возникает некоторая путаность в реализации массивов и невозможность точно предсказать размер конечного массива: мало перемножить количество элементов на их размер. Хотя, конечно, для большинства случаев этого будет достаточно. Важным размер становится, когда мы боимся попасть в LOH. Однако у нас и тут возникают варианты: мы можем просто накинуть к размеру, подсчитанному "на коленке", какую-то константу сверху (например, 100), чтобы понять, перешагнули мы границу в 85000 или нет. Однако, в рамках данного раздела задача несколько другая: понять структуру типов. На нее и посмотрим:

// Заголовок

----------------------------------------------------------------------------------------

| SBI | VMT\_Ptr | Total | Len\_1 | Len\_2 | .. | Len\_N | Term | VMT\_Child |

----------------------------------opt-------opt------------opt-------opt--------opt-----

| 4 / 8 | 4 / 8 | 4 | 4 | 4 | | 4 | 4 | 4/8 |

----------------------------------------------------------------------------------------

| 0xFF.FF | 0xXX.XX | ? | ? | ? | | ? | 0x00.00 | 0xXX.XX |

----------------------------------------------------------------------------------------

- opt: опционально

- SBI: Sync Block Index

- VMT\_Child: присутствует, только если массив хранит данные ссылочного типа

- Total: присутствует для оптимизации. Общее количество элементов массива с учетом всех размерностей

- Len\_2..Len\_N, Term: присутствуют, только если размерность массива более 1 (регулируется битами в VMT->Flags)

Как мы видим, заголовок типа хранит данные об измерениях массива: их число может быть как 1, так и достаточно большим: фактически их размер ограничивается только null-терминатором, означающим, что перечисление закончено. Данный пример доступен полностью в файле [GettingInstanceSize](https://github.com/sidristij/dotnetbook/blob/master/samples/GettingInstanceSize.linq), а ниже я приведу только его самую важную часть:

public int SizeOf()

{

var total = 0;

int elementsize;

fixed (void\* entity = &MethodTable)

{

var arr = Union.GetObj<Array>((IntPtr)entity);

var elementType = arr.GetType().GetElementType();

if (elementType.IsValueType)

{

var typecode = Type.GetTypeCode(elementType);

switch (typecode)

{

case TypeCode.Byte:

case TypeCode.SByte:

case TypeCode.Boolean:

elementsize = 1;

break;

case TypeCode.Int16:

case TypeCode.UInt16:

case TypeCode.Char:

elementsize = 2;

break;

case TypeCode.Int32:

case TypeCode.UInt32:

case TypeCode.Single:

elementsize = 4;

break;

case TypeCode.Int64:

case TypeCode.UInt64:

case TypeCode.Double:

elementsize = 8;

break;

case TypeCode.Decimal:

elementsize = 12;

break;

default:

var info = (MethodTable\*)elementType.TypeHandle.Value;

elementsize = info->Size - 2 \* sizeof(IntPtr); // sync blk + vmt ptr

break;

}

}

else

{

elementsize = IntPtr.Size;

}

// Header

total += 3 \* sizeof(IntPtr); // sync blk + vmt ptr + total length

total += elementType.IsValueType ? 0 : sizeof(IntPtr); // MethodsTable for refTypes

total += IsMultidimensional ? Dimensions \* sizeof(int) : 0;

}

// Contents

total += (int)TotalLength \* elementsize;

// align size to IntPtr

if ((total % sizeof(IntPtr)) != 0)

{

total += sizeof(IntPtr) - total % (sizeof(IntPtr));

}

return total;

}

Этот код учитывает все вариации типов массивов, и может быть использован для расчета его размера:

Console.WriteLine($"size of int[]{{1,2}}: {SizeOf(new int[2])}");

Console.WriteLine($"size of int[2,1]{{1,2}}: {SizeOf(new int[1,2])}");

Console.WriteLine($"size of int[2,3,4,5]{{...}}: {SizeOf(new int[2, 3, 4, 5])}");

---

size of int[]{1,2}: 20

size of int[2,1]{1,2}: 32

size of int[2,3,4,5]{...}: 512

### Выводы к разделу

На данном этапе мы научились нескольким достаточно важным вещам. Первое - мы разделили для себя ссылочные типы на три группы: ссылочные типы фиксированного размера, generic типы и ссылочные типы переменного размера. Также мы научились понимать структуру конечного экземпляра любого типа (про структуру VMT я пока молчу. Мы там поняли целиком пока что только одно поле: а это тоже большое достижение). Будь то ссылочный тип фиксированного размера (там все предельно просто) или неопределенного размера: массив или строка. Неопределенного потому, что его размер будет определен при создании. С generic типами на самом деле все просто: для каждого конкретного generic типа создается своя VMT, в которой будет проставлен конкретный размер.

## Таблица методов в Virtual Methods Table (VMT)

Объяснение работы Methods Table, по большей части носит академический характер: ведь в такие дебри лезть - это как самому себе могилу рыть. С одной стороны, такие закрома таят что-то будоражащее и интересное, хранят некие данные, которые еще больше раскрывают понимание о происходящем. Однако, с другой стороны, все мы понимаем, что Microsoft не будет нам давать никаких гарантий, что они оставят свой рантайм без изменений и, например, вдруг не передвинут таблицу методов на одно поле вперед. Поэтому, оговорюсь сразу:

Информация, представленная в данном разделе, дана вам исключительно для того, чтобы вы понимали, как работает приложение, основанное на CLR, и ручное вмешательство в ее работу не дает никаких гарантий. Однако, это настолько интересно, что я не могу вас отговорить. Наоборот, мой совет - поиграйтесь с этими структурами данных и, возможно, вы получите один из самых запоминающихся опытов в разработке ПО.

Ну все, предупредил. Теперь давайте окунемся в мир как говорится зазеркалья. Ведь до сих пор всё зазеркалье сводилось к знаниям структуры объектов: а её по-идее мы и так должны знать хотя бы примерно. И по своей сути эти знания зазеркальем не являются, а являются скорее входом в зазеркалье. А потому вернемся к структуре MethodTable, [описанной в CoreCLR](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.h#L4099-L4114):

// Low WORD is component size for array and string types (HasComponentSize() returns true).

// Used for flags otherwise.

DWORD m\_dwFlags;

// Base size of instance of this class when allocated on the heap

DWORD m\_BaseSize;

WORD m\_wFlags2;

// Class token if it fits into 16-bits. If this is (WORD)-1, the class token is stored in the TokenOverflow optional member.

WORD m\_wToken;

// <NICE> In the normal cases we shouldn't need a full word for each of these </NICE>

WORD m\_wNumVirtuals;

WORD m\_wNumInterfaces;

А именно к полям m\_wNumVirtuals и m\_wNumInterfaces. Эти два поля определяют ответ на вопрос "сколько виртуальных методов и интерфейсов существует у типа?". В этой структуре нет никакой информации об обычных методах, полях, свойствах (которые объединяют методы). Т.е. эта структура **никак не связана с рефлексией**. По своей сути и назначению эта структура создана для работы вызова методов в CLR (и на самом деле в любом ООП: будь то Java, C++, Ruby или же что-то еще. Просто расположение полей будет несколько другим). Давайте рассмотрим код:

public class Sample

{

public int \_x;

public void ChangeTo(int newValue)

{

\_x = newValue;

}

public virtual int GetValue()

{

return \_x;

}

}

public class OverridedSample : Sample

{

public override GetValue()

{

return 666;

}

}

Какими бы бессмысленными не казались эти классы, они нам вполне сгодятся для описания их VMT. А для этого мы должны понять, чем отличаются базовый тип и унаследованный в вопросе методов ChangeTo и GetValue.

Метод ChangeTo присутствует в обоих типах: при этом его нельзя переопределять. Это значит, что он может быть переписан так, и ничего не поменяется:

public class Sample

{

public int \_x;

public static void ChangeTo(Sample self, int newValue)

{

self.\_x = newValue;

}

// ...

}

// Либо в случае если бы он был struct

public struct Sample

{

public int \_x;

public static void ChangeTo(ref Sample self, int newValue)

{

self.\_x = newValue;

}

// ...

}

И при этом кроме архитектурного смысла ничего не изменится: поверьте, при компиляции оба варианта будут работать одинаково, т.к. у экземплярных методов this - это всего лишь первый параметр метода, который передается нам неявно.

Заранее поясню, почему все объяснения вокруг наследования строятся вокруг примеров на статических методах: по сути все методы - статические. И экземплярные и нет. В памяти нет поэкземплярно скомпилированных методов для каждого экземпляра класса. Это занимало бы огромное количество памяти: проще одному и тому же методу каждый раз передавать ссылку на экземпляр той структуры или класса, с которыми он работает.

Для метода GetValue все обстоит совершенно по-другому. Мы не можем просто взять и переопределить метод переопределением статического GetValue в унаследованном типе: новый метод получит только те участки кода, которые работают с переменной как с OverridedSample, а если с переменной работать как с переменной базового типа Sample, вызвать сможете только GetValue базового типа, поскольку вы понятия не имеете, какого типа на самом деле объект. Для того чтобы понимать, какого типа является переменная и, как результат, какой конкретно метод вызывается, мы можем поступить следующим образом:

void Main()

{

var sample = new Sample();

var overrided = new OverridedSample();

Console.WriteLine(sample.Virtuals[Sample.GetValuePosition].DynamicInvoke(sample));

Console.WriteLine(overrided.Virtuals[Sample.GetValuePosition].DynamicInvoke(sample));

}

public class Sample

{

public const int GetValuePosition = 0;

public Delegate[] Virtuals;

public int \_x;

public Sample()

{

Virtuals = new Delegate[1] {

new Func<Sample, int>(GetValue)

};

}

public static void ChangeTo(Sample self, int newValue)

{

self.\_x = newValue;

}

public static int GetValue(Sample self)

{

return self.\_x;

}

}

public class OverridedSample : Sample

{

public OverridedSample() : base()

{

Virtuals[0] = new Func<Sample, int>(GetValue);

}

public static new int GetValue(Sample self)

{

return 666;

}

}

В этом примере мы фактически строим таблицу виртуальных методов вручную, а вызовы делаем по позиции метода в этой таблице. Если вы поняли суть примера, то вы фактически поняли, как строится наследование на уровне скомпилированного кода: методы вызываются по своему индексу в таблице виртуальных методов. Просто когда вы создаете экземпляр некоторого унаследованного типа, то в его VMT по местам, где у базового типа находятся виртуальные методы, компилятор расположит указатели на переопределенные методы, скопировав из базового типа указатели на методы, которые не переопределялись. Таким образом, отличие нашего примера от реальной VMT заключается только в том, что когда компилятор строит эту таблицу, он заранее знает с чем имеет дело и создает таблицу правильного размера и наполнения сразу же: в нашем примере чтобы построить таблицу для типов, которые будут делать таблицу более крупной за счет добавления новых методов, придется изрядно попотеть. Но наша задача заключается в другом, а потому такими извращениями мы заниматься не станем.

Второй вопрос, который возникает сразу после ответа на первый: если с методами теперь все ясно, то зачем тогда в VMT находятся интерфейсы? Интерфейсы, если размышлять логически, не входят в структуру прямого наследования. Они находятся как бы сбоку, указывая, что те или иные типы обязаны реализовывать некоторый набор методов. Иметь по сути некоторый протокол взаимодействия. Однако, хоть интерфейсы и находятся сбоку от прямого наследования, вызывать методы все равно можно. Причем, заметьте: если вы используете переменную интерфейсного типа, то за ней могут cкрываться какие угодно классы, базовый тип у которых может быть разве что System.Object. Т.е. методы в таблице виртуальных методов, которые реализуют интерфейс могут находиться совершенно по разным местам. Как же вызов методов работает в этом случае?

## Virtual Stub Dispatch (VSD) [In Progress]

Чтобы разобраться в этом вопросе, необходимо дополнительно вспомнить, что реализовать интерфейс можно двумя путями: сделать можно либо implicit реализацию, либо explicit. Причем сделать это можно частично: часть методов сделать implicit, а часть - explicit. Эта возможность на самом деле - следствие реализации и возможно даже не является заранее продуманной: реализуя интерфейс, вы показываете явно или неявно, что в него входит. Часть методов класса может не входить в интерфейс, а методы, существующие в интерфейсе, могут не существовать в классе (они, конечно, существуют в классе, но синтаксис показывает, что архитектурно частью класса они не являются): класс и интерфейс - это, в некотором смысле, - параллельные иерархии типов. Также, в плюс к этому, интерфейс - это отдельный тип, а значит у каждого интерфейса есть собственная таблица виртуальных методов: чтобы каждый смог вызывать методы интерфейса.

Давайте взглянем на таблицу: как бы могли выглядеть VMT различных типов:

| interface IFoo | class A : IFoo | class B : IFoo |
| --- | --- | --- |
| -> GetValue() | SampleMethod() | RunProcess() |
| -> SetValue() | Go() | -> GetValue() |
|  | -> GetValue() | -> SetValue() |
|  | -> SetValue() | LookToMoon() |

VMT всех трех типов содержат необходимые методы GetValue и SetValue, однако они находятся по разным индексам: они не могут везде быть по одним и тем же индексам, поскольку была бы конкуренция за индексы с другими интерфейсами класса. На самом деле для каждого интерфейса создается интерфейс - дубль - для каждой его реализации в каждом классе. Имеем 633 реализации IDisposable в классах FCL/BCL? Значит имеем 633 дополнительных IDisposable интерфейса чтобы поддержать VMT to VMT трансляцию для каждого из классов + запись в каждом классе с ссылкой на его реализацию интерфейсом. Назовем такие интерфейсы **частными интерфейсами**. Т.е. каждый класс имеет свои собственные, **частные интерфейсы**, которые являются "системными" и являются прокси типами до реального интерфейса.

Таким образом получается следующее: у интерфейсов также как и у классов есть наследование виртуальных интерфейсных методов, однако наследование это работает не только при наследовании одного интерфейса от другого, но и при реализации интерфейса классом. Когда класс реализует некий интерфейс, то создается дополнительный интерфейс, уточняющий какие методы интерфейса-родителя на какие методы конечного класса должны отображаться. Вызывая метод по интерфейсной переменной, вы точно также вызываете метод по индексу из массива VMT, как это делалось в случае с классами, однако для данной реализации интерфейса вы по индексу выберите слот из унаследованного, невидимого интерфейса, связывающего оригинальный интерфейс IDisposable с нашим классом, интерфейс реализующим.

Диспетчеризация виртуальных методов через заглушки или **Virtual Stub Dispatch (VSD)** была разработана еще в 2006 году как замена таблицам виртуальных методов в интерфейсах. Основная идея этого подхода состоит в упрощении кодогенерации и последующего упрощения вызова методов, т.к. первичная реализация интерфейсов на VMT была бы очень громоздкой и требовала бы большого количества работы и времени для построения всех структур всех интерфейсов. Сам код диспетчеризации находится по сути в четырех файлах общим весом примерно в 6400 строк, и мы не строим целей понять его весь. Мы попытаемся в общих словах понять суть происходящих процессов в этом коде.

Всю логику VSD диспетчеризации можно разбить на два больших раздела: диспетчеризация и механизм заглушек (stubs), обеспечивающих кэширование адресов вызываемых методов по паре значений [тип;номер слота], которые их идентифицируют.

Для полного понимания протекающих при построении VSD процессов, давайте рассмотрим для начала их на очень высоком уровне, а затем - спустимся в самую глубь. Если говорить про механику диспетчеризации, то та откладывает их создание на потом, в силу логической параллельности иерархии интерфейсных типов, в силу того, что их в конечном счете станет очень много, и в силу того, что большую часть из них JIT никогда создавать не будет, т.к. наличие типов во Framework еще не означает, что их экземпляры будут созданы. Использование же традиционной VMT для частных интерфейсов создало бы ситуацию, при которой JIT пришлось бы создавать VMT для каждого частного интерфейса с самого начала. Т.е. создание каждого типа замедлилось бы как минимум в два раза. Основным классом, обеспечивающим диспетчеризацию, является класс DispatchMap, который внутри себя инкапсулирует таблицу типов интерфейсов, каждая из которых состоит из таблицы методов, входящих в эти интерфейсы. Каждый метод может быть, в зависимости от стадии своего жизненного цикла, в четырех состояниях: состояние заглушки типа "метод еще не был ни разу вызван, его надо скомпилировать и подложить новую заглушку на место старой", состояние заглушки типа "метод должен быть каждый раз найден динамически, т.к. не может быть определен однозначно", состояние заглушки типа "метод доступен по однозначному адресу, а потому вызывается без какого либо поиска", или же полноценное тело метода.

Рассмотрим строение этих структур с точки зрения их генерирования и структур данных, необходимых для этого.

### DispatchMap

DispatchMap – это динамически строящаяся структура данных, являющаяся по своей сути основной структурой данных, на которую опирается работа интерфейсов в CLR. Структура ее выглядит следующим образом:

DWORD: Количество типов = N

DWORD: Тип №1

DWORD: Количество слотов для типа №1 = M1

DWORD: bool: смещения могут быть отрицательными

DWORD: Слот №1

DWORD: Целевой слот №1

...

DWORD: Слот №M1

DWORD: Целевой слот №M1

...

DWORD: Тип №N

DWORD: Количество слотов для типа №1 = MN

DWORD: bool: смещения могут быть отрицательными

DWORD: Слот №1

DWORD: Целевой слот №1

...

DWORD: Слот №MN

DWORD: Целевой слот №MN

Т.е. сначала записывается общее количество интерфейсов, реализуемых некоторыми типами. После чего для каждого интерфейса записывается его тип, количество реализуемых этим типом слотов (для навигации по таблице), а также для каждого слота - информация по этому слоту, а также целевой слот в частном интерфейсе, который содержит реализации методов для текущего типа.

Для навигации по этой структуре данных предусмотрен класс EncodedMapIterator, который является итератором. Т.е. никакой другой доступ, кроме как foreach, к DispatchMap не предусмотрен. Мало того номера слотов получены как разница реального номера слота и ранее закодированного номера слота. Т.е. получить номер слота в середине таблицы можно, только просмотрев всю структуру с самого начала. Это вызывает множество вопросов касательно производительности работы вызова методов через интерфейсы: ведь если у нас массив объектов, реализующих некий интерфейс, то чтобы понять, какой метод необходимо вызвать, надо просмотреть всю таблицу реализаций. Т.е. по своей сути - найти нужный. Результатом на каждом шаге итерирования будет структура DispatchMapEntry, которая покажет, где находится целевой метод: в текущем типе или нет, и какой слот необходимо взять у типа, чтобы получить нужный метод.

// DispatchMapTypeID позволяет делать относительную адресацию методов. Т.е. отвечает на вопрос: относительно текущего типа где

// находится необходимый метод? В текущем типе или же в другом?

//

// Идентификатор типа (Type ID) используется в карте диспетчеризации и хранит внутри себя один из следующих типов данных:

// - специальное значение, говорящее, что это - "this" class

// - специальное значение, показывающее, что это - тип интерфейса, не реализованный классом

// - индекс в InterfaceMap

class DispatchMapTypeID

{

private:

static const UINT32 const\_nFirstInterfaceIndex = 1;

UINT32 m\_typeIDVal;

// ...

}

struct DispatchMapEntry

{

private:

DispatchMapTypeID m\_typeID;

UINT16 m\_slotNumber;

UINT16 m\_targetSlotNumber;

enum

{

e\_IS\_VALID = 0x1

};

UINT16 m\_flags;

// ...

}

#### TypeID Map

Любой метод в адресации по интерфейсам кодируется парой <TypeId;SlotNumber>. TypeId - это, как следует из названия, идентификатор типа. Данное поле отвечает на вопросы: откуда берется этот идентификатор и каким образом его отразить на реальный тип. Класс TypeIDMap хранит карту типов как отражение некоторого TypeId на MethodTable конкретного типа, а также - дополнительно - в обратную сторону. Сделано это исключительно из соображений производительности. Построение этих хэш таблиц происходит динамически: по запросу TypeId относительно PTR\_MethodTable возвращается либо FatId, либо просто Id. Это надо в некотором смысле просто помнить: FatId и Id - это просто два вида TypeId. И в некотором смысле это "указатель" на MethodTable, т.к. однозначно его идентифицирует.

**TypeId - это идентификатор MethodTable**. Он может быть двух видов: Id и FatId и по своей сути является обычным числом.

class TypeIDMap

{

protected:

HashMap m\_idMap; // Хранит map TypeID -> PTR\_MethodTable

HashMap m\_mtMap; // Хранит map PTR\_MethodTable -> TypeID1

Crst m\_lock;

TypeIDProvider m\_idProvider;

BOOL m\_fUseFatIdsForUniqueness;

UINT32 m\_entryCount;

// ...

}

Однако со всеми этими трудностями JIT справляется достаточно легко, вписывая вызовы конкретных методов в места их вызова по интерфейсу, когда это возможно. Если JIT понял, что ничего другого вызвано быть не может, он просто поставит вызов конкретного метода. Это - очень и очень сильная особенность JIT компилятора, который делает для нас эту прекрасную оптимизацию.

### Выводы

То, что для нас, как для программистов, на языке C# стало обыденностью и вросло корнями в наше сознание настолько, что мы даже не задумываясь понимаем, как делить приложение на классы и интерфейсы, порой реализовано так сложно для понимания, что требуются недели анализа исходных текстов для определения всех зависимостей и логики происходящего. То, что для нас настолько обыденно в использовании, что не вызывает тени сомнения в простоте реализации, на самом деле может скрывать эти сложности реализации. Это говорит нам о том, что инженеры, воплотившие данные идеи, подходили к решению проблем с большим умом, тщательно анализируя каждый шаг.

То описание, которое здесь дано, на самом деле очень поверхностное и короткое: оно очень высокоуровневое. Даже не смотря на то, что относительно любой книги по .NET мы погрузились очень глубоко, данное описание построения VSD и VMT является очень и очень высокоуровневым. Ведь код файлов, описывающих эти две структуры данных, занимает в сумме около 20,000 строк кода. Это еще не учитывая некоторые части, отвечающие за Generics.

Однако, это позволяет нам сделать несколько выводов:

* Вызов статичных методов и экземплярных практически ничем не отличаются. А это значит, что нам не надо беспокоиться о том, что работа с экземплярными методами как-то повлияет на производительность. Производительность обоих методов абсолютно идентична при одинаковых условиях
* Вызов виртуальных методов хоть и идет через таблицу VMT, но из-за того, что индексы заранее известны, на каждый вызов дополнительно приходится лишь единственное разыменование указателя. В почти во всех случаях это ни на что не повлияет: проседание производительности (если вообще можно так выразиться) будет настолько маленьким, что им в принципе можно пренебречь
* Если говорить об интерфейсах, то тут стоит помнить о диспетчеризации и понимать, что работа через интерфейсы сильно усложняет реализацию подсистемы типов на низком уровне, приводя к ***возможным*** проседаниям в производительности, когда слишком часто, при вызове методов, отсутствует определенность в том, какой метод и какого класса вызывать у интерфейсной переменной. Однако, "интеллект" JIT компилятора позволяет в очень многих случаях не проводить вызовы через диспетчеризацию, а напрямую вызывать метод, интерфейс реализующего
* Если вспомнить об обобщениях, то тут возникает еще один слой абстракции, который вносит сложность в поиск необходимых для вызова методов у типов, реализующих generic интерфейсы.

## Раздел вопросов по теме

Вопрос: почему если каждый класс может реализовать интерфейс, то нельзя вытащить конкретную реализацию интерфейса у объекта?

Ответ прост: это непокрытая возможность CLR при проектировании языка, CLR этот вопрос никак не ограничивает. Мало того, это с высокой долей вероятности будет добавлено в ближайших версиях C#, благо они выходят достаточно быстро. Рассмотрим пример:

void Main()

{

var foo = new Foo();

var boo = new Boo();

((IDisposable)foo).Dispose();

foo.Dispose();

((IDisposable)boo).Dispose();

boo.Dispose();

}

class Foo : IDisposable

{

void IDisposable.Dispose()

{

Console.WriteLine("Foo.IDisposable::Dispose");

}

public void Dispose()

{

Console.WriteLine("Foo::Dispose()");

}

}

class Boo : Foo, IDisposable

{

void IDisposable.Dispose()

{

Console.WriteLine("Boo.IDisposable::Dispose");

}

public new void Dispose()

{

Console.WriteLine("Boo::Dispose()");

}

}

Здесь мы вызываем четыре различных метода и результат их вызова будет таким:

Foo.IDisposable::Dispose

Foo::Dispose()

Boo.IDisposable::Dispose

Boo::Dispose()

Причем несмотря на то, что мы имеем explicit реализацию интерфейса в обоих классах, в классе Boo explicitреализацию интерфейса IDisposable для Foo получить не получится. Даже если мы напишем так:

((IDisposable)(Foo)boo).Dispose();

Все равно мы получим на экране все то же результат:

Boo.IDisposable::Dispose

## Что плохого в неявных и множественных реализациях интерфейсов?

В качестве примера "наследования интерфейсов", что аналогично наследованию классов, можно привести следующей код:

Class Foo

Implements IDisposable

Public Overridable Sub DisposeImp() Implements IDisposable.Dispose

Console.WriteLine("Foo.IDisposable::Dispose")

End Sub

Public Sub Dispose()

Console.WriteLine("Foo::Dispose()")

End Sub

End Class

Class Boo

Inherits Foo

Implements IDisposable

Public Sub DisposeImp() Implements IDisposable.Dispose

Console.WriteLine("Boo.IDisposable::Dispose")

End Sub

Public Shadows Sub Dispose()

Console.WriteLine("Boo::Dispose()")

End Sub

End Class

''' <summary>

''' Неявно реализует интерфейс

''' </summary>

Class Doo

Inherits Foo

''' <summary>

''' Переопределение явной реализации

''' </summary>

Public Overrides Sub DisposeImp()

Console.WriteLine("Doo.IDisposable::Dispose")

End Sub

''' <summary>

''' Неявное перекрытие

''' </summary>

Public Sub Dispose()

Console.WriteLine("Doo::Dispose()")

End Sub

End Class

Sub Main()

Dim foo As New Foo

Dim boo As New Boo

Dim doo As New Doo

CType(foo, IDisposable).Dispose()

foo.Dispose()

CType(boo, IDisposable).Dispose()

boo.Dispose()

CType(doo, IDisposable).Dispose()

doo.Dispose()

End Sub

В нем видно, что Doo, наследуясь от Foo, неявно реализует IDisposable, но при этом переопределяет явную реализацию IDisposable.Dispose, что приведет к вызову переопределения при вызове по интерфесу, тем самым показывая "наследование интерфейсов" классов Foo и Doo.

С одной стороны, это вообще не проблема: если бы C# + CLR позволяли такие шалости, мы бы, в некотором, смысле получили нарушение консистентности в строении типов. Сами подумайте: вы сделали крутую архитектуру, все хорошо. Но кто-то почему-то вызывает методы не так, как вы задумали. Это было бы ужасно. С другой стороны, в C++ похожая возможность существует, и там не сильно жалуются на это. Почему я говорю, что это может быть добавлено в C#? Потому что не менее ужасный функционал [уже обсуждается](https://github.com/dotnet/csharplang/issues/52) и выглядеть он должен примерно так:

interface IA

{

void M() { WriteLine("IA.M"); }

}

interface IB : IA

{

override void IA.M() { WriteLine("IB.M"); } // explicitly named

}

interface IC : IA

{

override void M() { WriteLine("IC.M"); } // implicitly named

}

Почему это ужасно? Ведь на самом деле это порождает целый класс возможностей. Теперь нам не нужно будет каждый раз реализовывать какие-то методы интерфейсов, которые везде реализовывались одинаково. Звучит прекрасно. Но только звучит. Ведь интерфейс - это протокол взаимодействия. Протокол - это набор правил, рамки. В нем нельзя допускать существование реализаций. Здесь же идет прямое нарушение этого принципа и введение еще одного: множественного наследования. Я, честно, сильно против таких доработок, но... Я что-то ушел в сторону.

# Шаблон Disposable (Disposable Design Principle)

Сейчас, наверное, практически любой программист, который разрабатывает на платформе .NET, скажет, что ничего проще этого паттерна нет. Что это известный из известнейших шаблонов, которые применяются на платформе. Однако даже в самой простой и известнейшей проблемной области всегда найдется второе дно, а за ним еще ряд скрытых кармашков, в которые вы никогда не заглядывали. Однако, как для тех, кто смотрит тему впервые, так и для всех прочих (просто для того, чтобы каждый из вас вспомнил основы (не пропускайте эти абзацы (я слежу!))) - опишем все от самого начала и до самого конца.

## IDisposable

Если спросить, что такое IDisposable, вы наверняка ответите, что это

public interface IDisposable

{

void Dispose();

}

Для чего же создан интерфейс? Ведь если у нас есть умный Garbage Collector, который за нас чистит всю память, делает так, чтобы мы вообще не задумывались о том, как чистить память, то становится не совсем понятно, зачем ее вообще чистить. Однако есть нюансы. Существует некоторое заблуждение, что IDisposable сделан, чтобы освобождать неуправляемые ресурсы. И это только часть правды. Чтобы единомоментно понять, что это не так, достаточно вспомнить примеры неуправляемых ресурсов. Является ли неуправляемым класс File? Нет. Может быть, DbContext? Опять же - нет. Неуправляемый ресурс - это то, что не входит в систему типов .NET. То, что не было создано платформой, и находящееся вне ее скоупа. Простой пример - это дескриптор открытого файла в операционной системе. Дескриптор - это некоторое число, которое однозначно идентифицирует открытый операционной системой файл. Не вами, а именно операционной системой. Т.е. все управляющие структуры (такие как координаты файла на файловой системе, его фрагменты в случае фрагментации и прочая служебная информация, номера циллиндра, головки, сектора - в случае магнитного HDD) находятся не внутри платформы .NET, а внутри ОС. И единственным неуправляемым ресурсом, который уходит в платформу .NET, является IntPtr - число. Это число в свою очередь оборачивается FileSafeHandle, который в свою очередь оборачивается классом File. Т.е. класс File сам по себе неуправляемым ресурсом не является, но аккумулирует в себе, используя дополнительную прослойку в виде IntPtr, неуправляемый ресурс – дескриптор открытого файла. Как происходит чтение из такого файла? Через ряд методов WinAPI или ОС Linux.

Вторым примером неуправляемых ресурсов являются примитивы синхронизации в многопоточных и мультипроцессных программах. Такие как мьютексы, семафоры. Или же массивы данных, которые передаются через P/Invoke.

Стоит заметить что ОС не просто передает приложению дескриптор неуправляемого ресурса, но дополнительно сохраняет его в таблице открытых дескрипторов процесса сохраняя за собой возможность корректного закрытия этих ресурсов при завершении работы приложения. Т.е. другими словами при выходе из приложения ресурсы закрыты будут в любом случае. Однако время работы приложения может быть разным и как результат - можно получить заблокированный надолго ресурс.

Хорошо. С неуправляемыми ресурсами разобрались. Зачем же IDisposable в этих случаях? Затем, что .NET Framework понятия не имеет о том, что происходит там, где его нет. Если вы открываете файл при помощи функций ОС, .NET ничего об этом не узнает. Если вы выделите участок памяти под собственные нужды (например, при помощи VirtualAlloc), .NET также ничего об этом не узнает. А если он ничего об этом не знает, он не освободит память, которая была занята вызовом VirtualAlloc. Или не закроет файл, открытый напрямую через вызов API ОС. Последствия этого могут быть совершенно разными и непредсказуемыми. Вы можете получить OutOfMemory, если навыделяете слишком много памяти и не будете ее освобождать (а, например, по старой памяти будете просто обнулять указатель) либо заблокируете на долгое время файл на файловой шаре, если он был открыт через средства ОС, но не был закрыт. Пример с файловыми шарами особенно хорош, потому что блокировка останется даже после закрытия соединения с сервером - на стороне IIS. А прав на освобождение блокировки у вас может не быть и придется делать запрос администраторам на iisreset либо ручное закрытие ресурсов при помощи специализированного ПО. Таким образом решение этой проблемы может стать не тривиальной задачей на удаленном сервере.

Во всех этих случаях необходим универсальный и узнаваемый протокол взаимодействия между системой типов и программистом, который однозначно будет идентифицировать те типы, которые требуют принудительного закрытия. Этот протокол и есть интерфейс IDisposable. И звучит это примерно так: если тип содержит реализацию интерфейса IDisposable, то после того, как вы закончите работу с его экземпляром, вы обязаны вызвать Dispose().

И ровно по этой причине есть два стандартных пути его вызова. Ведь, как правило, вы либо создаете экземпляр сущности, чтобы быстренько с ней поработать в рамках одного метода, либо в рамках времени жизни экземпляра своей сущности.

Первый вариант - это когда вы оборачиваете экземпляр в using(...){ ... }. Т.е. вы прямо указываете, что по окончании блока using объект должен быть уничтожен. Т.е. должен быть вызван Dispose(). Второй вариант - уничтожить его по окончании времени жизни объекта, который содержит ссылку на тот, который надо освободить. Но ведь в .NET кроме метода финализации нет ничего, что намекало бы на автоматическое уничтожение объекта. Правильно? Но финализация нам совсем не подходит по той причине, что она будет неизвестно когда вызвана. А нам надо освободать именно тогда, когда необходимо: сразу после того, как нам более не нужен, например, открытый файл. Именно поэтому мы также должны реализовать IDisposable у себя и в методе Dispose вызвать Dispose у всех, кем мы владели, чтобы освободить и их тоже. Таким образом мы соблюдаем протокол, и это очень важно. Ведь если кто-то начал соблюдать некий протокол, его должны соблюдать все участники процесса: иначе будут проблемы.

## Вариации реализации IDisposable

Давайте пойдем в реализациях IDisposable от простого к сложному.

Первая и самая простая реализация, которая только может прийти в голову, - это просто взять и реализовать IDisposable:

public class ResourceHolder : IDisposable

{

DisposableResource \_anotherResource = new DisposableResource();

public void Dispose()

{

\_anotherResource.Dispose();

}

}

Т.е. для начала мы создаем экземпляр некоторого ресурса, который должен быть освобожден; этот ресурс и освобождается в методе Dispose(). Единственное, чего здесь нет и что делает реализацию не консистентной, - это возможность дальнейшей работы с экземпляром класса после его разрушения методом Dispose():

public class ResourceHolder : IDisposable

{

private DisposableResource \_anotherResource = new DisposableResource();

private bool \_disposed;

public void Dispose()

{

if(\_disposed) return;

\_anotherResource.Dispose();

\_disposed = true;

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

}

Вызов CheckDisposed() необходимо вызывать первым выражением во всех публичных методах класса. Однако, если для разрушения управляемого ресурса, коим является DisposableResource, полученная структура класса ResourceHolder выглядит нормально, то для случая инкапсулирования неуправляемого ресурса - нет.

Давайте придумаем вариант с неуправляемым ресурсом.

public class FileWrapper : IDisposable

{

IntPtr \_handle;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

CloseHandle(\_handle);

}

[DllImport("kernel32.dll", EntryPoint = "CreateFile", SetLastError = true)]

private static extern IntPtr CreateFile(String lpFileName,

UInt32 dwDesiredAccess, UInt32 dwShareMode,

IntPtr lpSecurityAttributes, UInt32 dwCreationDisposition,

UInt32 dwFlagsAndAttributes,

IntPtr hTemplateFile);

[DllImport("kernel32.dll", SetLastError=true)]

private static extern bool CloseHandle(IntPtr hObject);

}

Так какая разница в поведении двух последних примеров? В первом варианте у нас описано взаимодействие управляемого ресурса с другим управляемым. Это означает, что в случае корректной работы программы ресурс будет освобожден в любом случае. Ведь DisposableResource у нас - управляемый, а значит, .NET CLR о нем прекрасно знает и, в случае некорректного поведения, освободит из-под него память. Заметьте, что я намеренно не делаю никаких предположений о том, что тип DisposableResource инкапсулирует. Там может быть какая угодно логика и структура. Она может содержать как управляемые, так и неуправляемые ресурсы. Нас это волновать не должно. Нас же не просят каждый раз декомпилировать чужие библиотеки и смотреть, какие типы что используют: управляемые или неуправляемые ресурсы. А если наш тип использует неуправляемый ресурс, мы не можем этого не знать. Это мы делаем в классе FileWrapper. Так что же произойдет в этом случае?

Если мы используем неуправляемые ресурсы, получается, что у нас опять же два варианта: когда все хорошо и метод Dispose вызвался (тогда все хорошо :) ) и когда что-то случилось и метод Dispose отработать не смог. Сразу оговоримся, почему этого может не произойти:

* Если мы используем using(obj) { ... }, то во внутреннем блоке кода может возникнуть исключение, которое перехватывается блоком finally, который нам не видно (это синтаксический сахар C#). В этом блоке неявно вызываетcя Dispose. Однако есть случаи, когда этого не происходит. Например, StackOverflowException, который не перехватывается ни catch, ни finally. Это всегда надо учитывать. Ведь если у вас некий поток уйдет в рекурсию и в некоторой точке вылетит по StackOverflowException, то те ресурсы, которые были захвачены и не были освобождены, забудутся .NET'ом. Ведь он понятия не имеет, как освобождать неуправляемые ресурсы: они повиснут в памяти до тех пор, пока ОС не освободит их сама (например, при выходе из вашей программы. А иногда и неопределенное время уже после завершения работы приложения).
* Если мы вызываем Dispose() из другого Dispose(). Тогда может так получиться, что опять же мы не сможем до него дойти. И тут вопрос вовсе не в забывчивости автора приложения: мол, забыл Dispose() вызвать. Нет. Опять же, вопрос в любых исключениях. Но теперь речь идет не только об исключениях, обрушающих поток приложения. Тут уже речь идет вообще о любых исключениях, которые приведут к тому, что алгоритм не дойдет до вызова внешнего Dispose(), который вызовет наш.

Во всех таких случаях возникнет ситуация подвешенных в воздухе неуправляемых ресурсов. Ведь Garbage Collector понятия не имеет, что их надобно собрать. Максимум что он сделает - при очередном проходе поймет, что на граф объектов, содержащих наш объект типа FileWrapper, потеряна последняя ссылка и память перетрется теми объектами, на которые ссылки есть.

Как же защититься от подобного? Для этих случаев мы обязаны реализовать финализатор объекта. Финализатор не случайно имеет именно такое название. Это вовсе не деструктор, как может показаться изначально из-за схожести объявления финализаторов в C# и деструкторов в C++. Финализатор, в отличии от деструктора, вызовется гарантированно, тогда как деструктор может и не вызваться (ровно как и Dispose()). Финализатор вызывается, когда запускается Garbage Collection (пока этого знания достаточно, но по факту все несколько сложнее), и предназначен для гарантированного освобождения захваченных ресурсов, если что-то пошло не так. И для случая освобождения неуправляемых ресурсов мы обязаны реализовывать финализатор. Также, повторюсь, из-за того, что финализатор вызывается при запуске GC, в общем случае вы понятия не имеете, когда это произойдет.

Давайте расширим наш код:

public class FileWrapper : IDisposable

{

IntPtr \_handle;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

InternalDispose();

GC.SuppressFinalize(this);

}

private void InternalDispose()

{

CloseHandle(\_handle);

}

~FileWrapper()

{

InternalDispose();

}

/// other methods

}

Мы усилили пример знаниями о процессе финализации и тем самым обезопасили приложение от потери информации о ресурсах, если что-то пошло не так и Dispose() вызван не будет. Дополнительно, мы сделали вызов GC.SuppressFinalize для того, чтобы отключить финализацию экземпляра типа, если для него был вызван Dispose(). Нам же не надо дважды освобождать один и тот же ресурс? Также это стоит сделать по другой причине: мы снимаем нагрузку с очереди на финализацию, ускоряя случайный участок кода, в параллели с которым будет в случайном будущем отрабатывать финализация.

Теперь давайте еще усилим наш пример:

public class FileWrapper : IDisposable

{

IntPtr \_handle;

bool \_disposed;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

if(\_disposed) return;

\_disposed = true;

InternalDispose();

GC.SuppressFinalize(this);

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

private void InternalDispose()

{

CloseHandle(\_handle);

}

~FileWrapper()

{

InternalDispose();

}

/// other methods

}

Теперь наш пример реализации типа, инкапсулирующего неуправляемый ресурс, выглядит законченным. Повторный Dispose(), к сожалению, является де-факто стандартом платформы, и мы позволяем его вызвать. Замечу, что зачастую люди допускают повторный вызов Dispose() для того, чтобы избежать мороки с вызывающим кодом, и это не правильно. Однако пользователь вашей библиотеки с оглядкой на документацию MS может так не считать и допускать множественные вызовы Dispose(). Вызов же других публичных методов в любом случае ломает целостность объекта. Если мы разрушили объект, значит с ним работать более нельзя. Это в свою очередь означает, что мы обязаны вставлять вызов CheckDisposed в начало каждого публичного метода.

Однако в этом коде существует очень серьезная проблема, которая не даст ему работать так, как задумали мы. Если мы вспоминим, как отрабатывает процесс сборки мусора, то заметим одну деталь. При сборке мусора GC в первую очередь финализирует все, что напрямую унаследовано от Object, после чего принимается за те объекты, которые реализуют CriticalFinalizerObject. У нас же получается, что оба класса, которые мы спроектировали, наследуют Object: и это проблема. Мы понятия не имеем, в каком порядке мы уйдем на "последнюю милю". Тем не менее, более высокоуровневый объект может пытаться работать с объектом, который хранит неуправляемый ресурс - в своем финализаторе (хотя это уже звучит как плохая идея). Тут нам бы сильно пригодился порядок финализации. И для того чтобы его задать - мы должны унаследовать наш тип, инкапсулирующий unmanaged ресурс, от CriticalFinalizerObject.

Вторая причина имеет более глубокие корни. Представьте себе, что вы позволили себе написать приложение, которое не сильно заботится о памяти. Аллоцирует в огромных количествах без кэширования и прочих премудростей. Однажды такое приложение завалится с OutOfMemoryException. А когда приложение падает с этим исключением, возникают особые условия исполнения кода: ему нельзя что-либо пытаться аллоцировать. Ведь это приведет к повторному исключению, даже если предыдущее было поймано. Это вовсе не обозначает, что мы не должны создавать новые экземпляры объектов. К этому исключению может привести обычный вызов метода. Например, вызов метода финализации. Напомню, что методы компилируются тогда, когда они вызываются в первый раз. И это обычное поведение. Как же уберечься от этой проблемы? Достаточно легко. Если вы отнаследуете объект от CriticalFinalizerObject, то все методы этого типа будут компилироваться сразу же, при загрузке типа в память. Мало того, если вы пометите методы атрибутом [PrePrepareMethod], то они также будут предварительно скомпилированны и будут безопасными с точки зрения вызова при нехватке ресурсов.

Почему это так важно? Зачем тратить так много усилий на тех, кто уйдет в мир иной? А все дело в том, что неуправляемые ресурсы могут повиснуть в системе очень надолго. Даже после того, как ваше приложение завершит работу. Даже после перезагрузки компьютера (если пользователь открыл в вашем приложении файл с файловой шары, тот будет заблокирован удаленным хостом и отпущен либо по таймауту, либо когда вы освободите ресурс, закрыв файл. Если ваше приложение вылетит в момент открытого файла, то он не будет закрыт даже после перезагрузки. Придется ждать достаточно продолжительное время для того, чтобы удаленный хост отпустил бы его). Плюс ко всему вам нельзя допускать выброса исключений в финализаторах - это приведет к ускоренной гибели CLR и окончательному выбросу из приложения: вызовы финализаторов не оборачиваются try .. catch. Т.е. освобождая ресурс, вам надо быть уверенными в том, что он еще может быть освобожден. И последний не менее интересный факт - если CLR осуществляет аварийную выгрузку домена, финализаторы типов, производных от CriticalFinalizerObject, также будут вызваны, в отличие от тех, кто наследовался напрямую от Object.

## SafeHandle / CriticalHandle / SafeBuffer / производные

У меня есть некоторое ощущение, что я для вас сейчас открою ящик Пандоры. Давайте поговорим про специальные типы: SafeHandle, CriticalHandle и их производные. И закончим уже, наконец, наш шаблон типа, предоставляющего доступ к unmanaged ресурсу. Но перед этим давайте попробуем перечислить все, что к нам обычно идет из unmanaged мира:

* Первое и самое ожидаемое, что оттуда обычно идет, - это дескрипторы (handles). Для разработчика .NET это может быть абсолютно пустым словом, но это очень важная составляющая мира операционных систем. По своей сути handle - это 32-х либо 64-х разрядное число, определяющее открытую сессию взаимодействия с операционной системой. Т.е., например, открываете вы файл, чтобы с ним поработать, а в ответ от WinApi-функции получили дескриптор. После чего, используя его, можете продолжать работать именно с ним: делаете Seek, Read, Write операции. Второй пример: открываете сокет для работы с сетью. И опять же: операционная система отдаст вам дескриптор. В мире .NET дескрипторы хранятся в типе IntPtr;
* Второе - это массивы данных. Существует несколько путей работы с неуправляемыми массивами: либо работать с ним через unsafe код (ключевое слово unsafe), либо использовать SafeBuffer, который обернет буфер данных удобным .NET-классом. Замечу, что хоть первый способ быстрее (вы можете сильно оптимизировать циклы, например), то второй способ - намного безопаснее. Ведь он использует SafeHandle как основу для работы;
* Строки. Со строками все несколько проще, потому что наша задача - определить формат и кодировку строки, которую мы забираем. Далее строка копируется к нам (класс string - immutable) и мы дальше ни о чем не думаем.
* ValueTypes, которые забираются копированием и о судьбе которых думать вообще нет никакой необходимости.

SafeHandle - это специальный класс .NET CLR, который наследует CriticalFinalizerObject и который призван обернуть дескрипторы операционной системы максимально безопасно и удобно.

[SecurityCritical, SecurityPermission(SecurityAction.InheritanceDemand, UnmanagedCode=true)]

public abstract class SafeHandle : CriticalFinalizerObject, IDisposable

{

protected IntPtr handle; // Дескриптор, пришедший от ОС

private int \_state; // Состояние (валидность, счетчик ссылок)

private bool \_ownsHandle; // Флаг возможности освободить handle. Может так получиться, что мы оборачиваем чужой handle и освобождать его не имеем права

private bool \_fullyInitialized; // Экземпляр проинициализирован

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.MayFail)]

protected SafeHandle(IntPtr invalidHandleValue, bool ownsHandle)

{

}

// Финализатор по шаблону вызывает Dispose(false)

[SecuritySafeCritical]

~SafeHandle()

{

Dispose(false);

}

// Выставление hanlde может идти как вручную, так и при помощи p/invoke Marshal - автоматически

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

protected void SetHandle(IntPtr handle)

{

this.handle = handle;

}

// Метод необходим для того, чтобы с IntPtr можно было бы работать напрямую. Используется

// для определения того, удалось ли создать дескриптор, сравнив его с одим из ранее

// определенных известных значений. Обратите внимание, что метод опасен по двум причинам:

// - Если дескриптор отмечен как недопустимый с помощью SetHandleasInvalid, DangerousGetHandle

// то все равно вернет исходное значение дескриптора.

// - Возвращенный дескриптор может быть переиспользован в любом месте. Это может как минимум

// означать, что он без обратной связи перестанет работать. В худшем случае при прямой передаче

// IntPtr в другое место, он может уйти в ненадежный код и стать вектором атаки на приложение

// через подмену ресурса на одном IntPtr

[ResourceExposure(ResourceScope.None), ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

public IntPtr DangerousGetHandle()

{

return handle;

}

// Ресурс закрыт (более не доступен для работы)

public bool IsClosed {

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

get { return (\_state & 1) == 1; }

}

// Ресурс не является доступным для работы. Вы можете переопределить свойство, изменив логику.

public abstract bool IsInvalid {

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

get;

}

// Закрытие ресурса через шаблон Close()

[SecurityCritical, ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

public void Close() {

Dispose(true);

}

// Закрытие ресурса через шаблон Dispose()

[SecuritySafeCritical, ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

public void Dispose() {

Dispose(true);

}

[SecurityCritical, ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

protected virtual void Dispose(bool disposing)

{

// ...

}

// Вы должны вызывать этот метод всякий раз, когда понимаете, что handle более не является рабочим.

// Если вы этого не сделаете, можете получить утечку

[SecurityCritical, ResourceExposure(ResourceScope.None)]

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

[MethodImplAttribute(MethodImplOptions.InternalCall)]

public extern void SetHandleAsInvalid();

// Переопределите данный метод, чтобы указать, каким образом необходимо освобождать

// ресурс. Необходимо быть крайне осторожным при написании кода, т.к. из него

// нельзя вызывать нескомпилированные методы, создавать новые объекты и бросать исключения.

// Возвращаемое значение - маркер успешности операции освобождения ресурсов.

// Причем если возвращаемое значение = false, будет брошено исключение

// SafeHandleCriticalFailure, которое в случае включенного SafeHandleCriticalFailure

// Managed Debugger Assistant войдет в точку останова.

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

protected abstract bool ReleaseHandle();

// Работа со счетчиком ссылок. Будет объяснено далее по тексту

[SecurityCritical, ResourceExposure(ResourceScope.None)]

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.MayFail)]

[MethodImplAttribute(MethodImplOptions.InternalCall)]

public extern void DangerousAddRef(ref bool success);

public extern void DangerousRelease();

}

Чтобы оценить полезность группы классов, производных от SafeHandle, достаточно вспомнить, чем хороши все .NET типы: автоматизированностью уборки мусора. Т.о., оборачивая неуправляемый ресурс, SafeHandle наделяет его такими же свойствами, т.к. является управляемым. Плюс ко всему он содержит внутренний счетчик внешних ссылок, которые не могут быть учтены CLR. Т.е. ссылками из unsafe кода. Вручную увеличивать и уменьшать счетчик нет почти никакой необходимости: когда вы объявляете любой тип, производный от SafeHandle, как параметр unsafe метода, то при входе в метод счетчик будет увеличен, а при выходе - уменьшен. Это свойство введено по той причине, что когда вы перешли в unsafe код, передав туда дескриптор, то в другом потоке (если вы, конечно, работаете с одним дескриптором из нескольких потоков) обнулив ссылку на него, получите собранный SafeHandle. Со счетчиком же ссылок все проще: SafeHandle не будет собран, пока дополнительно не обнулится счетчик. Вот почему вручную менять счетчик не стоит. Либо это надо делать очень аккуратно: возвращая его, как только это становится возможным.

Второе назначение счетчика ссылок - это задание порядка финализации CriticalFinalizerObject, которые друг на друга ссылаются. Если один SafeHandle-based тип ссылается на другой SafeHandle-based тип, то в конструкторе ссылающегося необходимо дополнительно увеличить счетчик ссылок, а в методе ReleaseHandle - уменьшить. Таким образом ваш объект не будет уничтожен, пока не будет уничтожен тот, на который вы сослались. Однако чтобы не путаться, стоит избегать таких ситуаций.

Давайте напишем финальный вариант нашего класса, но теперь уже с последними знаниями о SafeHandlers:

public class FileWrapper : IDisposable

{

SafeFileHandle \_handle;

bool \_disposed;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

if(\_disposed) return;

\_disposed = true;

\_handle.Dispose();

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

[DllImport("kernel32.dll", EntryPoint = "CreateFile", SetLastError = true)]

private static extern SafeFileHandle CreateFile(String lpFileName,

UInt32 dwDesiredAccess, UInt32 dwShareMode,

IntPtr lpSecurityAttributes, UInt32 dwCreationDisposition,

UInt32 dwFlagsAndAttributes,

IntPtr hTemplateFile);

/// other methods

}

Что его отличает? Зная, что если в DllImport методе в качестве возвращаемого значения установить **любой** (в том числе и свой) SafeHandle-based тип, то Marshal его корректно создаст и проинициализирует, установив счетчик использований в 1, мы ставим тип SafeFileHandle в качестве возвращаемого для функции ядра CreateFile. Получив его, мы будем при вызове ReadFile и WriteFile использовать именно его (т.к. при вызове счетчик опять же увеличится, а при выходе - уменьшится, что даст нам гарантию существования handle на все время чтения и записи в файл). Тип этот спроектирован корректно, а это значит, что он гарантированно закроет файловый дескриптор, даже когда процесс аварийно завершит свою работу. А это значит, что нам не надо реализовывать свой finalizer и все, что с ним связано. Наш тип значительно упрощается.

### Срабатывание finalizer во время работы экземплярнх методов

В процессе сборки мусора есть одна оптимизация, направленная на то чтобы как можно раньше собрать наибольшее количество объектов. Давайте рассмотрим следующий код:

public void SampleMethod()

{

var obj = new object();

obj.ToString();

// ...

// Если в этой точке сработает GC, obj с некоторой степенью вероятности будет собрана

// т.к. она более не используется

// ...

Console.ReadLine();

}

С одной стороны код выглядит достаточно безопасно и не сразу становится ясно, почему это должно нас хоть как-то казаться. Однако достаточно вспомнить что существуют классы, оборачивающие собой неуправляемые ресурсы как сразу приходит понимание, что если класс будет спроектирован не корректно, то вполне можно получить исключение из unmanaged мира, которое будет говорить о том что handle, который был получен ранее уже не активен:

```csharp

// Пример абсолютно не правильной реализации

void Main()

{

var inst = new SampleClass();

inst.ReadData();

// далее inst не используется

}

public sealed class SampleClass : CriticalFinalizerObject, IDisposable

{

private IntPtr \_handle;

public SampleClass()

{

\_handle = CreateFile("test.txt", 0, 0, IntPtr.Zero, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

if (\_handle != IntPtr.Zero)

{

CloseHandle(\_handle);

\_handle = IntPtr.Zero;

}

}

~SampleClass()

{

Console.WriteLine("Finalizing instance.");

Dispose();

}

public unsafe void ReadData()

{

Console.WriteLine("Calling GC.Collect...");

// я специально перевел на локальную переменную чтобы

// не задействовать this после GC.Collect();

var handle = \_handle;

// Имитация полного GC.Collect

GC.Collect();

GC.WaitForPendingFinalizers();

GC.Collect();

Console.WriteLine("Finished doing something.");

var overlapped = new NativeOverlapped();

// Делаем не важно что

ReadFileEx(handle, new byte[] { }, 0, ref overlapped, (a, b, c) => {;});

}

[DllImport("kernel32.dll", SetLastError = true, CharSet = CharSet.Auto, BestFitMapping = false)]

static extern IntPtr CreateFile(String lpFileName, int dwDesiredAccess, int dwShareMode,

IntPtr securityAttrs, int dwCreationDisposition, int dwFlagsAndAttributes, IntPtr hTemplateFile);

[DllImport("kernel32.dll", SetLastError = true)]

static extern bool ReadFileEx(IntPtr hFile, [Out] byte[] lpBuffer, uint nNumberOfBytesToRead,

[In] ref NativeOverlapped lpOverlapped, IOCompletionCallback lpCompletionRoutine);

[DllImport("kernel32.dll", SetLastError = true)]

static extern bool CloseHandle(IntPtr hObject);

}

Согласитесь: этот код выглядит более-менее прилично. Во всяком случае явно он никак не сообщает что есть какая-то проблема. А проблема есть и при том очень серъезная. Возможна попытка закрытия файла финализатором класса во время чтения из файла. Что практически гарантированно приведет к ошибке. Причем поскольку в данном случае ошибка будет именно возвращена (IntPtr == -1), то мы этого не увидим, \_handle будет обнулен, дальнейший Dispose не закроет файл, а мы получим утечку ресурса. Для решения этой проблемы необходимо пользоваться SafeHandle, CriticalHandle, SafeBuffer и их производными, которые кроме того что имеют счетчики использования в unmanaged мире, так еще и эти счетчики автоматически увеличиваются при передаче в unmanaged методы и уменьшаются - при выходе из него.

## Многопоточность

Теперь поговорим про тонкий лед. В предыдущих частях рассказа об IDisposable мы проговорили одну очень важную концепцию, которая лежит не только в основе проектирования Disposable типов, но и в проектировании любого типа: концепция целостности объекта. Это значит, что в любой момент времени объект находится в строго определенном состоянии, и любое действие над ним переводит его состояние в одно из заранее определенных - при проектировании типа этого объекта. Другими словами - никакое действие над объектом не должно иметь возможность перевести его состояние в то, которое не было определено. Из этого вытекает проблема в спроектированных ранее типах: они не потокобезопаны. Есть потенциальная возможность вызова публичных методов этих типов в то время, как идет разрушение объекта. Давайте решим эту проблему и решим, стоит ли вообще ее решать

public class FileWrapper : IDisposable

{

IntPtr \_handle;

bool \_disposed;

object \_disposingSync = new object();

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Seek(int position)

{

lock(\_disposingSync)

{

CheckDisposed();

// Seek API call

}

}

public void Dispose()

{

lock(\_disposingSync)

{

if(\_disposed) return;

\_disposed = true;

}

InternalDispose();

GC.SuppressFinalize(this);

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

lock(\_disposingSync)

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

}

private void InternalDispose()

{

CloseHandle(\_handle);

}

~FileWrapper()

{

InternalDispose();

}

/// other methods

}

Установка критической секции на код проверки \_disposed в Dispose() и по факту - установка критической секции на весь код публичных методов. Это решит нашу проблему одновременного входа в публичный метод экемпляра типа и в метод его разрушения, однако создаст таймер замедленного действия для ряда других проблем:

* Интенсивная работа с методами экземпляра типа, а также работа по созданию и разрушению объектов приведет к сильному проседанию по производительности. Все дело в том, что взятие блокировки занимает некоторое время. Это время необходимо для аллокации таблиц SyncBlockIndex, проверок на текущий поток и много чего еще (мы рассмотрим все это отдельно - в разделе про многопоточность). Т.е. получается, что ради "последней мили" жизни объекта мы будем платить производительностью все время его жизни!
* Дополнительный memory traffic для объектов синхронизации
* Дополнительные шаги для обхода графа объектов при GC

Второе, и на мой взгляд, самое важное. Мы допускаем ситуацию одновременного разрушения объекта с возможностью поработать с ним еще разок. На что мы вообще должны надеяться в данном случае? Что не выстрелит? Ведь если сначала отработает Dispose, то дальнейшее обращение с методам объекта обязано привести к ObjectDisposedException. Отсюда возникает простой вывод: синхронизацию между вызовами Dispose() и остальными публичными методами типа необходимо делигировать обслуживающей стороне. Т.е. тому коду, который создал экземпляр класса FileWrapper. Ведь только создающая сторона в курсе, что она собирается делать с экземпляром класса и когда она собирается его разрушать.

С другой стороны по требованиям к архитектуре классов, реализующих IDisposable вызов Dispose должен выкидывать только критические ошибки (такие как OutOfMemoryException. но не IOException, например). Это в частности значит что если Dispose вызовется более чем из одного потока одновременно, то может произойти ситуация, когда разрушение сущности будет происходить одновременно из двух потоков (проскочим проверку if(\_disposed) return;). Тут зависит от ситуации: если освобождение ресурсов может идти несколько раз, то никаких дополнительных проверок не потребуется. Если же нет, необходима защита:

// Я намеренно не привожу весь шаблон, т.к. пример будет большим

// и не покажет сути

class Disposable : IDisposable

{

private volatile int \_disposed;

public void Dispose()

{

if(Interlocked.CompareExchange(ref \_disposed, 1, 0) == 0)

{

// dispose

}

}

}

## Два уровня Disposable Design Principle

Какой самый популярный шаблон реализации IDisposable можно встретить в книгах по .NET разработке и во Всемирной Паутине? Какой шаблон ждут от вас люди в компаниях, когда вы идете собеседоваться на потенциально новое место работы? Вероятнее всего этот:

public class Disposable : IDisposable

{

bool \_disposed;

public void Dispose()

{

Dispose(true);

GC.SuppressFinalize(this);

}

protected virtual void Dispose(bool disposing)

{

if(disposing)

{

// освобождаем управляемые ресурсы

}

// освобождаем неуправляемые ресурсы

}

protected void CheckDisposed()

{

if(\_disposed)

{

throw new ObjectDisposedException();

}

}

~Disposable()

{

Dispose(false);

}

}

Что здесь не так и почему мы ранее в этой книге никогда так не писали? На самом деле шаблон хороший и без лишних слов охватывает все жизненные ситуации. Но его использование повсеместно, на мой взгляд, не является правилом хорошего тона: ведь реальных неуправляемых ресурсов мы в практике почти никогда не видим, и в этом случае пол-шаблона работает в холостую. Мало того, он нарушает принцип разделения ответственности. Ведь он одновременно управляет и управляемыми ресурсами и неуправляемыми. На мой скромный взгляд, это совершенно не правильно. Давайте взглянем на несколько иной подход. Disposable Design Principle. Если коротко, то суть в следующем:

Disposing разделяется на два уровня классов:

* Типы Level 0 напрямую инкапсулируют неуправляемые ресурсы
  + Они являются либо абстрактными, либо запакованными
  + Все методы должны быть помечены:
    - PrePrepareMethod, чтобы метод был скомпилирован вместе с загрузкой типа
    - SecuritySafeCritical, чтобы выставить защиту на вызов из кода, работающего под ограничениями
    - ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success / MayFail)] чтобы выставить CER на метод и все его дочерние вызовы
    - Могут ссылаться на типы нулевого уровня, но должны увеличивать счетчик ссылающихся объектов, чтобы гарантировать порядок выхода на "последнюю милю"
* Типы Level 1 инкапсулируют только управляемые ресурсы
  + Наследуются только от типов Level 1 либо реализуют IDisposable напрямую
  + Не имеют права наследовать типы Level 0 или CriticalFinalizerObject
  + Могут инкапсулировать управляемые типы Level 1 или Level 0
  1. Реализуют IDisposable.Dispose путем разрушения инкапсулированных объектов в порядке: сначала типы Level 0, потом типы Level 1
  2. Т.к. они не имеют неуправляемых ресурсов - то не реализуют finalizer
  3. Должно содержать protected свойство, дающее доступ к Level 0 типам.

Именно поэтому я с самого начала ввел разделение на два типа: на содержащий управляемый ресурс и содержащий неуправляемый ресурс. Они должны работать совершенно по-разному.

## Как еще используется Dispose

Идеологически IDisposable был создан для освобождения неуправляемых ресурсов. Но как и для многих других шаблонов оказалось, что он очень полезен и для других задач. Например, для освобождения ссылок на управляемые ресурсы. Звучит как-то не очень полезно: освобождать управляемые ресурсы. Ведь нам же объяснили, что управляемые ресурсы - они на то и управляемые, чтобы мы расслабились и смотрели в сторону разработчиков C/C++ с едва заметной ухмылкой. Однако все не совсем так. Мы всегда можем получить ситуацию, когда мы теряем ссылку на объект и думаем, что все хорошо: GC соберет мусор, а вместе с ним и наш объект. Однако, выясняется, что память растет, мы лезем в программу анализа памяти и видим, что на самом деле этот объект удерживается чем-то еще. Все дело в том, что как в платформе .NET, так и в архитектуре внешних классов может присутствовать логика неявного захвата ссылки на вашу сущность. После чего, ввиду неявности захвата, программист может пропустить необходимость ее освобождения и получить на выходе утечку памяти.

### Делегаты, events

Взглянем на следующий синтетический пример:

class Secondary

{

Action \_action;

void SaveForUseInFuture(Action action)

{

\_action = action;

}

public void CallAction()

{

\_action();

}

}

class Primary

{

Secondary \_foo = new Secondary();

public void PlanSayHello()

{

\_foo.SaveForUseInFuture(Strategy);

}

public void SayHello()

{

\_foo.CallAction();

}

void Strategy()

{

Console.WriteLine("Hello!");

}

}

Какая проблема здесь демонстрируется? Класс Secondary хранит делегат типа Action в поле \_action, который принимается в методе SaveForUseInFuture. Далее в классе Primary метод PlanSayHello отдает в Secondary сигнатуру метода Strategy. Забавно, но если вы здесь будете отдавать статический метод или метод экземпляра, то сам вызов SaveForUseInFuture никак не изменится: просто неявно будет или не будет отдаваться ссылка на экземпляр класса Primary. Т.е. внешне выглядит что вы отдали указание, какой метод стоит вызывать. На самом деле помимо сигнатуры метода дегелат строится на основе указателя на экземпляр класса. Вызывающая сторона же должна понимать, для какого экземпляра класса она должна будет вызвать метод Strategy! Т.е. экземпляр класса Secondary неявно получил в удержание указатель на экземпляр класса Primary, хотя явно это не указано. Для нас это должно означать только одно: если мы отдадим указатель \_foo куда-то еще, а на Primary потеряем ссылку, то GC **не соберет** объект Primary, т.к. его будет удерживать Secondary. Как избежать таких неприятных ситуаций? Необходим детерменированный подход к освобождению ссылки на нас. И тут к нам на помощь приходит механизм, который прекрасно подходит для наших целей: IDisposable

// Для простоты указана упрощенная версия реализации

class Secondary : IDisposable

{

Action \_action;

public event Action<Secondary> OnDisposed;

public void SaveForUseInFuture(Action action)

{

\_action = action;

}

public void CallAction()

{

\_action?.Invoke();

}

void Dispose()

{

\_action = null;

OnDisposed?.Invoke(this);

}

}

Теперь пример выглядит приемлимо: если экземпляр класса передадут третьей стороне, но при этом в процессе работы будет потеряна ссылка на делегат \_action, то мы его обнулим, а третья сторона будет извещена о разрушении экземпляра класса и затрет ссылку на него, отправив в мир иной.

Вторая опасность кода, работающего на делегатах, кроется в механизме работы event. Давайте посмотрим во что они разворачиваются:

// закрытое поле обработчика

private Action<Secondary> \_event;

// методы add/remove помечены как [MethodImpl(MethodImplOptions.Synchronized)],

// что аналогично lock(this)

public event Action<Secondary> OnDisposed {

add { lock(this) { \_event += value; } }

remove { lock(this) { \_event -= value; } }

}

Механизм сообщений в C# скрывает внутреннее устройство event'ов и удерживает все объекты, которые подписались на обновления через event. Если что-то пойдет не так, ссылка на чужой объект останется в OnDisposed и будет его удерживать. Получается странная ситуация: архитектурно мы имеем понятие "источник событий", которое по своей логике не должно что-либо удерживать. По факту мы имеем неявное удерживание объектов, подписавшихся на обновления. При этом не имеем возможности что-либо менять внутри этого массива делегатов: хоть сущность и является частью нас, нам на это прав не давали. Единственное что мы можем - это затереть весь список полностью, присвоив источнику событий null. Второй способ - явно реализовать методы add/remove дабы ввести управление над коллекцией делегатов.

Кстати, тут возникает еще одна неявная ситуация: может показаться, что если вы присвоите источнику событий null, то дальнейшая подписка на события приведет к NullReferenceException. И на мой скромный взгляд это было бы логичнее. Однако это не так: если внешний код подпишется на события после того как источник событий будет очищен, FCL создаст новый экземпляр класса Action и положит его в OnDisposed. Эта неявность в языке C# может запутать программиста: работа с обнуленными полями должна вызывать в вас не чувство спокойствия, а скорее тревогу. Тут же демонстрируется подход, когда излишняя расслабленность может привести программиста к утечкам памяти.

### Лямбды, замыкания

Особая опасность нас подстерегает при использовании такого синтаксического сахара как лямбды.

Я бы хотел затронуть вопрос синтаксического сахара в целом. На мой взгляд его стоит использовать достаточно аккуратно и только если вы абсолютно точно знаете, к чему это приведет. Примеры с лямбда-выражениями: замыкания, замыкания в Expressions и множество других бед, которые можно на себя навлечь.

Ну скажите себе честно: да, я знаю, что лямбда-выражение создает замыкание и тянет за собой риск утечки ресурсов. Но оно ведь такое... лаконичное... приятное... как можно удержаться и не поставить лямбду вместо выделения целого метода, который будет описан отдельно от точки использования? А вот надо на самом деле не повестись на эту провокацию, хотя и не каждый может.

Давайте рассмотрим пример:

button.Clicked += () => service.SendMessageAsync(MessageType.Deploy);

Согласитесь, эта строчка выглядит очень безопасно. Но она в себе таит большую проблему: теперь переменная button неявно ссылается на service и удерживает его. Даже если мы решим, что service нам более не нужен, button так считать не может: кнопка будет удерживать ссылку, пока сама будет жива.

Один из путей решения - воспользоваться шаблоном создания IDisposable из любого Action(System.Reactive.Disposables):

// Создаем из лямбды делегат

Action action = () => service.SendMessageAsync(MessageType.Deploy);

// Подписываемся

button.Clicked += action;

// Создаем отписку

var subscription = Disposable.Create(() => button.Clicked -= action);

// где-то, где надо отписаться

subscription.Dispose();

Получилось, согласитесь, несколько многословно, и при этом теряется весь смысл использования лямбда-выражений. Гораздо проще и безопаснее в плане неявных захватов переменнях будет использование обычных приватных методов.

### Защита от ThreadAbort

Когда разрабатывается библиотека для внешнего разработчика, вы никак не можете гарантировать, как она себя поведет в чужом приложении. Иногда остается только догадываться, что такого с нашей библиотекой сделал чужой программист, что появился тот или иной результат ее работы. Один из примеров - работа в многопоточной среде, когда вопрос целостности очистки ресурсов может встать достаточно остро. Причем, если при написании кода Dispose() метода сами мы можем дать гарантии на отсутствие исключительных ситуаций, то мы не можем гарантировать, что прямо во время работы метода Dispose() не вылетит ThreadAbortException, который отключит наш поток исполнения. Тут стоит вспомнить тот факт, что когда бросается ёThreadAbortExceptionё, то в любом случае выполняются все catch/finally блоки (в конце catch/finally ThreadAbort бросается дальше). Таким образом, чтобы что-то сделать гарантированно (гарантировав неразрывность при помощи Thread.Abort), надо обернуть критичный участок в try { ... } finally { ... }. В этом случае даже если бросят ThreadAbort, код будет выполнен.

void Dispose()

{

if(\_disposed) return;

\_someInstance.Unsubscribe(this);

\_disposed = true;

}

может быть оборван в любой точке при помощи Thread.Abort. Это в частности приведет к тому, что объект будет частично разрушен и позволит работать с собой в дальнейшем. Тогда как следующий код:

void Dispose()

{

if(\_disposed) return;

// Защита от ThreadAbortException

try {}

finally

{

\_someInstance.Unsubscribe(this);

\_disposed = true;

}

}

защищен от такого прерывания и выполнится гарантированно и корректно, даже если Thread.Abort возникнет между операцией вызова метода Unsubscribe и исполнения его инструкций.

## Итоги

### Плюсы

Итак, мы узнали много нового про этот простейший шаблон. Давайте определим его плюсы:

* Основным плюсом шаблона является возможность детерменированного освобождения ресурсов: тогда, когда это необходимо
* Введение общеизвестного способа узнать, что конкретный тип требует разрушения его экземпляров в конце использования
* При грамотной реализации шаблона работа спроектированного типа станет безопасной с точки зрения использования сторонними компонентами, а также с точки зрения выгрузки и разрушения ресурсов при обрушении процесса (например, из-за нехватки памяти)

### Минусы

Минусов шаблона я вижу намного больше, чем плюсов:

* С одной стороны получается, что любой тип, реализующий этот шаблон, отдает тем самым команду всем, кто его будет использовать: используя меня, вы принимаете публичную оферту. Причем так неявно это сообщает, что как и в случае публичных оферт пользователь типа не всегда в курсе, что у типа есть этот интерфейс. Приходится, например, следовать подсказкам IDE (ставить точку, набирать Dis.. и проверять, есть ли метод в отфильтрованном списке членов класса). И если Dispose замечен, реализовывать шаблон у себя. Иногда это может случиться не сразу, и тогда реализацию шаблона придется протягивать через систему типов, которая участвует в функционале. Хороший пример: а вы знали что IEnumerator<T> тянет за собой IDisposable?
* Зачастую, когда проектируется некий интерфейс, встает необходимость вставки IDisposable в систему интерфейсов типа: когда один из интерфейсов вынужден наследовать IDisposable. На мой взгляд это вносит "кривь" в те интерфейсы, которые мы спроектировали. Ведь когда проектируется интерфейс, вы прежде всего проектируете некий протокол взаимодействия. Тот набор действий, которые можно сделать с чем-либо, скрывающимся под интерфейсом. Метод Dispose() - метод разрушения экземпляра класса. Это входит в разрез с сущностью протокол взаимодействия. Это по сути - подробности реализации, которые просочились в интерфейс;
* Несмотря на детерменированность, Dispose() не означает прямого разрушения объекта. Объект все еще будет существовать после его разрушения. Просто в другом состоянии. И чтобы это стало правдой, вы обязаны вызывать CheckDisposed() в начале каждого публичного метода. Это выглядит как хороший такой костыль, который отдали нам со словами: "плодите и размножайте!";
* Есть еще маловероятная возможность получить тип, который реализует IDisposable через explicit реализацию. Или получить тип, реализующий IDisposable без возможности определить, кто его должен разрушать: сторона, которая выдала, или вы сами. Это породило антипаттерн множественного вызова Dispose(), который по сути позволяет разрешать разрушенный объект;
* Полная реализация сложна. Причем различна для управляемых и неуправляемых ресурсов. В этом плане попытка облегчить жизнь разработчикам через GC выглядит немного нелепо. Можно, конечно, вводить некий тип DisposableObject, который реализует весь шаблон, отдав virtual void Dispose() метод для переопределения, но это не решит других проблем, связанных с шаблоном;
* Реализация метода Dispose() как правило идет в конце файла, тогда как сtor объявляется в начале. При модификации класса и вводе новых ресурсов можно легко ошибиться и забыть зарегистрировать disposing для них.
* Наконец, использование шаблона на графах объектов, которые полностью либо частично его реализуют, - та еще морока в определении порядка разрушения в многопоточной среде. Я прежде всего имею ввиду ситуации, когда Dispose() может начаться с разных концов графа. И в таких ситуациях лучше всего воспользоваться другими шаблонами. Например, шаблоном Lifetime.
* Желание разработчиков платформы сделать управление памятью автоматической вместе с реалиями: приложения очень часто взаимодействуют с неуправляемым кодом + необходимо контролировать освобождение ссылок на объекты дабы их собрал Garbage Collector вносит огромное количество путанницы в понимание вопросов: "как правильно реализовать шаблон? и есть ли шаблон вообще?". Возможно вызов delete obj; delete[] arr; был бы проще?

## Выгрузка домена и выход из приложения

Если вы сюда дошли, значит вы стали как минимум увереннее в успешности последующих собеседований. Однако, мы обсудили еще не все вопросы, связанные с этим, казалось бы, простым шаблоном. Последним вопросом у нас идет вопрос: отличается ли поведение приложения при простом GC, GC во время выгрузки домена и GC во время выхода из приложения? Процедуры Dispose() этот вопрос касается только если по касательной... Но Dispose() и финализация идут рука об руку, и редко когда мы можем видеть реализации класса, в котором есть финализация, но нет метода Dispose(). Потому давайте договоримся так: саму финализацию мы опишем в разделе, посвященном финализации, а здесь лишь добавим несколько важных пунктов.

Когда выгружается домен приложения, то выгружаются как сборки, которые были загружены в домен, так и все объекты, которые были созданы в рамках выгружаемого домена. Это значит, что по сути происходит очищение (сборка GC) этих объектов, и для них будут вызваны финализаторы. Если наша логика финализатора ждет финализации других объектов, чтобы быть уничтоженным в правильном порядке, то возможно стоит обратить внимание на свойство Environment.HasShutdownStarted, обозначающее, что приложение в данный момент находится в состоянии выгрузки из памяти, и метод AppDomain.CurrentDomain.IsFinalizingForUnload(), который говорит о том, что данный домен выгружается, что и является причиной финализации. Ведь если наступили эти события, то в целом становится все равно, в каком порядке мы должны финализировать ресурсы. Задерживать выгрузку домена и приложения мы не можем: наша задача все сделать максимально быстро.

Вот так эта задача решается в рамках класса [LoaderAllocatorScout](http://referencesource.microsoft.com/#mscorlib/system/reflection/loaderallocator.cs,25551b0f6db5f579)

// Assemblies and LoaderAllocators will be cleaned up during AppDomain shutdown in

// unmanaged code

// So it is ok to skip reregistration and cleanup for finalization during appdomain shutdown.

// We also avoid early finalization of LoaderAllocatorScout due to AD unload when the object was inside DelayedFinalizationList.

if (!Environment.HasShutdownStarted &&

!AppDomain.CurrentDomain.IsFinalizingForUnload())

{

// Destroy returns false if the managed LoaderAllocator is still alive.

if (!Destroy(m\_nativeLoaderAllocator))

{

// Somebody might have been holding a reference on us via weak handle.

// We will keep trying. It will be hopefully released eventually.

GC.ReRegisterForFinalize(this);

}

}

## Типичные ошибки реализации

Итак, как я вам показал, общего, универсального шаблона для реализации IDisposable не существует. Мало того, некоторая уверенность в автоматизме управления памятью заставляет людей путаться и принимать запутанные решения в реализации шаблона. Так, например, весь .NET Framework пронизан ошибками в его реализации. И чтобы не быть голословными, рассмотрим эти ошибки именно на примере .NET Framework. Все реализации доступны по ссылке: [IDisposable Usages](http://referencesource.microsoft.com/#mscorlib/system/idisposable.cs,1f55292c3174123d,references)

**Класс FileEntry** [cmsinterop.cs](http://referencesource.microsoft.com/#mscorlib/system/deployment/cmsinterop.cs,eeedb7095d7d3053,references)

Этот код явно написан в спешке, чтобы по-быстрому закрыть задачу. Автор явно что-то хотел сделать, но потом передумал и оставил кривое решение

internal class FileEntry : IDisposable

{

// Other fields

// ...

[MarshalAs(UnmanagedType.SysInt)] public IntPtr HashValue;

// ...

~FileEntry()

{

Dispose(false);

}

// Реализация скрыта и затрудняет вызов \*правильной\* версии метода

void IDisposable.Dispose() { this.Dispose(true); }

// Метод публичный: это серъезная ошибка, позволяющая некорректно разрушить

// экземпляр класса. Мало того, снаружи этот метод НЕ вызывается

public void Dispose(bool fDisposing)

{

if (HashValue != IntPtr.Zero)

{

Marshal.FreeCoTaskMem(HashValue);

HashValue = IntPtr.Zero;

}

if (fDisposing)

{

if( MuiMapping != null)

{

MuiMapping.Dispose(true);

MuiMapping = null;

}

System.GC.SuppressFinalize(this);

}

}

}

**Класс SemaphoreSlim** [System/Threading/SemaphoreSlim.cs](https://github.com/dotnet/coreclr/blob/cbcdbd25e74ff9d963eafa202dd63504ca537f7e/src/mscorlib/src/System/Threading/SemaphoreSlim.cs)

Эта ошибка в топе ошибок .NET Framework касательно IDisposable: SuppressFinalize для класса, где нет финализатора. Встречается очень часто.

public void Dispose()

{

Dispose(true);

// У класса нет финализатора - нет никакой необходимости в GC.SuppressFinalize

GC.SuppressFinalize(this);

}

// Реализация шаблона подразумевает наличие финализатора. А его нет.

// Можно было обойтись одним public virtual void Dispose()

protected virtual void Dispose(bool disposing)

{

if (disposing)

{

if (m\_waitHandle != null)

{

m\_waitHandle.Close();

m\_waitHandle = null;

}

m\_lockObj = null;

m\_asyncHead = null;

m\_asyncTail = null;

}

}

**Вызов Close+Dispose** [Код некоторого проекта NativeWatcher](https://github.com/alexguirre/NativeWatcher/blob/7208d463c41a709f29c60264bc518c6c0c5713cc/NativeWatcher/Forms/FormsManager.cs)

Иногда люди вызывают и Close, и Dispose. Но это не является правильным (хотя ошибка не вызовется, так как повторный Dispose не приводит к генерации исключения). Вопрос в том, что Close - это еще один шаблон, и введен для того, чтобы людям было понятнее. Но стало непонятнее.

public void Dispose()

{

if (MainForm != null)

{

MainForm.Close();

MainForm.Dispose();

}

MainForm = null;

}

## Общие итоги

1. IDisposable является стандартом платформы и от качества его реализации зависит качество всего приложения. Мало того, от этого в некоторых ситуациях зависит безопасность вашего приложения, которое может быть подвергнуто атакам через неуправляемые ресурсы
2. Реализация IDisposable должна быть максимально производительной. Особенно это касается секции финализации, которая работает в параллели со всем остальным кодом, нагружая Garbage Collector
3. При реализации IDisposable следует избегать идей синхронизации вызова Dispose() с публичными методами класса. Разрушение не может идти одновременно с использованием: это надо учитывать при проектировании типа, который будет использовать IDisposable объект
4. Однако стоит защитить одновременный вызов Dispose() из двух потоков: это следует из утверждения, что Dispose() не должен вызывать ошибок
5. Реализация оберток над неуправляемыми ресурсами должна идти отдельно от остальных типов. Т.е. если вы оборачиваете неуправляемый ресурс, на это должен быть выделен отдельный тип: с финализацией, унаследованный от SafeHandle / CriticalHandle / CriticalFinalizerObject. Это разделение ответственности приведет к улучшенной поддержке системы типов и упрощению проектирования системы разрушения экземпляров типов через Dispose(): использующим типам не надо реализовывать финализатор.
6. В целом шаблон не является удобным как в использовании, так и в поддержке кода. Возможно, следует перейти на Inversion of Control процесса разрушения состояния объектов через шаблон Lifetime, речь о котором пойдет в следующей части.